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PART I

Getting Started with FPGA




CHAPTER 1

What Is an FPGA and
What Can It Do?

Field-programmable gate arrays (FPGA) are a special type of integrated circuits (ICs) or chip that can be
programmed in the field after manufacture and has three basic building blocks: logic gates, flip-flops +
memories, and wires. In this chapter we will quickly review what FPGA is and some of the things it can do.
An IC has input and/or output pins (the gray color in Figure 1-1). The black box is the “brain” of
the IC and most ICs have white or gray markings on top of the black box. Most of the ICs mention their
specific functions in their datasheet (e.g., is it an amplifier, a processor, a counter, an Ethernet MAC, or a
combination of the lot). If you read the FPGA's datasheets and are looking for a specific function, you will
probably get very frustrated. That’s because they don’t mention the purpose or any of the FPGA’s feature
sets. All you will be able to find is how many logic gates, how much memory, and how to program the FPGA,
but you won’t find functions or features. You just cannot figure them out from the datasheet.

APFS 240416

Figure 1-1. Integrated circuits, or chip, look like this

© Aiken Pang and Peter Membrey 2017 3
A. Pang and P. Membrey, Beginning FPGA: Programming Metal, DOI 10.1007/978-1-4302-6248-0_1




CHAPTER 1 © WHAT IS AN FPGA AND WHAT CAN IT DO?

FPGAs allow designers to modify their designs very late in the design cycle —even after the end product
has been manufactured and deployed in the field. Sound familiar? It should sound a lot like Windows updates
or Android/Apple phone software updates. That's one of the most powerful and compelling features of
an FPGA but please don’t treat FPGA design as a software programming exercise for a microcontroller or
processor. An FPGA is not a processor with software. It is an amazing device that allows the average person to
create his or her very own digital circuit. You are designing a hardware digital circuit when you are creating an
FPGA design. You are going to use a hardware description language (which, incidentally, is used by Intel CPU
chip designers too) to design your FPGA. This is a very important concept. We will provide more details when
we are putting together some example designs in the later chapters. In the following sections we’ll provide a
little bit more detail about field-programmable, gates, and arrays and what they can do.

1.1 Field-Programmable

The most valuable FPGA feature is that the end user can program or configure it within seconds. This means
that the end user can change the hardware design in the FPGA chip quickly and at will. For example, the
FPGA can change from temperature sensor to LED (light-emitting diode) driver within a few seconds. This
means that FPGAs are useful for rapid product development and prototyping. This field-programmable
magic is done by a configuration file, often called a bit file which is created by a designer (you). Once loaded,
the FPGA will behave like the digital circuit you designed!

1.1.1 Configuration Technology

Table 1-1 lists the three types of configuration technologies: static random access memory (SRAM), flash
memory, and antifuse.

Table 1-1. Different Types of Configuration Technology

SRAM Flash Antifuse
Achronix YES -- --
Altera YES -- --
Lattice YES - --
Microsemi -- YES YES
Xilinx YES -- --

Most of the FPGA vendors are using SRAM technology. It is fast and small, and it offers unlimited
reprogrammability. One of the drawbacks though is that the FPGA needs time to reload the entire design
into SRAM every time you power up the FPGA. This approach also takes more power.

Flash and antifuse technologies are non-volatile (meaning that they can retain data even if the power is
turned off) so that they provide the benefit of “instant on” without needing to reload the FPGA bit file every
time we power up the FPGA or the system. They also draw less power than the SRAM approach.

Antifuse technology can only be programmed once and can’t match the performance of SRAM
technology. The only reasons to use an antifuse technology FPGA today is due to its super high reliability
and security.
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Tips The world’s largest and most powerful particle accelerator—Large Hadron Collider (LHC)—uses
antifuse FPGAs to implement radiation protection digital circuits.

This book focuses on SRAM technology because it is the most common technology and is the easiest to
program. Most of the SRAM-based FPGAs have an external EEPROM (electrically erasable programmable
read-only memory) for storing the bit file, similar to how a computer stores programs on disk. All you need
to do is “burn” your bit file into the EERPOM and the FPGA will autoload the bit file from the EEPROM when
it powers up.

1.2 Gates = Logic

The gate is the most basic element in digital logic and is more formally known as a logic gate. All modern
digital designs are based on CMOS (complementary metal oxide semiconductor) logic gates. To support
complex digital designs, FPGAs contain tens of thousands, hundreds of thousands, or even more individual
logic elements which are built by logic gates.

1.2.1 The Basic Gate Design Block No. 1: Logic Element

The logic element (LE) is one of the smallest elements in FPGA design. It basically consists of a look-up table
(LUT), flip-flop, and multiplexer (which we will cover shortly). FPGAs are used extensively for compute
problems that can benefit from parallel computing architectures—for example, cleaning up images being
received from an image sensor, local processing on image pixels, and computing difference vectors in H.264
compression. LEs can form any complex or even simple digital function inside the FPGA. Figure 1-2 shows
the basic configurable logic elements. Although different FPGA venders have their own LE designs, they are
very similar to the one shown in Figure 1-2. Most of the inputs to a LE are connected to the LUT and followed
with a flip-flop (register). The output of the LE is selected by a multiplexer (MUX). The LUT and MUX are the
major configurable blocks in the LE. Don’t worry, this will all make sense after you read the next section.

—p
() "D Q
|
e e
Flip-flop

>

Figure 1-2. Basic configurable LEs
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1.2.1.1 The Magic Block: LUT

The LUT is basically just a small amount of read-only memory. A four-input, one output LUT, can generate
any four-input Boolean function (AND/OR/XOR/NOT) (Figure 1-2). We will provide more details on
Boolean function in Chapters 8 and 9. When you configure the FPGA, the contents of the LUT will be
configured accordingly. Table 1-2 shows an OR gate with all four possible inputs the LUT supports. The four
inputs act as an address bus, addressing one of 16 (2 A4) stored bits; therefore it can emulate any Boolean
function that can be handled in 4 bits (Figure 1-3). In some FPGA LE designs, LUTs can be combined to form
a 16-bit shift register or memory block. There is another similar block, the MUX, in the basic LE. It is used to
select the output source from a register or directly from LUT. In reality, the LEs are a bit more complex in that
they may very well have more than one LUT and MUX.

13
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ir Qutput

11 LUT —
E—

10
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Figure 1-3. Four inputs, one output Boolean function

Table 1-2. Four-Input, One-Output LUT

Address 13 12 k| 10 Output
0 0 0 0 0 0
1 0 0 0 1 1
2 0 0 1 0 1
3 0 0 1 1 1
4 0 1 0 0 1
5 0 1 0 1 1
6 0 1 1 0 1
7 0 1 1 1 1
8 1 0 0 0 1
9 1 0 0 1 1
10 1 0 1 0 1
11 1 0 1 1 1
12 1 1 0 0 1
13 1 1 0 1 1
14 1 1 1 0 1
15 1 1 1 1 1

If you are serious about FPGA digital design, then you may want to read the LUT datasheet from the
FPGA vendor. You can do more with the same FPGA, if you know how to fully use the LUT blocks.
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1.2.1.2 The 1-bit storage block: Flip-flop

The flip-flop (or register) is the smallest storage unit in an FPGA. Each flip-flop can store 1 bit of information
at a time. Like a light switch, it can either be on (a value of 1) or off (a value of 0). The basic function of a
flip-flop is to hold information and make it available to the logic elements for the computing process. This
flip-flop is one of the most important blocks in a computer. Figure 1-4 shows the digital design of a D-type
flip-flop, which is a basic flip-flop used in FPGA.

D A~ Q

Clock

Figure 1-4. Flip-flop logic gate design (D-type flip-flop)

There are two inputs (D and Clock) and two outputs (Q and ~Q) in a flip-flop. The D flip-flop captures
the value of the D input at a defined stage of the clock cycle (such as the rising edge of the clock input). That
captured value becomes the Q output. At other times, the output Q does not change. The D flip-flop can be
viewed as a memory cell, a zero-order hold, or a delay line. Multiple flip-flops connected together can form a
shift register.

Tip You can go to the following web site for more details about D-type flip-flop: http://electronics-
course.com/d-flip-flop.

Most of the FPGA digital designs are synchronous design. It means that all the inputs and outputs are
synchronous to one clock or more. All the examples in this book are synchronous design with the rising edge
of the clock because most of the FPGAs are built for implementing synchronous design.

Note A synchronous circuit is a digital circuit in which the changes in the state of memory elements are
synchronized by a clock signal. In a sequential digital logic circuit, data is stored in memory devices called
flip-flops or latches. Source: www.wikipedia.org. Itis like shooting pictures. Each picture stores the “data”
when you hit the shutter button. The picture is the storage elements and the button is the clock signal.
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1.2.2 The Basic Gate Design Block No. 2: Configurable 10 Block

Another basic logic design element is configurable input/output block (IOB). It is used to connect the LE to
the outside world. It can be configured as an input or output, as b-directional, or not connected. The IOB
can support different types of electrical input/output (I/0) specifications (e.g., TTL logic, 3.3V CMOS, and
PCle) and add internal pull-up or pull-down resisters. Remember to select the correct I/O specification. It
is because different specifications have different driving strength (voltage and current) and most of the time
they are not compatible. The worst is overload the FPGA IO and break the FPGA.

The latest FPGA IOB can support bandwidth higher than 10 Gbps. Some FPGAs even have direct optical
input and output physical connections (Source: www.altera.com/content/dam/altera-www/global/en _US/
pdfs/literature/wp/wp-01161-optical-fpga.pdf). Chapter 12 provides a detailed discussion on how to
use [OBs.

1.2.3 The Basic Gate Design Block No. 3: Internal RAM

The internal RAM (random access memory) block is another configurable unit in the FPGA. The main
configuration parameter is number of read/write ports. You can read and write the same memory with
different locations at the same time. It is like one instruction to read and write on the same physical memory
with different address. Can you think of a use case of this type of configuration (read and write at the same
time/clock cycle)? One possibility is FIFO (first in, first out memory) which is used to pass data from module
A to module B. There is an FPGA vendor that puts DRAM (dynamic random access memory) (which is the
one you'll find in your computer because of its density—it can pack more bits into the same physical size)
inside the FPGA and allows the rest of the logic to access it directly. Some FPGA vendors put flash memory
(which is a non-volatile memory such as you'd find in a memory card or USB stick) into their FPGA. If your
application needs non-volatile memory, then an FPGA with built-in flash memory would be a good fit for
you. In Parts 3 and 4, we will show how to configure internal RAM.

1.3 Arrays Have Many Connections

An array is a large group of things put together with a particular order. At this moment, we know that FPGA
has alot of LE, IOB, and internal memory. All of them can be configured to do whatever you would like them
to do. There is a last piece of kit inside the FPGA that can be configured; the connections between the LEs
and IOBs. To make the connection efficient, FPGA vendors put the LEs and IOBs into a two-dimensional
array (some newer FPGA’s have three-dimensional arrays instead). Figure 1-5 shows an FPGA array example.
All of the IOBs are close to the IC edge such that it has the shortest distance to the outside world. The wires
between each LE and IOB are the configurable connection (wires). These are extremely flexible and easy to
use. Most of the time, the FPGA vendor tools take care of all the connections for you.
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Figure 1-5. Gate array

Digital logic theory: If you have enough NAND gates then you can build anything that you want. In
an ideal world we don’t need to have complicated LE blocks. All we need to have are NAND gates and
connections in between.

In the real world: The routing between NAND gates will very quickly run out of room to finish even
a simple job. Traditional FPGAs are optimized for more complex configurable logic element blocks
with a relatively limited number of interconnections between them. Today, FPGAs have added more
interconnections by using 3D arrays. These 3D arrays are stacked like multiple chips with connections
between chips.

Keep in mind: It is possible to run out of connections between LEs and IOB and thus fail to generate a
viable FPGA design.

1.4 What Can It Do?

Generally speaking, all the FPGA does is generate ones (3.3 V) and zeroes (0 V) which means it can do
everything or nothing. That doesn’t sound terribly impressive does it? However, you need to ask the
right question in order to get the right answer. The right question is, “What you want it to do?” The more
you do, the more it can do for you! Think of the FPGA as a piece of clay. You can mold that clay into any
number of shapes, make a plate, make a statue, or make a tiny house. Its potential is limited only by your
imagination, and that’s also true of an FPGA—it has the capability to take on practically any function you
can imagine!
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It is very difficult to design your own chip completely from scratch. The big difference between an
FPGA and every other chip you can buy on the market is that an FPGA doesn't actually do anything. It
has no intended function when you buy it. It is not like a microcontroller that has a defined function or a
generic process ready to run software. An FPGA gives you the ultimate in flexibility, allowing you to design
anything you can imagine in the digital domain. If you want to turn your FPGA into an 8051 microcontroller,
you can do it. You can configure your FPGA to be a custom LED driver for 1,000 LEDs, a 100 PWM (Pulse
Width Modulator), or a universal asynchronous receiver/transmitter (UART or COM port) device, which is a
common computer interface. However, just because it can be done with an FPGA does not mean that it will
necessarily be easy to do so.

When you play a join-the-dots puzzle, you need to follow the numbers (features) to draw lines (design).
It is like you get a processor; you have a fixed amount of counters, timers, and interface types (features); and
you write your code (design) to follow the features. FPGAs are like join-the-dots puzzles but without any
numbers at all (Figure 1-6). You need to design all of the features and rules in the FPGA to make it “work”
Another way to look at it is rather than you writing software for a predetermined feature set, you have the
ability with an FPGA to actually define the feature set yourself—you don’t have to follow the numbers
because with an FPGA, there simply aren’t any numbers to follow!

Figure 1-6. Connect-the-dots puzzles without number

Some fun: Try to join all 25 dots in Figure 1-6 by drawing no more than eight straight lines. The straight
lines must be continuous.

Tips Think out of the box. This tip is valid for designing FPGA too!

1.5 It Can Get the Job Done Fast!

FPGAs can get the job done faster than a computer, if you can separate your job into discrete pieces. This

is due to order reduction in FPGA tools and parallelism operation in FPGA. The FPGA tool (mention in
Chapter 3) is smart enough to reduce complicated operations to simpler ones. This operation is order
reduction! The tools can reduce complex operation like multiplying by 2 into an addition which runs faster
and uses less energy. An FPGA can parallelize a task that was already much slower to run as software on a
CPU (central processing unit). Once the designer starts to realize the following, “I can perform in 25 FPGA
clock cycles a task which takes my CPU 200,000 clock cycles, and I can do this task in parallel 5 items at a
time,” you can easily see why an FPGA could be a heck of a lot faster than a CPU! Reversing the order of bits
inside a 32-bit integer is a very good example for order reduction. Computers need to use a FOR loop to do
it which will take a number of clock cycles to complete. You can accomplish the same thing in a single cycle
with an FPGA.

10
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Data flow into and out of the FPGA is expandable too! So you can send a lot of data to an FPGA to get
more jobs done at the same time. Image, video, and Ethernet packet processing all need this kind of high
bandwidth data flow.

For example, suppose you want to do some processing work on an image, and let’s say you want
to rotate it. Let’s also say that it takes one second to do this, and you have 10,000 images to do. A single
processor would take nearly three hours to process this workload. Of course, modern CPUs are multicore, so
let’s be generous and assume we have eight cores at our disposal. Now we can do the same work in just over
20 minutes. With the FPGA, though, we might have our “image processing” unit, and maybe 500 of those fit
on a single FPGA. If we could keep those units full of data, we’d complete our task in only 20 seconds. If we
also consider that it is now being processed in hardware rather than software, we could say that it only takes
half a second to process an image, dropping our total time down to ten seconds. Okay, this example is a bit
contrived and there are plenty of ifs, buts, and maybes, but it gives you an idea of the power of an FPGA.

1.6 FPGA vs. Processor

The major difference between a processor and an FPGA is that an FPGA doesn’t have a permanent hardware
configuration; on the contrary, it is configurable according to the end-user needs. However, processors have
a permanent hardware configuration which means that all the transistors, registers, interface structures,

and all of the connections are permanent. A processor can only do predefined tasks (accumulation,
multiplication, I/0 switch, etc.). Designers make the processor do these tasks “in a consecutive manner” by
using software, in accordance with their own functions.

Hardware configuration in the FPGA is not fixed so it is defined by the end user. Although logic
elements are fixed in FPGA, functions they achieve and the interconnections between them are controlled
by the user. So tasks that FPGAs can do are not predefined. You can have the task done according to the
written hardware description language (HDL) code "in parallel,” which means concurrently. The capability
of parallel processing is one of the most important features that separates FPGAs from processors and makes
them superior in many areas.

Processors are generally more useful for repetitive control of specific circuits. For example, using an FPGA
for simple functions such as turning on or off a device from a computer may be overkill. This process can easily
done with many conventional microcontrollers. However, FPGA solutions are more reasonable, if you want to
process 4K video data on the computer. Table 1-3 compares FPGAs and processors in a few more ways.

Table 1-3. FPGA vs. Computer

FPGA Processor
Cost High Low
Hardware structure Flexible Fix
Execution Concurrent Sequential
Programming HDL Assembly language
Development time Long Short
Power Efficient Not efficient

There is something that the both have in common and we will find out more about that together
in Chapter 2.
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1.7 Summary

Field-programmable gate arrays have three basic building blocks.
1. Logic gates
2. Flip-flops + memories
3. Wires

FPGAs can do many things, or they can do nothing, with these three building blocks. It all depends
on you. You need to design the hardware structure to handle the task you want. FPGAs can concurrently
process your tasks and this is the main difference between FPGA and a processor. Chapters 2, 3, and 4 will
get you ready to design real digital logic.

In Chapter 2, you will get hands on with the hardware platform we will be using.

In Chapter 3, you will install FPGA digital design environment software.

In Chapter 4, you will create your first digital design in the FPGA world!

As you work your way through this book (Part 2 and Part 3), you will create a number of design blocks;
each block can be reused. Each block is like LEGO, you can reuse all the blocks you create in other designs.

“Nothing will work unless you do.”

—Maya AngelouElectronic supplementary material The online version of this chapter (doi:10.1007/978-1-
4302-6248-0_1) contains supplementary material, which is available to authorized users.
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CHAPTER 2

Our Weapon of Choice

This chapter will briefly review the various FPGAs (field-programmable gate arrays) available and then
examine the features of BeMicro MAX 10 board, which is what we are using throughout the book.

Finally, we introduce some tools for simple hardware projects. You will find that they are very useful for
this book and for your hardware projects.

2.1 What Weapons (FPGAs) Are Available

You may think FPGAs are expensive things. This was true ten years ago, but right now, you can always find
a FPGA fit for your budget and application. A quick browse on one FPGA manufacturer’s web sites turns up
more than five differently named FPGAs. This is similar to browsing Intel’s web site where you'll find a wide
range of processors available: Celeron, Pentium, Core, Atom, Xeon, and Itanium. All this choice is great, but
what does it really mean for you? Well, just like you need the right processor for a particular job, you'll also
need the right FPGA. Don’t worry, though, our job is to get you up to speed so that you'll be able to navigate
through all the choices with ease.

Most of the FPGA companies don't have that much support for people who are just getting started, so
let’s begin with a quick look at the different types of FPGAs you can get your hands on:

In general, FPGA manufacturers provide three types of FPGA:

1. The Aircraft Carrier—System on Chip (SoC): This one comes with pretty much
everything onboard (FPGA chip). SoC means that the FPGA has a central
processor unit (CPU) and many standard interfaces built-in. An ARM core is one
the most common processor designs that you'll find in SoC FPGAs. Because it
comes with all these features, a SoC can be used to quickly develop prototypes
and they tend to have a lot of custom interfaces wrapped around a CPU for which
existing software is already written. This type of FPGA is best suited for your
need for software flexibility and hardware speed. One of the hottest examples is
Advanced Driver Assistance Systems (ADAS). It is a system to help the car driver
in the driving process. The system should improve car and road safety. All of
the autopilot cars (Google self-driving car, Telsa Autopilot system, and Volvo’s
IntelliSafe Autopilot) have ADAS.

2. The Laser Cannon—High End: It provides high-density computational power and
super high-speed digital interfaces in one go. The computational power comes
from a specially designed logic element(LE) which is digital signal processing(DSP)
blocks that we discussed in the first chapter. One of the super high-speed digital
interfaces available is PCle Gen 3 (close to 8GBs per second. It can transfer one and
a half DVDs within seconds). This type of FPGA is designed for consuming a lot of
digital data. For example, High-Performance Computing (HPC), Optical Transport
Networks, and Software Define Radio are using this type of FPGA.
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3. The Pocket Knife—Low End: It provides the most cost-effective solution for a
general digital interface. This type of FPGA is like a sea of gates which has only
basic elements (logic, memory, and clocks). Anything you can think of using
logic gate to design, you can finish with this type of FPGA. This type of FPGA is
like an 8051 MCU, which has all you need to do basic things. This type of FPGA is
best suited for consumer products, low-cost prototyping, and education.

Table 2-1 shows the FPGA names from different FPGA manufacturers. You can use this table to narrow
down what FPGA may suit your next project FPGA need.

Table 2-1. Different Types of FPGA’s Name List

FPGA SoC High End Low End

Achronix N/A Speedster 22i N/A

Altera Stratix SoC Stratix/ Arria Max 10 (used in BeMicro Max 10)
Micorsemi Smart Fusion 2 N/A IGLOO 2

Lattice N/A ECP/Lattice iCE40 / MachXO

Xilinx Zynq Virtex Spartan-6

If you're hoping you can simply search for the name of the FPGA and find just the development kit
you're looking for, you're probably going to get lost very quickly. The problem is that there are literally
thousands of different combinations out there ranging in cost from hundreds to tens of thousands of dollars.
Often just looking at the description between two parts, it isn’t even obvious why one is five times the price
of the other. Once you get a few projects under your belt, you will welcome this bounty of choice—but for
now, how do you even know where to start?

That’s where the BeMicro Max10 development board comes in: it is small, practical, and reasonably
priced. It's powerful enough for you to do a lot of different things and it includes enough hardware built
in to start building projects with practical real-world applications straight away. Every component is
representative of what you'll find in industry. This board puts you on equal footing with the big boys, but
without the big cost.

In subsequent sections we'll look at the BeMicro Max 10 and the other tools you'll need in this book.

Tips  Please go to the following web site to order your BeMicro Max10 development board:
http://www.arrow.com/bemicromax10.

2.2 The BeMicro Max 10: Our Weapon of Choice

The BeMicro MAX 10 development board is developed by Arrow. The purpose of this board is to
demonstrate any many of the MAX 10 features as possible. Arrow’s web site says it best: “A compact and
low-cost hardware evaluation platform for a broad range of embedded applications.” This makes it a great
fit for our purposes. Figure 2-1 shows the BeMicro Max 10.
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Figure 2-1. Altera MAX 10 FPGA board

The most attractive feature for us is the price. For only US$30 at the time of this writing, it should fit
anyone's budget. In terms of price, it is also very competitive with similar boards on the market.

2.2.1 The Master: Altera MAX 10 FPGA

The BeMicro MAX 10 development board is based on a single Altera MAX" 10 FPGA. If you're wondering
whether or not Altera offers the MAX 9, 8, 7, then the answer is no. For some reason Altera only has MAX®
10, MAX V (5), and MAX II (2). Strangely though, MAX® V and MAX" II are not even FPGA products, just in
case things weren’t confusing enough. They are Altera's CPLD (Complex Programmable Logic Device). In
the next chapter we will describe what CPLDs are and what the big deal is of changing from a CPLD to FPGA.
There are a lot of impressive features offered in the MAX® 10 FPGA, such as an analog-to-digital converter
(ADC) block, a temperature-sensing diode, and flash memory. In case you wanted to find out more about
the FPGA specifically, the part number of the FPGA on our BeMicro MAX 10 is 10M08DAF484C8G.

Here is a brief summary of the features in this FPGA.

e 8,000 logic elements (LEs)—Look-up table (LUT)/logic array block
e 378 Kbit embedded SRAM (static random access memory). Altera name: M9k
e 256 Kbit user flash memory (UFM)—You can use it to store anything you like

e Non-volatile self-configuration flash memory (CFM)—This is used to store the FPGA
configuration file

e Two phase locked loops (PLLs)—Very useful for creating clocks inside the FPGA

e 24 18x18-bit multipliers—DSP block: These are hard (i.e., burned into silicon rather
than made up of LEs from the FPGA itself) which means it runs really fast!

e 1 ADC block with 18 channels—17 of them are external inputs and 1 is the FPGA
internal temperature sensor

e 250 general-purpose input/outputs (I/0)—You can use them to do a lot of different
input and output at the same time

15



CHAPTER 2 OUR WEAPON OF CHOICE

This version of the MAX 10 FPGA brings logic element densities up to 8K logic elements. It looks small
compared with all other big FPGAs, but it can provide us with enough logic gates for our needs. Each logic
element is equal to around a 25 logic gate design plus one flip-flop. 8k logic elements then are roughly
equivalent to 400,000 transistors. Consider for a moment that in the early to mid-1980s a high-end personal
computer’s CPU had well under 100,000 transistors in it. Can you even begin to imagine what’s possible with
400,000 transistor logic gates?

The MAX 10 includes analog block (ADCs and temperature-sensing diodes), which enables the device
to be used in system monitoring applications. Figure 2-2 shows the basic blocks location on the chip. It may
be easy for you to figure out what the FPGA can do from the figure. The LUT, M9K block ram, and DSP block
are very interesting and important basic blocks in Altera FPGAs. In Part II of this book, we will describe these

basic blocks in more detail with design examples.

Clocks  Logic Array Blocks

1/0 Banks

UFM

CFM

1/0 Banks

1/0 Banks

3"

< 1/0 Banks

Embedded Memory Embedded Multipliers
Figure 2-2. Altera MAX 10 FPGA floorplan (what'’s inside the chip and where it is located)

With this kind of density, the MAX 10 can easily integrate an Altera Nios II soft-core embedded
processor, turning it into a non-volatile almost instant-on SoC. Today, it can actually integrate “complete
system-level designs,” at least for a sufficiently modest definition of “system.” (system definition: computer

with inputs and outputs).
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2.2.2 The Emissaries: BeMicro MAX 10 Board Features

The BeMicro MAX 10 board has a lot of features (emissaries) on the board. The board comes with an 80-pin
edge connector interface. This interface can be used as input and/or output. The board includes a variety of
peripherals such as 8MB SDRAM (synchronous dynamic random access memory), accelerometer, digital-to-
analog converter (DAC), temperature sensor, thermal resistor, photo resistor, LEDs (light-emitting diodes),
pushbuttons, and several different options for expansion connectivity. The board comes with an Altera USB
Programmer (Altera calls it the USB-Blaster). The programmer is used not only for programming the MAX

10 FPGA but also for debugging the FPGA. Figure 2-3 shows all of the function blocks on the board. The way
to power this development board is easy. All you need is your computer's USB port, as it only needs a very
small amount of juice. Most of these features will be used in Part III and Part IV.

Push
USB-Blaster Buttons

Mini-UsB FT240XQ

80-pin Edge
Connector
2x
Pin Headers
(2x20)

Accelero Photo Temp Thermal
meter Sensor Sensor Resistor

Figure 2-3. BeMicro MAX 10 Block diagram

The summary of the features is
e Embedded USB-Blaster for use with the Altera Programmer
e  Clocking circuitry: 50 MHz oscillator
e  External peripherals
e  8MB SDRAM (4Mb x 16) (ISSI 1S42516400)
e  Accelerometer, 3-Axis, SPI interface (Analog Devices ADXL362)
e DAC, 12-bit, SPI interface (Analog Devices AD5681)

e  Temperature sensor, 12C interface (Analog Devices ADT7420)

17



CHAPTER 2 OUR WEAPON OF CHOICE

. Thermal resistor

. Photo resistor

e  General user input or output
e 8user LEDs

e 2 user Pushbuttons
e  Expansion connectivity

e  Two 6-pin PMOD expansion headers
e  Two 40-pin prototyping headers which provide access to 64 digital I/O
¢  One 6-pin analog input header

e  One 80-pin BeMicro card edge connector

History The first SoC integrated circuit (IC) was a digital watch. It integrated a timekeeping circuit and LCD
driver transistors on to a single Intel 5810 CMOS chip in 1974. Source: http://www.computerhistory.org/
semiconductor/timeline/1974-digital-watch-is-first-system-on-chip-integrated-circuit-52.html.

It’s excellent for getting started and learning the basics, but at the same time it’s ready to be the core
of something big. We understand that you may have very good reasons to use another development board.
Although the projects in this book are tailored for the BeMicro MAX 10, most of the example designs we use
are standard and are applicable to any FPGA. However, if you have the BeMicro MAX 10, you will benefit of
being able to follow explicit step-by-step instructions and won'’t have to worry about converting or adapting
those instructions, which causes problems all by themselves.

We do take advantage of the on-board peripherals including the LEDs and ADC, and we use the
MAX 10’s block RAM for storing data in some projects. If your development board has different on-board
peripherals, you can either connect the same device(s) externally or replace the relevant parts of the code
with equivalents for the on-board peripherals you have. It’s a bit harder to adapt to different internal FPGA
features, so it’s best to choose a development board based on an FPGA from the MAX 10 family if you want to
follow along when we’re using the block RAM.

Tips The most updated information about BeMicro MAX 10 is in this Altera Wiki web site:
http://www.alterawiki.com/wiki/BeMicro Max_10.

2.3 Other Tools

I know the BeMicro MAX 10 module is self-contained, and you can start programming it with no other
components, but limiting yourself to eight LEDs as outputs and four buttons as an input is rather restrictive.
It's far more fun to hook up your FPGA to the real world. We won’t be doing any hard-core electrical
engineering—it’s all going to be pretty basic stuff—and I don’t expect you’ll want to set up a workshop, but
you will need a few essential tools to get the job done. You may even already have some of them already.
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2.3.1 The Place to Connect Everything: The Breadboard

The most important item of all is the solderless electronics breadboard (Figure 2-4). Why is it called a
breadboard? You definitely don’t want to get bread near it—crumbs in those holes would be very bad.

The name is a historical artefact: back when components were bigger, you'd build experimental circuits
on a wooden breadboard, drilling holes in it and screwing down wires to make connections. The modern
breadboard is a bit more civilized than that, but it still serves the same purpose: letting you build and
modify a circuit with minimal effort. Don't forget to get jumper wires for the breadboard to connect things.

EEwaE .
TIrrre
SEss smEEE sEmEEw
SEEE seEEE smEmw

Figure 2-4. My breadboard: I bought this board when I took my first electronic class.

Tips Use various colored solid-core jumper wire. You can color-code each connection according to its
purpose and it is easier to insert in the breadboard's holes.
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2.3.2 Making the Invisible Visible: The Multi-meter

A proper multi-meter for regular use around the home or electronic work can be had for less than $20. More
expensive meters do not necessarily have more features. They give greater accuracy for professional work,
and they are more rugged in their construction and durability. We only need the multi-meter to measure
DC voltage, DC current, and resistance in this book's project. Any cheap multi-meter (Figure 2-5) will be
accurate enough for all the projects in this book, so don’t feel forced to pay more for something that comes
with a calibration certificate too.
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Figure 2-5. My cheap multi-meter
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2.4 Wrap-up

This chapter briefly presented the features of the BeMicro MAX 10 board—one of the common development
boards—and the MAX 10 FPGA. We provided links to some of the key online documentation and to the wiki
forum. I recommend you download the MAX 10 FPGA user guide collection from the Altera MAX 10 support
page (www.altera.com/products/fpga/max-series/max-10/support.html). Please don't read through

the whole user guide, as it has more than 500 pages. It is for reference only. The preparation for hardware is
done; next comes software!

“People who are really serious about software should make their own hardware.”

—Alan Curtis Kay
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CHAPTER 3

Lock and Load

Before you can begin writing VHDL (VHSIC Hardware Description Language) code for the FPGA
(field-programmable gate array), you'll need a few items. To begin with, you'll need an FPGA board

(e.g., the “MAX10” FPGA board, which we described in the Chapter 2) and development tools from the FPGA
vendor. In this chapter we will walk you through how to download and install the toolchain in Windows.

3.1 Getting the Development Toolchain Up and Running

Nowadays, most of the FPGA companies provide three editions of their development toolchain: free edition,
paid edition, and some form of pro edition. Table 3-1 lists them by brand.

Table 3-1. FPGA Brands

Altera Xilinx Microsemi
Free edition Quartus Prime Lite Edition Vivado HL WebPACK Libero Gold
Paid edition Quartus Prime Standard Edition ~ Vivado HL Design Suite Libero Standalone
Paid more edition = Quartus Prime Pro Edition Vivado HL System Edition =~ Libero Platinum

Every few years, the companies' marketing departments need to come up with new names for their new
products. The development toolchain gets updated to a new version every year or so, which means it is a new
product. In 2015, the new name for the Altera toolchain is Quartus Prime. Previously it was known as Quartus
I1. This shouldn’t pose any problems for you though, just remember to download at least version number 15.1.

Altera Quartus Prime Lite edition (free edition) is all you need to use in this book. It is Altera's integrated
development environment (IDE). The Quartus Prime Lite includes tools for creating and simulating the
FPGA design, compiling (Synthesis + Place & Route) your design, and actually programming the FPGA. With
this Lite edition, you can use Altera's industrial quality toolchain and development environment for free. The
trade-off is that it will only work with the smaller devices and it will take longer to compile. Happily this isn’t
really an issue for us as by current standards, small means that it can build a microprocessor with memory
and some interfaces (e.g., UARTs (universal asynchronous receiver/transmitter) and general-purpose input/
output) which is still pretty powerful. When Altera says small, it means the MAX" series, Cyclone” series and
Arria’ I series. Altera’s bigger (and thus more powerful) FPGAs are the Stratix” series and Arria 10. One of the
reasons we picked the BeMicro 10 FPGA board was that the BeMicro10's FPGA (MAX 10) fits into the small
category and thus we can use the toolchain for free. The Quartus Prime Lite Edition supports 64-bit Linux
and Windows. When we wrote this book, the latest version of Quartus Prime Lite was v15.1.0. Ideally you
should download the same version we are using, but if there is a newer version available, just be aware that
there might be some differences between our instructions and what you see on your screen.

© Aiken Pang and Peter Membrey 2017 23
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The Quartus Prime Lite Edition includes the following features that we will use in this book:
e  Design—VHDL editor, Altera IPs (MegaCore IP Library), synthesizer, and fitter
e Simulation—ModelSim®-Altera Starter Edition
e  Debug—SignalTap II Logic Analyzer (Built-in logic analyzer)
e  Programmer—Quartus Prime Programmer

So you've got your development board and you’re ready to build stuff, but you're not quite sure how to
set up your tools? Or, maybe you've ordered the development board and you want to get everything set up so
you're ready to play as soon as it arrives? Well, don’t worry if you feel overwhelmed or confused by the Altera
web site, it’s not the easiest to navigate. The next section will guide you through downloading and installing
Quartus Prime Lite edition.

Note The required toolchain depends on the exact FPGA you are targeting. Altera Quartus Prime Lite edition
supports the MAX 10 family of FPGASs, including the device used in BeMicro 10. If you are planning to use a
different development board, please ensure you can obtain a toolchain that supports it for an affordable price
before you commit to the board.

3.2 Downloading Altera Tools

You'll need an Internet connection and a web browser to begin the download from the Altera web site
(www.altera.com).

To get access to the latest and greatest from Altera, you'll need to create a myAltera Account. To create
your myAltera account, just go to Altera web site at. That will bring you to a page similar to the one shown in
Figure 3-1. Then follow the steps outlined in the next few sections.
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Figure 3-1. Altera web site front page
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3.2.1 Altera Toolchains

Let’s talk about what we are going to download from the Altera web site before we start the download
process. (It may take you few hours to finish.) There are at least three files you are going to download.

e  Quartus Prime (IDE + programmer) is the basic tool that you are going to use in
this book.

e  MAXI10 FPGA design support file. Quartus Prime needs this file in order to support
BeMicrol0's MAX 10 FPGA board.

e ModelSim-Altera Starter edition software supports functional simulation for Altera
devices. ModelSim simulator is the most popular choice for FPGA design simulation.
The version we get from Altera has a 10,000 executable line limitation and is ideal for
simulating smaller FPGA designs like the designs covered in this book.

3.2.2 Create an Altera Account

1. Afteryouarrive atthe Alteraweb site (www.altera.com), click MYALTERA in the
top right-hand corner. You'll be given the option of either myAltera Sign in or
Don't have an account?. Since you don't have a myAltera account yet, enter
your e-mail address in the Don't have an account? section and click Register
(Figure 3-2).
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% development kits.

Figure 3-2. myAltera Sign In
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2.  Youshould then receive an e-mail containing a link to complete the registration
process after submitting the form. Click the activation link in the e-mail to prove
that you weren't providing a fake e-mail address, and you should be good to go.
If you're signed in now, you should see WELCOME, “Your Name,” and Sign Out
links at the top of each Altera page where you previously saw the MYALTERA
tab (Figure 3-3). At this point your myAltera account should ready to download
Quarts® Prime Lite edition.

3. Ifyouaren’tsigned in, click the MYALTERA, and enter the login details you
chose a moment ago, and click Sign In.

4. Once you're sure you're signed in, follow the steps in the next section to
download the Altera toolchain.

3.2.3 Download the Altera Toolchains

1.  Once you are logged in to the Altera web site with your account, click MENU on
the top menu. Figure 3-3 shows the login page. There will be a pop-up window as
Figure 3-4. Click the top SUPPORT and click Downloads.
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Figure 3-3. myAltera Home page after login
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Documentation

Documentation Archive
Search Documentation

myAltera Support

Manage Profile

View Downloads

Self Service Licensing Center
mySupport Service Requests
Document Collections
Training Account

Email Subscriptions

2. You'll be taken to the Quartus Prime edition’s selection page. All you need to do
is click Version 15.1 and click Lite Edition on the right-hand side (Figure 3-5). Or
you can use this link (http://dl.altera.com/15.1/?edition=1ite) to directly
access the download page for the lite edition.
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Figure 3-5. Altera Downloads selection

3. Isuggest you download everything: click the Combined Files tab which is shown
in Figure 3-6. If you have trouble downloading as one big file, then click the
Individual Files tab which is shown in Figure 3-7. Regardless of which method
you choose, you must select release version 15.1. Be sure to download the same
version we are using.
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Tips Altera isn't limited to a single version. You can install newly released versions after you install 15.1
without having to uninstall it. Keep in mind, though, that it will take up to another 13GB of space. It’s also
possible to use the Akamai DLM3 Download Manager in a Window machine to download the Linux version.

3.2.3.1 Download Select Checklist

Before you click the Download Selected Files button, please double-check that you are using the same
selection as the following list:

e  Selectrelease: 15.1

Select release: 15.1 v

e  Operating system: Windows

A

Ay
Operating System O oM windows ® 42 Linux

¢  Download method: Akamai DLM3 Download Manager (probably faster)/Direct Download

Download Method @ ©Akamai DLM3 Download Manager @  ©Direct Download

e  For Individual Files tab selection: you need to download the following things
e Quartus Prime (includes Nios I EDS)
e  ModelSim-Altera Edition (includes starter edition)

e  MAX 10 FPGA devices support

mSelect Al D)

[v]Quartus Prime Lite Edition
) (Free) Updates Available
[v]Quartus Prime (includes Nios Il EDS)
Size: 1.4 GB MD5: 2F68BB58C8E484957117E344FA7 2AEBF
[v]ModeiSim-Altera Edition (includes Starter Edition)
Size: 1.1 GB MD5: BAS7EE2A66CBI60AEB429221A7F7CE16
[l Devices
You must install device support for at least one device family to use the Quanus Prime software.
[]Aia Il device support
Size: 497.7 MB MD5: 48577BD12E186361C7DE923E4CD19074

[]Cyclone IV device support
Size: 463.9 MB MD5: FD95042C8C58782FF6C25C25EAB3CAZE

[[]Cyclone V device support
Size: 1.1 GB MD5: 7F108A307455ACDC3CF6DAZIBIFBF211

[(JMAX II, MAX V device support
Size: 11.3 MB MD5: DEACB97D4A14A952521B6F IDFBCBI58F

(#JMAX 10 FPGA device support
Size: 338.9 MB MD5: C132D3689C78B3706B36E2C23A0F8209
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4. Ifeverything looks good, then click Download Selected Files either in the
Individual Files tab or the Combined Files tab. After you pick a download
location and save, the download manager opens and begins the file download
process (Figure 3-8). If you cannot use the download manager, select Direct
Download and click the download arrow next to each file (Figure 3-9). You may
ask for login to myAltera again in this step.

Tip  Select the location storage that can handle files bigger than 4GB (e.g., NTFS). It allows you to move the
tar file easily after you've finished the download.

Akamai DLM3 Download Manager: 1 files in total. ®

The files you selected are being downloaded to the directory you chose. You can pause and resume the download at any
time. If the download manager does not download any of the files, you can manually download the files with the direct
links in the list below.

Show direct links

Download In Progress. ( of 1 files )

0

Figure 3-8. Akamai DLM3 Download Manager—Windows only
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Download Center L Quartus:Prime

Design Software

Quartus Prime Lite Edition

Release date: November, 2015

Latest Release: v15.1 (Quartus-Prfme
Design Sute

Select release: 15.1 -

_ -
Operating System 0 R Windows @ ":'- Linux

Download © ©axamai DLM3 Download ©  ©pirect Download

v'T‘r'ui(lq.lzirn.n;Pr'l'ma:;oi'mvaﬂi\nan;ion1.‘5.1 PP the ing device families: Amia Il, Cyclone IV, Cyclone
V, MAX I, MAX V, and MAX 10 FPGA. ~_More

()]
Combined Files Individual Files DVD Files Additional Software Updates

Download and install instructions: ~_More
Read Ahera Software v15.1 Installation FAQ

Quartus Prime Lite Edition Software (Device support tm:lududjo @

Quartus-lite-15.1.0.185-linux.tar
Size: 5.6 GB MD5: EFODIEBS0E24338AD31864D3069151B0 Updates A\"BNED‘EO

Note: The Quarus Prime software is a full-featured EDA product. Depending on your download speed,
download times may be lengthy.

Figure 3-9. Altera Quartus Prime Lite Edition selection page—Combined Files with Direct Download

3.3 Install Altera Quartus Prime Lite Edition

Once you've gotten your hands on the Quartus Lite setup files, you can start to install them on your
development machine. The process is fairly similar for Windows and Linux, so we describe Windows here.
Make sure you have enough disk space for the installation—a full installation of the Altera tools consumes
over 13GB.

If you're installing on Windows, you'll need the 64-bit version of Windows 7, Windows 8.1, or Windows
Server 2008, preferably with the latest service pack and security updates. You'll need administrator access to
install the software, and an Internet connection and web browser to obtain a license. The screenshots of the
Windows installation process are captured on Windows 7.

If you prefer Linux, Altera only supports the use of their products on Red Hat Enterprise Linux 5.10
and Red Hat Enterprise Linux 6.5. If you aren’t using one of these officially supported distributions, don'’t
despair: the tools work pretty well on any modern Linux distribution, you just might need to do some
tweaking to get it to work.
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1. For the individual files method: if you are using Windows, run the file
QuartusLiteSetup-<version>-windows.exe. For the combined file method, you
must unzip the . tar file to extract the installation files. Examples of unzipping
tools: WinZip, 7-zip, or WinRAR. You need to unzip the files on the same
directory and run Setup.bat. Both ways will bring you to the Setup Wizard as in
Figure 3-10. Just click Next.

O Installing Quartus Prime Lite Edition (Free) 15.1.0.185

Setup - Quartus Prime Lite Edition (Free) 15.1.0.185

Welcome to the Quartus Prime Lite Edition (Free) 15.1.0.185 Setup Wizard.

The Quartus Prime software requires that your system have sufficient physical RAM to compile designs targeting
specific devices. You can check the "Memory Recommendations” section in the "Quartus Prime Software and Device
Support Release Notes" (https://www.altera.com/support/literature/lit-rn.html) for detailed memory requirements
for a particular device.

For more information about Altera software, go to http://www.altera.com.

< Back Next > Cancel

Figure 3-10. Installing Quartus Prime Lite Edition (Free)

2. Click “I accept the agreement” and then click Next (Figure 3-11).
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You can view the full license agreement at the link below or use --install_lic option from command-line to get the license agreement files
before the installation. You must accept the terms of the agr t before continuing with the installation.

http://dl.altera.com/eula

QUARTUS(R) PRIME LICENSE AGREEMENT VERSION 15.1, ALL
DISTRIBUTIONS (WEB DOWNLOAD, DVDS)

Copyright (C) 1991-2015 Altera(R) Corporation. All rights

reserved. "Quartus" is a registered trademark of Altera Corporation

in the U.S. and other countries. Any other trademarks and trade names
rpflarpnmd here are the nronertv of their resnective owners _Certain

<

@ 1 accept the agreement

Do you accept this license? =
(7)) 1 do not accept the agreement

InstallBuilder

Figure 3-11. License Agreement

3. Select the installation location for the giant (>10GB) Quartus Prime Lite edition
and click Next (Figure 3-12).

Tips You can install the Quartus Prime Lite on your external hard drive to save space from your
C:\, although of course this will mean you need your external drive handy if you want to use it.
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Specify the directory where Quartus Prime Lite Edition (Free) 15.1.0.185 will be installed
Installation directory C:\altera_lite\15.1|

| InstallBuilder

Figure 3-12. Installation directory

4. Check Quartus Prime Lite Edition (Free), MAX 10 FPGA, and ModelSim-Altera
Starter Edition. It should look like Figure 3-13. Click Next to move forward.
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Select the components you want to install

& || Quartus Prime Lite Edition (Free)
: Quartus Prime (includes Nios II EDS) (6030MB)
= |+ | Devices
MAX 10 FPGA (348.2MB)
¥ | ModelSim-Altera Starter Edition (Free) (3949.8MB)
. ModelSim-Altera Edition (3949.8MB)

You can add additional device support to an existing
Quartus Prime software installation without having to
reinstall the entire software package. Use the Install
Devices command on the Tools menu in the Quartus
Prime software to get started.

Select a component for more information

InstallBuilder

Figure 3-13. Select components.

[ <sack ][ Met> ][ concel ]

5. This window shows how much space is needed to install the tools and asks for

your approval to install (Figure 3-14) by clicking Next.
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Summary:

Installation directory: C:\altera_lite\15.1
Required disk space: 10330 MB
Available disk space: 95602 MB

InstallBuilder

[ <Back |[ mest> |[ cancel

Figure 3-14. It needs your approval to install the software (Ready to Install)

6. This step just requires patience. You need to wait for your screen to change from
Figure 3-15 to Figure 3-16. At the installation complete page, click Finish and you
are only a few steps away from completing the install.
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Installing

Wait while Setup installs Quartus Prime Lite Edition (Free) 15.1.0.185
Installing
Preparing to Install

i

InstallBuilder

[ <o ) [(wea> |

Figure 3-15. Installing
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@ Installing Quartus Prime Lite Edition (Free) 15.1.0.185

Quartus Prime Lite Edition (Free) 15.1.0.185 Installation Complete ||

Setup has finished installing Quartus Prime Lite Edition (Free) 15.1.0.185.
ﬂ Launch USB Blaster II driver installation II
3—] Create shortcuts on Desktop

'] Launch Quartus Prime Lite Edition
j Provide your feedback

Cancel

Figure 3-16. Quartus Prime Lite installation complete

7.  Click Next on the Device Driver Installation Wizard (Figure 3-17) and Click
Finish after it completes the installation (Figure 3-18). This step installs the
Altera programmer, USB Blaster I, to your machine. You'll need this to copy your
designs to the FPGA.
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Device Driver Installation Wizard

Welcome to the Device Driver
Installation Wizard!

This wizard helps you install the software drivers that some
computers devices need in order to work

To continue, click Next

Figure 3-17. Programmer Driver Installation Wizard

Device Driver Installation Wizard

Completing the Device Driver Installation
Wizard

The dnivers were successfully installed on this computer.

You can now connect your device to this computer. if your device came
with instructions, please read them first

Driver Name Status
W Altera (WinUSB) J.. Readytouse

Finish ( Cancel

Figure 3-18. Completing the programmer driver installation
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8. Inorder to use the free edition, you need to enable sending TalkBack data to Altera
(Figure 3-19). Check Enable sending TalkBack data to Altera and Click OK.

Enable Advanced

QUARTUS PRIME SOFTWARE - TALKBACK FEATURE

INTRODUCTION

The TalkBack feature, included with the Licensed
Program(s), enables ALTERA to receive limited information
concerning the Licensed Program(s) that you use and your
compilation of logic designs (but not the logic design files
themselves) using the Licensed Program(s). One of the
primary purposes of the TalkBack feature is to assist
AITERA in nndarctandinn hower ite Fuickamare nca the

[¥] Enable sending TalkBack data to Altera

[ ok || coancet || e

Figure 3-19. Quartus Prime TalkBack

9. Select Run the Quartus Prime software and click OK in Figure 3-20. It means
that you selected the Lite edition. The Lite edition doesn't need any software
license to run it.

Thank you for installing the Quartus Prime software - the #1 in performance and
productivity. To upgrade to a full featured edition, please visit www.altera.com.

Select one of the following licensing options to continue:
Select one of the following options
(©) Buy a Quartus Prime software license
(@ Run the Quartus Prime software

(7)) Add an IP license file (for users who have purchased IP)

oK || cancel

Figure 3-20. Quartus Prime 15.1 Lite Edition licensing options
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10. Quartus Prime Lite Edition should be brought up in front of you, as in Figure 3-21.
If it isn’t, you can bring it up from your Start menu. In the Start menu, Quartus
Prime 15.1 is your entry point. You should able to find it as in in Figure 3-22.

Tl G Wew Popct Amgonm Focmarg Tos Wedw b @

OFE «M0DCl L Crruy OARE
T [ T nine a |
i Complston Heraschy |

Start Designing

G\\'eu v Subseripson Ediica
‘!; Ou;a Sotware
MNew Project Wizard
7

-
ol
Open Project

.Nun‘ka.lm Coenles

Figure 3-21. Quartus Prime Lite Edition

| Altera 15.1.0.185 Lite Edition

# Uninstall Quartus Prime Lite Edition (

| ModelSim-Altera Starter Edition 15.1

}. Nios 1 EDS 15.1.0.185

). Quartus Prime Lite Edition 15.1.0.185
¥8. Quartus Prime 15.1 Design Space
#, Quartus Prime 15.1 Device Installe
Zn Quartus Prime 15.1 EDA Simulatic
0 Quartus Prime 15.1 Programmer
7 Quartus Prime 15.1 TalkBack Insta
Ok Quartus Prime 15.1

Figure 3-22. Windows Start menu

We finally have the Altera toolchain and development environment installed. In the next chapter, I will
describe how to use the Quartus Prime Lite Edition.
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3.4 Download BeMicro10 files and Documentation

You can download all of the BeMicro10 files and documentation from the Altera Wiki web site at the
following link: www.alterawiki.com/wiki/BeMicro_Max_10. Altera does a good job of collecting all of the
files for its boards in one place.

At the bottom of the page, there is an Example Design section. Click BeMicro Max 10 empty Quartus
project with pin assignments and empty top level Verilog or VHDL file (Design Store link). Figure 3-23.

BeMicro Max 10 - Altera Wiki ® \\"!'

= HeMicro Max TU Dual Boot Tutonal (FUF]
= Dual Boot example design files (ZIP)
Embedded Systems Lab
Thas i5 a full day lab in whach the user will build a complele Nios Il processor based system using the QSys system integration tool

Note: you may need lo moedify the bemicro_max10_serial_flash_controller_hw.icl in the IP directory for Quartus 15.0 and later Line 20 calling ouf supporied devices, change
will be needed for Quartus 15.0 and later) without this change, the IP will be grayed out in Qsys

= Embedded System Lab for BeMicro Max 10 (PDF)
= Embedded System Lab files (ZIP)
LVDS Loopback Tutorial

= LVDS Loopback Tutorial (DOCX)
= LVDS Loopback Design (QAR)

Example Designs
Example designs are now being supporied in Allera's Design Store 8. The links below for the project archve will lake you Lo the latest version on the Allera design slore
Empty Baseline Project (starting point for your own design)

= BeMicro Max 10 empty Cuartus project with pin assignments and emply lop level Vienlog or VHDL file {Design Store link) &

= Documentation Describing the Empty Baseline Project (POF)
» BaMicro Max 10 System Builder Verilog (Working) &

Full featured Reference Design
| = BaMicro Max 10 reference design containing interfaces fo the DAC, ADC, Temperature Sensor, Acceleromeler, and Pholo Sensor (Design Siore link) 8 ]
= User Guide Explaining How To Get Started with the Full Featured Reference Design (PDF)

DC-DC Converter Control with ADSP Builder
» User Guide Explaining How To Get Started with the DC-DC Converter Design Example (PDF)

Categories: Embedded Processing | Development Boards and Kits

Figure 3-23. BeMicro Max 10—Altera Wiki page

It will bring you to the Altera design store. Click the 15.1.0 tab and it will show up as in Figure 3-24.
Click the Download button to download the design example. The file name is BeMicro_MAX10_top.par.
You should save it somewhere where you can easily find it again because you will need to use it in the next
chapter. This file forms the basic building block for all of our designs. It includes all of the settings for the
Altera Quartus Prime to build BeMicro MAX 10 projects.
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£ BeMicro MAX 10 Kit Basesi.. * |\

%) 8 | s/ coud.altera.com;devstore/platiom/15.L0/ben e 10cIet Baseling it e |1 Q, sene el - 8

AR

URABLE ADVANTAGE™

Dashboard - Design Store « Design Examples » BeMicro MAX 10 Kit Baseline Pinout

Design Store © Take a tour

BeMicro MAX 10 Kit Baseline Pinout

1402 14.1.0 15.0.0 1510

Category Design Example
Name BeMicro MAX 10 Kit Baselne Pinout

Description  This design contains device pinout onfy and can ba used as a starting point for designing with your BaMicro MAX 10 FPGA Kit. You can change the pin names as nooded
n the Vierlog HOL code and the qsf filas (of with the Assignment Edilor) Pin locahons are locked down an the board

Operating System  Nome
Version 10
Family MAX 10

Device 1080804

Development Kit  Babicro MAX 10 FPGA Evaluation Kil
e
Package

Note' ARer downioading thi design exampse, you must prepans the design templata. Find detaiied mstructions hare

Figure 3-24. Altera Design Store for BeMicroMax 10 kit baseline Pinout for Quartus Prime v15.1.0

3.5 Summary

This chapter described different types of FPGA tools which are available from FPGA vendor. If you follow
the guide you should know how to download and install the FPGA tools—Altera Quartus Prime. The Altera
Quartus Prime will be used for the rest of the book.

Please make sure you get the following things done before moving to next chapter.

e Install Altera Quartus Prime Lite Edition 15.1.0 with support MAX10 devices
e Download BeMicro MAX 10 Kit Baseline Pinout file (BeMicro MAX10 top.par).

Do you believe you are halfway to starting to compile your first FPGA design?

“Believe you can and you're halfway there.”

—Theodore Roosevelt
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Hello World!

What do Knight Rider’s KITT and Battlestar Galactica’s Cylons have in common? That’s right: undeniably
awesome scanning LEDs (light-emitting diodes)! Now that we're set up, we’ll recreate this on our
development board. We'll go through the steps pretty quickly and then go back and take a look at how
we got there in more detail. At this point we’re still unfamiliar with the development environment, so
the mechanics of each step are covered here. Don’t worry, though, you only have to learn to do this stuff
once, and I won'’t be telling you which button to click in every project. The basic steps are writing the code,
simulating it to check that it does what we expect, and loading it on to the FPGA board.

Specifically, our example entails the following design steps:

1. Launch Quartus Prime and create a new project
2. Write code

3. Implement design
4. Simulate design

5

Burn it!

4.1 Launch Quartus Prime and Create a New Project

In this section you'll use Altera Quartus Prime to create a new project for your BeMicro MAX 10 FPGA
development board. You will do this step multiple times in this book when you walk through all the
examples in this book.

1. Click Start » All Programs » Altera 15.1.x.xxx Lite Edition » Quartus Prime
Lite Edition 15.1.x.xxx » Quartus Prime 15.1, or click the shortcut on your
desktop. The Quartus Prime Lite Edition will open. The first time you open
Quartus Prime, it look like Figure 4-1.

© Aiken Pang and Peter Membrey 2017 47
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T Quartus Prime Lite Edition [ )
File Ect View Promct Assigumens Processmg Tools Wndow Help @ Sewch ahera corm o
LA RS oEle Sy D ESL Cr VRS QAN
[Project Nawgator I &y Heeranchy. -]-ma = W Heme ] ﬂ{)ﬂaloq =
E = Davico Family mmwmsrm: x
I Crueiton teirehy Start Designing =
. 5
¥ Web vs Subscription 4 2 installed IP
&m 4 Projuct Directory
4o Selection Aviasly
4 Libeary
v DSP
o Intertace Fratecols
Mienory Interfaces and Controlers
’ o Processors and Pesipherals
Fs i

@ Search for Parner P
EpeEiopet i
i ] 3

7 ,
| Taaks | Projct Navigator i S - |t A

® DEE & v [O8Fm. | (g8 Fabon ]
[ Type 1D Message

-

0% 000000

Figure 4-1. Quartus Prime Lite Edition

The splash screen will be displayed while it loads, and you’ll be presented with the main development
environment window. Assuming you haven’t gone ahead and created a project already, you should see a
toolbar at the top with the usual file, edit, view, and project menu options; the Project Navigator on the left;
and the Message pane at the bottom with tabs for errors, warnings, and search results. You can show or hide
toolbars and panels with the options in the View menu.

2. Create a new project by clicking File » New Project Wizard or click the New
Project Wizard on the Home page tab (Figure 4-2).
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O Quartus Prime Lite Edition

Hew.
T Open
Close
Al Mew Progect M
M Open Project
Save Propet
Clong Prapect
8 &
Zave s
@ S
Eie Propertes

Create | Update
Expon,

Fage St
Print Pragew
Evint

Fecert Fijus
Fecent Projects
Ext

I®en

Coment Progragrang Fies...

Cibel
Cie
CieFd

CuhS

Cii+Shit+S

AR

-mmwmmmmmm"
st Crrn

e =

n Homa

Start Designing

MNew Project Wizard

Open Project

CoAav@E
]

OBwsmre

ﬁ Documentadion

“ Traaning

‘I‘kmr cation Center

4 g nsaled P
4 Project Directory
Ho Selaction Avalatle

4 Libeary
[ Bas Functions
- DSP
b intedace Protocols
© Mamory intedaces and Cantroliirs
b Processors and Perigherals
b Unnersiy Program

@ Search e Partrar IP

=| Type ID Message

Figure 4-2. Create a new project from the File tab or Home Page

3. The new project wizard will open (Figure 4-3), which is where we decide what
kind of project we want. The first page is only an introduction. Click Next.
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(O New Project Wizard ﬂ

Introduction

The New Project Wizard helps you create a new project and preliminary project settings, including the following:

Project name and directory

Name of the top-level design entity
Project files and libraries

Target device family and device
EDA tool settings

You can change the settings for an existing project and specify additional project-wide settings with the Settings command
(Assignments menu). You can use the various pages of the Settings dialog box to add functionality to the project.

L

:] Don't show me this introduction again

< Back Einish Cancel ] l Help

Figure 4-3. New Project Wizard—Introduction

4. Enter the information shown in Figure 4-4 on the Directory, Name, Top-Level Entity
page of the New Project Wizard and then click Next. If the working directory for
this project is a new location, the software will ask you “Do you want to create it?”
Just click YES. This page is where you choose the location and name for the project
as well as the name of top-level design entity, which is the name of the design. The
Quartus Prime will first search for the top-level design entity in the project folder.
Most of the time the project name and top-level design entity are the same.

e  Working directory for this project: C:/BeMicroMax10/ch04
e  Name of this project: scanner

e  Top-level design entity for this project: scanner
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G New Project Wizard u

Directory, Name, Top-Level Entity

What is the working directory for this project?
C:/BeMicroMax10/ch04 E]
What is the name of this project?

scanner] [a)

What is the name of the top-level design entity for this project? This name is case sensitive and must exactly match the entity
name in the design file.

scanner E]

Use Existing Project Settings...

<Back | Nea> || Finsh || Cancel || Help

Figure 4-4. Quartus Prime New Project Wizard dialog box—Directory, Name, Top-Level Entity

5. Select Project template and then click Next (shown in Figure 4-5).
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G New Project Wizard M

Project Type
Select the type of project to create.

(©) Empty project
Create new project by specifying project files and libraries, target device family and device, and EDA tool settings.
@) Project template

Create a project from an existing design template. You can choose from design templates installed with the Quartus Prime
software, or download design templates from the Design Store.

<Back | [ New> || Einsh || Cancel || Help

Figure 4-5. Quartus Prime New Project Wizard dialog box—Project Type

6. Ifyoudownloaded the file BeMicro MAX10_top.par from Chapter 3, then please
go to step 12. Take the following steps to download the project template. Click
Design Store (Figure 4-6) which will open an Internet browser and access the
Altera Design Store. Please follow the steps 7-11 to download the BeMicro Max10
project template from the Altera Design Store. You can use the following project
template link to download it directly or download the BeMicro Max10 project
template and then go to step 12:

https://cloud.altera.com/devstore/platform/335/download/
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G New Project Wizard u

Design Templates

Select a design template.

Family: [Any ~ | Development kit: [Any ~ | [7] Include unsupported versions
Ayailable design templates:
R.;hk MName Category Jevelopment Kil Family Device ‘emplate Versiol S»crﬂw#;
4 1] ] el
Note: No design templates added.
To add design templates:

1. Download design templates from the Design Store:
2. Install the design templates.

If you previously installed a design template with a different version of the Quartus Prime software, add the installation directory to
the design template search paths.

<Back | Nea> || Finsh || Cancel || Help

Figure 4-6. Quartus Prime New Project Wizard dialog box—Design Templates
7. Select the information shown in the Design Store web page in Figure 4-7:
https://cloud.altera.com/devstore/?acds_version=15.1.0
e  Family: MAX 10
e  (Category: Development Kit
8. Click the BeMicro MAX 10 FPGA Evaluation Kit in the page as Figure 4-7 shows.
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[\ Design Store | Altera Cloud % "\+

€ ) B | ritps//cioud altera.com/devstone/board, Hamily =max- 10

now part of Intel

Dashboard - Design Store - Der

Design Store © Take a tour

PR TGOl Design Examples

Family: MAX 10 ~| Category: Development Kit -i
Show 100 ~ | entries Search:
Name 4 Category Family Vendor

" n MAX 10 Evaluation Kit Add On Development Kit MAX 10 518

" n Amow MAX, 10 DECA Development Kit MAX 10 Arrow

W g BeMicro MAX 10 FPGA Evaluabon KA Development Kit MAX 10 Arvow

" n MAX 10 FPGA 10MO0B Evaluation Kit Development Kit MAX 10 Altara

" n MAX 10 FPGA Davelopment Kit Development Kit MAX 10 Altera

" n MAX 10 NEEK Development Kit MAX 10 Terasic

" n Odyssey MAX 10 FPGA Kit Development Kit MAX 10 Macnica Americas

Figure 4-7. Altera Design Store with selected Family: MAX10 and Category: Development Kit

9. Click View all design examples in the page as shown in Figure 4-8.
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[ BeMicro MAX 10 FPGA Eva.. % "\+

4 | @ | ritps//cloud.altera.com/devstare/board/bemicro-m & || Q search e +$ A& =

now part of Intel

SA Evaluation Kit

Dashboard « Design Store - Development Kits

Design Store © Take a tour

BeMicro MAX 10 FPGA Evaluation Kit

Category Development Kil
Name BeMicro MAX 10 FPGA Evaluation Kit
Description  The BeMicro MAX 10 FPGA development kit adopls Allera’s non-volatile MAX 10 FPGA built on 55-nm flash process. Users can take advantage of the features Altera
offers in the MAX 10 FPGA device, such as an ADC block, temperature sense dipde and Nlash memory. BeMicro MAX 10 includes a variety of peripherals connecled 1o
the MAX 10 FPGA such as BMB SDRAM, accelerometer, digital-to-analog converter (DAC), temperature sensor, thermal resistor, photo resistor, LEDs, pushbutions and
sevaral diffarent opbons for expanson connectvity
Version 10
Family MAX 10

Device 10MDBDA

Docae Document Description

‘ BeMicro MAX 10 FPGA Evabuation Kit Technical Information for the BeMicro MAX 10 FPGA Evaluation Kit

| Purchase Board m

Vendor Amow

Design Example  view sl design examples

Figure 4-8. Altera Design Store—BeMicro MAX 10 FPGA Evaluation kit

10.  Select the Category shown in the design examples page. It will look like Figure 4-9.
Look for the name: BeMicro MAX 10 Kit Baseline Pinout and then click the
name to bring you to our final destination.

e  Category: Design Example
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{8 Design Store | Altera Cloud % "\+

oud.altera.com/devstare/platfomm

Dashboard - Design Store - Design Exa

|
|
|
‘ Design Store
|

© Take a tour
Development Kits =Lt ISR
erested in 27 Click here.
| Family. Any vi Category: Design Example -E Quartus Il Verslon:  15.1 -
|| Develcpment Kit:  BeMicro MAX 10 FPGA Evalu |=| IP Core:  Any |-
Show 100 |7 | entries Search:
Quartus 1|
Name Category Development Kit Family Version Vendor Downloads
| ] BeMicro MAX 10 Kit Baseine Pinout Design BabMicro MAX 10 FPGA MAX 10 151.0 Arrow ] [: ]
Exampie Evaluation Kit
[ Custom Instruction with Nios Il Design BeMicro MAX 10 FPGA MAX 10 151.0 Altera o o
Example Evaluation Kit
1Y DC-DC Comvener Control with ADSP Builder Design BeMicro MAX 10 FPGA MAX 10 51.0 Prasent Powes ] i ]
| Example Ewaluation Kil Systems, LLC
| ] Dualhoot Dessgn Example-BeMicro Design BeMicro MAX 10 FPGA MAX 10 1.0 Arrowr 8 [ ]
Example Ewvaluation Kit
i AAASE 4R £ 4 Ansria s - i

- Al ALl S e B i

Flbibim e ALASE A ETVR A

Figure 4-9. Altera Design Store—Category: Design Example: BeMicro MAX10 Kit Baseline Pinout

11.  Click Download on the BeMicro MAX 10 Kit Baseline Pinout page (Figure 4-10).
The file name is BeMicro MAX10_top.par. Go to the next step.
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\ =
/B, BeMicra MAX 10 Kit Baseli., % '\+
€ a cloud altera.com S-pinout & [ search fE L A =

v part of Intel

Dashboard » Design Store ~ Design Examples » BeMicro MAX 10 Kit Baseline Pinout

Design Store © Take a tour

BeMicro MAX 10 Kit Baseline Pinout

14.02 14.1.0 15.0.0 15.1.0

Category  Design Example
Name BehMicro MAX 10 Kil Baseline Pinout

Description  This design contains devica pinout only and can be used as a starting point for designing with your BeMicro MAX 10 FPGA KiL You can change the pin names as needed
in the Verilog HOL code and the qgsf files (or with the Assignment Editor). Pin locations are locked down on the board

Operating System  MNone
Version 10
Family MAX 10
Device 10MOSDA
Development Kit  BoMicro MAX 10 FPGA Evaluation Kit

Installation & Download
Package

Note: After downloading the design example, you must prepare the design template. Find detailed instructions here

hitps//cloud altera.comydevstore platiormy15 1. O/bemicro-max-10-kit-basefine-pinout/@collapseOne | (000000 0y L -

Figure 4-10. Altera Design Store—BeMicro MAX 10 Kit Baseline Pinout

12.  Click Install the design template in the New Project Wizard—Design Templates.
Enter the location of the BeMicro MAX10_ top.par and click OK (Figure 4-11).

e  Designtemplate file: <Location you store the file>\BeMicro MAX10 top.par

e Destination directory: no need to change.

(b Design Template Installation S

Design template file (.par):

C:\BeMicroMax10\BeMicro_MAX10_top.par [:]

Destination directory:

C:/BeMicroMax10/ch04 Q
OK | l Cancel l

Figure4-11. Design Template installation
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13.  The design templates page will change from Figure 4-5 to Figure 4-12. Click
the BeMicro MAX10 Kit Baseline Pinout templates (it should highlight the
template) and then click Next.

Ok New Project Wizard “‘

Design Templates

Select a design template.

Family [Any = | Development kit | Any =[] Inchide unsupported versions

Available design templates:

1 BeMicro MAX 10 Kit Baseline Pinout

To add design templates
1. Download design templates from the Design Storg.
2. |ostall the design tamplates

I you previously installed a design template with a different version of the Quartus Prime software, add the installation directory to the design template s=a

[ <gock | [ mea> J[ Emish |[ concel |[ beip |

Figure 4-12. New Project Wizard—Design Templates with BeMicroMAX10 kit Baseline Pinout template install

14. This is the last step to set up the BeMicro MAX 10 project. Figure 4-13 shows a
summary of the project. Make sure your summary is the same as this one and
then click Finish.
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s

Summary

When you click Finish, the project will be created with the following settings:

Project directory:
Project name:
Top-level design entity:
Number of files added:
Number of user libraries added:
Device assignments:
Design template:
Family name:
Device:
EDA tools:
Design entry/synthesis:
Simulation:
Timing analysis:
Operating conditions:

Core voltage:

Junction temperature range:

C:/BeMicroMax10/ch04
scanner

scanner

0

0

BeMicro MAX 10 Kit Baseline Pinout
MAX 10
10MOBDAF484C8GES

<None> (<None>)
ModelSim-Altera (VHDL)
0

1.2v
0-85°C

Einish ][ Cancel H Help

Figure 4-13. New Project Wizard—Summary
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The summary shows the information we entered previously but also something new. The new things
come from the project template. As each FPGA and board is different, it is really important to make sure
you've got the right template loaded. If you don’t, Quartus will wire things up incorrectly, not only causing
strange behavior (assuming it actually does anything) but also giving you a headache as you try to work
out why, after following the instructions perfectly, the device refuses to work. You should see the following
information in the Summary, if you don’t, you can get it from Assignments » Device and Assighments >
Settings » EDA Tool Settings » Simulation:

e  Device Family: MAX 10 (DA/DF/DC/SA/SF/SC)

e Name: 10M08DAF484C8GES

e  Simulation: ModelSim-Altera (VHDL)
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Again, it’s important to get this right: if you don’t, Quartus Prime won’t know what the true capabilities
of the device are, and you're likely to end up with a bitstream that won’t even work if you try uploading it.
You can read most of the necessary information on the physical device itself, although you’ll probably need
good light and maybe even a magnifying glass to make out the lettering. After some squinting, I determined
that mine says “ALTERA” MAX"10 10M08DAF484C8GES” on top. You can find full information on what this
means in Altera’s datasheet, but I'll go over how to decode the bits we care about here.

Member Code

02 : 2Klogicelements
04 : 4Klogicelements
08 : 8Klogicelements
16 : 16K logic elements
25 : 25Klogic elements
40 : 40Klogic elements
50 : 50Klogic elements

Darslras Tuna
Packaqe lype
| C‘_I.(-D . ’J'_' -

V. Wafer-Level Chip Scale (WLCSP)

E : PlasticEnhanced Quad Flat Pack (EQFP)
M Micro FineLine BGA (MBGA)

] Ultra FineLine BGA (UBGA)

F FineLine BGA (FBGA)

Uperating lemperature

Commercial (T)=0°Ct0 85°C)

Tl o i [ox |l st 117 | c et

10M : MAX10

Feature Options

SC
SA

DC
DF
DA

36 : 36pins,3mmx3mm
81 : 81pins,4mmx4mm

EQFP Package Type
144 : 144 pins, 22 mmx 22 mm

MBGA Package Type
153 : 153 pins, 8 mm x 8 mm

: Automotive (T) =-40°Cto 125°()
FPGA Fabric
Speed Grade Optional Suffix
Single supply - compact features 6 (fastest) Indicates specific device
: Single supply - analog and flash features 7 options or shipment method
with RSU option 8 G : RoHS6
* Dual supply - compact features ES : Engineering sample
Dual supply - flash features with RSU option
- Dual supply - analog and flash features
with RSU option
Package Code
WLCSP Package Type UBGA Package Type

169 : 169 pins, 11 mmx 11 mm
324 : 324pins, 15mmx 15 mm

FBGA Package Type

256 : 256 pins, 17 mmx 17 mm
484 : 484 pins, 23 mmx 23 mm
672 : 672 pins, 27 mm x 27 mm

Figure 4-14. MAX 10 device marking decode table from Altera MAXI10 datasheet

Altera provides a cheat sheet (Figure 4-14) from its datasheet.
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10M: MAX 10

08: 8K logic elements

DA: Dual Supply - analog and flash features with RSI option

F: Fine Line BGA (FBPA). It is one of the package type

484: 484 pins, Package size is 23mm x 23 mm

C: Commercial temperature range (0° C to 85° C)
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e 8:Slowest speed grade

e G:RoHS6
¢ ES:Engineering sample. That's why the BeMicroMAx10 only sale for $30
We're showing you this here because it’s good practice to know and understand the equipment
you're actually using, especially if you decide to go it alone and build your systems. However, if you don'’t
understand everything here, don’t worry about it.

4.2 Write Code

Now that you've got a project open, you should see the Project Navigator panel on the left (Figure 4-15). The
top left shows your project hierarchy (default) with a choice of five views: Hierarchy, Files, Design Unit, IP
Components, and Revisions. The Hierarchy view shows how everything fits together; the Files view shows all
the files included in the project, which is usually a superset of the Hierarchy. In this example we will only use

these two views.

O Quartus Prime Lite Edition - C/BeMicroMaxLyens/scanner - scanner (= E i
Eie Ede \ww Propct Assguments Prcessng Joos Yndow fep @ g ®
1 © S sl Rl m— NN X T
Project Nawgatar Dy == P Catalg me
) o Entity Instance : = Fiks B L3 X 5
iy A 10: WADBIAF SBCEGES & Drsgn Unts o & bstaled B
* Ballers_MAXT0_top f = P Comporants 4 Project Diractory
— ) Resiors s
4 Libwary
Basa: Functens
DsP
+ Intectace Pretocols
+ Mamory interfaces and Contrllers
+ Processors and Penghersiy
Univarsity Prograe
© Search for Partner P
Tasks | Praet Havigator + A%
[ e RAT T
oF BlR R A ¥ e B Fed | | 88Fina tien |
& !
=l Type ID  Message
HE
3l . F =
3| Syswem | Processimg |
TeiConsle | Messsges
% 000000

Figure 4-15. Quartus Prime—Project Navigator

This design example will be a stand-alone flashing LED without any user inputs. The design block
diagram will look like Figure 4-16. The only input is clock and the outputs are eight LED drivers.
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‘BeMicro_MAX10_top |

— Clock

e

8

LED —F—»

Figure 4-16. Scanner design block diagram

1.

The first thing to do is add a BeMicro MAX10 vhdl template file. Click Project >
Add/Remove Files in Project... from the Quartus Prime menu to open the Files
Setting dialog box. It should look like Figure 4-17.

[Tasks | Puogect

Gonpeoto Domgr Paniten Sengts..

Generate Tel File for Project ..
Gensrats Powe:Play Early Poges Estimator File
Uggrads IP Componints .

Organge Quartus Prme Settrgs File
Sat a3 TepLevel Entity

Hiwrarchy

CarteShatte)

T Quartus Prime Lite Edition - C/BeMicroMaxL0/ch0d/scanner - scaner =)
B Eat Yoow [BH] assgucts Pocessiog Tocke - Windon e @) Sexch dwacon @)
O fe 0]  AddComegt FietoProject prr e ©ARGE
Fropect Navigator AcdFemav Files in Project .. - sMe - IP Catalog ma =
@' Revisions.. L} X 5
& MAX 10: 10003 Capy Project 4 3@ Iosaed P |
* BeMlico MA  Clean Project.. 4 Project Directory
HNo Selection nadati:
Archiwe Eropct 4 Libeary
Restone Aechayed Project » Baai Functions
I+ DSP
|mport Database. I Interface Protocols
Export Database 1+ Mamacy iterfaces and Controllers
I+ Precessors and Penpherals
Imeort Design Padition » Univeesty Program
o s © Search for Patows IP

=|Type ID

Mestages

élz PQEE B ¥

Message

.. ..
| TelConsole | Messages |

Opens up Setings G (s sidvemes s i e

BFad | | B8 Fund et

0% 000300 |

Figure 4-17. Quartus Prime—Project Navigator

2.
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In the Files Setting dialog box, you will see there are two files name (see Figure 4-18).

e  BeMicro_MAX10_top.v: Verilog HDL file. We will need to replace this file with
VHDL file which is provided by the template.

e BeMicro_MAX10_top.sdc: Synopsys Design Constraints file. The Quartus
needs this file to know about our development board (e.g., How fast the clock
run on this board).
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3. Select BeMicro_MAX10_top.v and then click Remove. Enter BeMicro_ MAX10_
top.vhd in File Name box and then click Add (Figure 4-18). Click Apply. The
completed File Settings should look like Figure 4-19. It has two files. The first one
is BeMicro_MAX10_top.vhd. The second one is BeMicro_MAX10_top.sdc. If the
files are included correctly, then click OK (Figure 4-19).

Tips .vhd, .vhdl are the file extensions used by VHDL. As .vhd is the most common one, we will use .vhd
for all the design files used in this book.

f = al
7 Settings - scanner @i“

-
Gorra e ]

Fil
Lnl:a:nes Select the design files you want to include in the project. Click Add All to add all design files in the project directory to the project

4 |P Settings 2
1P Catalog Search Locations File name: BeMicro_MAX10_top.vhd D b Add |

Design Templates x
4 QOperating Settings and Conditions o Add All
Voltage File Name Type Libeary  Design Entry/Synthesis Tool  HDL Version Remove

T
AMmperaan BeMicro_MAX10_topv  Venlog HOL File <Nona> Default

4 Compilation Process Settings 9 . =
Incremental Compilation BeMicro_MAX10_top.sdc Synopsys Design Constraints File <Nong> Up

4 EDA Tool Settings
Design Entry/Synthesis
Simulation
Formal Verification
Board-Level
4 Compiler Seitings
VHDL Input
Verilog HOL Input
Default Parameters
TimeQuest Timing Analyzer
Assembler
Design Assistant
SignalTap il Logic Analyzer
Logic Analyzer Interface
PowerPlay Power Analyzer Settings
S5N Analyzer

Down

Properties

.I W Buy Software ] l OK ] | Cancel Apply Help J

Figure 4-18. Quartus Prime—Files Settings
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Category:

General
Files
Libranies
4 [P Settings
IP Catalog Search Locations
Design Templates o
4 Qperating Settings and Conditions
Voltage
Temperature
4 Compilation Process Settings
Incremental Compilation
4 EDA Tool Settings
Design Entry/Synthesis
Simulation
Formal Verification
Board-Level
4 Compiler Seitings
VHDL Input
Verilog HOL Input
Default Parameters
TimeQuest Timing Analyzer
Assembler
Design Assistant
SignalTap il Logic Analyzer
Logic Analyzer Interface
PowerPlay Power Analyzer Settings
SSN Analyzer

Eile name:

File Name Type
BeMicro_MAX10_top vhd VHDL File
BeMicro_MAX10_top.sdc Synopsys Design Constraints File

Library  Design Entry/Synthesis Tool  HOL Version
<Nona> Default
<None>

[ Buy Sotware | [ ok

/" Settings - scanner @Eﬂ |

Remove
Up
Down

Properties

—

Figure 4-19. Quartus Prime—Files Settings Completed

4. Double-click BeMicro_MAX10_top in the Project Navigator. It will open the
BeMicro MAX10_top.vhd file in the middle of Quartus Prime (Figure 4-20).
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{3 Quartus Prime Lite Edition - CvBeMicroMax10/ch04/scanner - scanner

=G .

LIBRARY ieee;
USE jeee.std_Togic 1164.ALL;

Bentity BeMicro_MAX10_top is

Sport(
== Clock ins, SYS_CLK = 50MHZ, USER CLK = 24MHZ
SYS_CLK : in std_logic;
USER_CLK : in std_logic;

DAC, 12-bit, SPI interface (AD5681)
nn‘iS&‘lR_lmrn : out std_logic;
AD5681R_RSTn : out std_ Iog1c
ADSGBIR_SCL © out std_ ugl{.
ADS6B1R_SDA : out std o? :
ADSB6BIR_SYNCn : out std_ ‘J]\(

HONE WP SEE RN AW PSS ~—gn

-~ Temperaturg sensor, 12C interface (ADT7420)
ADTT420_CT : in std_logic;

ADT7420_INT © in std_ logic;

ADT7420_5CL : inout std_logic;

ADTT420_504 : inout std_logic;

2%
|

-- Accelerometer, 3-Axis, SPI interface (ADXL362)
AMYI IR? S - it -\Irl Tanir-

Eie Edt Yew Prowct Sesignmens Fyocessing Toos Window Hep @ Sexchatacom D
OFE 50 20 [mm S ESH TrrE D DAVE
Prcjoct Havigatod o Hirarehy ~ =@ x| @ Bebicra_MAX10_top vhd o P Catoiog s =
Ey] BT EE marm 4w B ES . X R
2 MAX 10 10MOGDAFABICIGES % ?-- This is ad\'r!jDL tlenp ate ;ol use with the Bgn‘l‘cro MAX 10 development kit +| 4 @ esratled P
-- It is used for showing the I0 pin names and directions
> Bablicro MAX10_ top i 3 | ver 0.1 10.07.2014 - Pm_]nu.l'im
a L 4o Selecton Avadabie
5 B-- The signals below are documented in the BeMicro MAX 10 Getting Started = # Libeary
g [-— User Guide. Please refer to that document for additional infermation. » Bagic Functions
DsP
8 B-- NOTE: A Verilog version of this template is also provided with this design P
9 -= example for users that prefer Verilog. This BeMicro_Max10_top.vhd file :"’ “::::mwm.m
10 - would need to be removed from the project and replaced with the g
11 - BeMicro_MAX10_top.v file to switch to the Verilog template. Processees and Peripherais
12 . Lnevarsty Program
13 B5-- The signals below are documented in the “BeMicro MAX 10 Getting Started @ Search for Pantner IP
14 E- user Guide." Please refer to that document for additional signal details.

¥ <<Fiter | 88Fna. | |B8Franea

H @A @&

i Type ID  Message

System | Processing |
| TetConeole | Messages

Messages

Figure 4-20. Open BeMicro_MAX10_top.vhd template file

5. The following steps are going to modify this BeMicro MAX10_top.vhd file

(read the following Tips before you start to modify):

a. Delete all the lines from 23 to 70 and 73 to 213.

b. Delete the semicolon at the end of the USER_LED : out std_logic_

vector(8 downto 1).

Tips Back up the BeMicro_MAX10_top.vhd file before you start to modify it. Alternatively, you can recreate
the project to get the original .vhdl file back. We will use this backup filter in later chapters.

c. AddthisUSE ieee.numeric_std.all; on line 18.Itshould looklike

Figure 4-21.
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-3 BeMicro_MAX10_top vhd o |

Her EEnfnis ¥E

1 B-- This is a VHDL template for use with the BeMicro MAX 10 development kit
2 -- It is used for showing the IO pin names and directions

3 -- Ver 0.1 10.07.2014

4 L

5 B-- The signals below are documented in the BeMicro MAX 10 Getting Started
6 |_—— User Guide. Please refer to that document for additional information.
7

8 B-- NOTE: A Verilog version of this template is also provided with this design
9 -- example for users that prefer verilog. This BeMicro_MAX10_top.vhd file
10 -- would need to be removed from the project and replaced with the

11 -- BeMicro_MAX10_top.v file to switch to the verilog template.

.

13 3-- The signals below are documented in the "BeMicro MAX 10 Getting Started
14 |_—— User Guide." Please refer to that document for additional signal details.

16  LIBRARY ieee;

17  USE jeee.std_logic_1164.ALL;
18 USE ieee.numeric_std.all;
19 @Eentity BeMicro_MAX10_top is

20 Bport(

21 -- Clock ins, SYS_CLK = 50MHZ, USER_CLK = 24MHz
22 SYS_CLK : 1in std_logic;

23 -- LED outs

24 ; USER_LED : out std_logic_vector(8 downto 1)

25 ¥

26 | . h

%; end entity BeMicro_MAX10_top;

29 Barchitecture arch of BeMicro_MAX10_top is

30 gbegin

31 ‘tend architecture arch;
Figure 4-21. Editing BeMicro_MAX10_top.vhd steps a-c finished

Before we go to the next step, let’s see what we have in this template file. What you see here (Figure 4-21)
is a basic VHDL template which can be used as a starting point for you. Best practice is to only have a single
entity (Figure 4-21 line 19) per .vhd file. An entity is the basic unit of a VHDL design. An entity has a name
and a well-defined interface/port (lines 20-25), so it can be instantiated and hooked up to stuff. It also has
an architecture (line 29) that defines what it does.

The entity name (in our example it's BeMicro_MAX10_top) usually matches the file name. Entity names
must be valid VHDL identifiers and must be unique within a project. What's a valid VHDL identifier? It’s a
string of characters starting with a letter and containing only letters, numbers, and/or underscores. VHDL
identifiers are case insensitive, so BeMicro and bEmICRO are the same from the toolchain’s point of view.
MAX10 is a valid identifier, but 10MAX isn’t because it doesn’t start with a letter. The architecture name also
has to be a valid VHDL identifier, but its value isn’t really important as it’s local to the entity. You generally
use it to indicate the level of abstraction in your implementation. I tend to call it rtl (register-transfer level)
from force of habit, but anything sensible will do (the template uses arch as shorthand for architecture).

The template also defined the input and output ports. Our only input (line 22) is a 50 MHz clock signal
(not a clock that tells you the time, a clock that just ticks 50 million times a second), and our outputs (line 24)
are eight lines driving LEDs.

There are a few things you should be able to pick up about the language just by looking at the template file:

Anything after - - (two hyphens) until the end of the line is a comment and is ignored by the toolchain.
The syntax is vaguely reminiscent of Pascal with English-like keywords, parentheses for grouping; and
semicolons as statement terminators, and it’s relatively insensitive to whitespace (spaces, tabs and line
breaks).

d. Allwe really need to do in this step is populate the empty architecture with
our desired behavior—{flashing the LEDs in turn. Fill in the blanks to make it
look like Listing 4-1.
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Listing 4-1. Architecture for Flashing LEDs in Turn Behavior VHDL Code

architecture arch of BeMicro MAX10 top is
signal divider counter : unsigned(23 downto 0) := (others =>'0");

signal state : unsigned(3 downto 0) := (others =>'0");
signal scanningLED : std logic_vector(8 downto 1);
begin
divider p: process (SYS_CLK)
begin

if (rising_edge(SYS CLK)) then
if (divider_counter = to_unsigned(9999999,24)) then
divider counter <= (others =>'0");
if (state = to_unsigned(14,4)) then
state <= to_unsigned(1,4);
else
state <= state + 1;
end if;
else
divider_counter <= divider counter + 1;
state <= state;
end if;
end if;
end process;
led driver p: process (state)
begin
case to_integer(state) is
when 1 => scanninglLED <= "10000000";
when 2|14  => scanningLED <= "01000000";
when 3[13  => scanningLED <= "00100000";
when 4|12 => scanninglLED <= "00010000";
when 5|11  => scanninglLED <= "00001000";
when 6/10 => scanningLED <= "00000100";

when 7|9 => scanningLED <= "00000010";

when 8 => scanningLED <= "00000001";

when others => scanningLED <= "00000000";
end case;

end process;
USER_LED <= not scanningLED;
end architecture arch;

The finished architecture should look like Figure 4-22.
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@ Text Editor - C:/BeMicroMax10/ch04/scanner - scanner - [BeMicro_MAX10_top.vhd] @
File Edit View Project Processing Tools Window Help @ Search altera.com ®
:@un' EE w9 EE
15 -
16 LISRARY ieee;
17 USE ieee.std_Togic_1164.ALL;
18 USE ieee.numeric_std.all;
19 @Eentity BeMicro_MAX10 top is
20 Bport(
21 -- Clock 1ins, SYS_CLK = 50MHz, USER_CLK = 24MHz
22 SYS_CLK : in std_logic;
23 -— LED outs
%g ) USER_LED : out std_logic_vector(8 downto 1)
’
26 Ml
g; end entity BeMicro_MAX10_top;
29 pParchitecture arch of BeMicro_MAX10_top is
30 -- Chapter 4: Scanner Example codes declarations section -- Below --
31 signal divider_counter : unsigned(23 downto 0) := (others =>'0');
32 signal state : uns15|;ned(3 downto 0) := (others =>'0');
33 |signal scanningLED : std_logic_vector(8 downto 1);
34 L-- Chapter 4: Scanner Examp]e codes declarations section -- Above --
35 @begin
36 | -- Chapter 4: Scanner Example codes Part-d -- Below --
37 Bdivider_p: process (SYS_CLK)
38 |begin
39 @ if (rising_edge(SYS_CLK)) then
40 g if (divider_counter = to_ uns1gned(9999999 24)) then
41 | divider_counter <= (others =>'0"
42 B if (state = to_unsigned(14,4)) then
43 state <= to_unsigned(l, 4)
4 g else
45 state <= state + 1;
46 end if;
47 B else 3
48 divider_counter <= divider_counter + 1; 3
49 state <= state;
50 end if;
51 + end if;
52 | end process;
53 Bled_driver_p: process (state)
54 | begin
55 B case to_integer(state) is
56 when 1 => scanningLED <= "10000000";
57 when 2|14 => scanningLED <= "01000000";
58 when 3|13 => scanningLED <= "00100000";
59 when 4|12 => scanningLED <= "0{}010000"
60 when 5|11 => scanningLED <= "00001000"
61 when 6|10 => scanningLED <= "00000100";
62 when 719 => scanningLED <= "00000010";
63 when & => scanningLED <= "00000001";
64 when others => scanningLED <= "00000000";
65 end case;
66 |end process;
67 USER_LED <= not scanningLED;
68 '-- Chapter 4: Scanner Example codes Part-d -- Above -- L
end architecture arch; -
| »
100%  00:01:33 .

Figure 4-22. Editing BeMicro_MAXI0_top.vhd step d finished
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4.3 Implement Design

Don’t worry if the VHDL code doesn’t make sense to you yet; all will be shown in good time. For now, save
the BeMicro_MAX10_top.vhd file and tell Quartus Prime to try to implement it. You can do the following to
implement the design:

1. Click Hierarchy and select Files in the Project Navigator tab. In Files mode, the
project navigator will show you all the files in the project.

2. Right-click the BeMicro MAX10_top.vhd file and click Set as Top-Level Entity
from the context menu (Figure 4-23). This step is very important to ensure
that Quartus Prime picks the right entity (vhdl file) as the top-level file. This is
because Quartus Prime will start to implement the design from the top-level
entity. Sometimes people refer to this as the top module—the top of the design
hierarchy, where submodules are instantiated and linked together (conceptually
similar to the main function in a C program).

b Quartus Prime Lite Edition - C;/BeMicroMax10/ch04/scanner - scanner
Eile Edit View Project Assignments Processing JTools Window Help ’

) L GSOTr#

[ [ BeMicro_MAX10_top.vhd [x]

I~ Files == b ™= M | 267
B2 BeMicro_MAX10_top.vhd| = 88 i == == D lﬂ" @D O (W | 268
BT BeMicro_MAX10_top.sdd Open

Remove File from Project
& Set as Top-Level Entity Ctrl+Shift+V M?)(%g;tgg r;l: ? -
Create AHDL Include Files for Current File 19 g gg Eg 3dg$§2300?)
Create Symbol Files for Current File ?O(ﬁ c_vector(8 da
Create Verilog Instantiation Template Files for Current File codes Part-d --
Create VHDL Component Declaration Files for Current File codes Part-d --
Broperties. ..
390 T (15 TN_e00e(SYS_CLK)) then
40 @ if (divider_counter = to_unsigned(
41 | divider_counter <= (others =>'
42 g if (state = to_unsigned(14,4))
43 } state <= to_unsigned(1,4);
44 B else
45 state <= state + 1;
46 end if;
47 B else
48 divider_counter <= divider_cou
49 state <= state;
50 end if;
51 | end if;
52 end process;
53 |
54 with state select scanningLED <=
55 "10000000" when to_unsigned(1,4),
56 "01000000" when to_unsigned(2,4)|to_un
57 "00100000" when to_unsigned(3,4)|to_un
58 "00010000" when to_unsigned(4,4)|to_un
59 "00001000" when to_unsigned(5,4)|to_un
60 "00000100" when to_unsigned(6,4)|to_un
61 "'00000010" when to_unsigned(7,4)|to_un
62 "00000001" when to_unsigned(8,4),
63 "00000000" when others;

Figure 4-23. Setting top-level entity
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3. Double-click the BeMicro MAX10_top.sdc file which is the timing file for this
project. Add # in the beginning of line 14 which comments out an unused
USER_CLK and adds derive_clock_uncertainty on line 32 (Figure 4-24). This
step can eliminate false warnings from Quartus Prime in the compile time.

BeMicro_MAX10_top.sdc o |

AR50 DYEIE

FEER AR R R R AR R A A AR A A AR A AR R AT R A RN ARARARAANRRAEARRRS

# Time Information
#ittiit*ﬁﬁi*ititﬁt*i*i*i*itﬁt#i*i*ititttﬁ#*itttwtiiﬁ#*ittiittiﬁ

-

=

e
Il

set_time_format -unit ns -decimal_places 3

W NV B Wk

Fad bbbt b bbb b bl bbb bbb b it bbbt bbbt Lt bbb bt bbbttt bbbttt b bl

# Create Clock

e Rkt e ek R R R R R R AR R R kR R R R R R R R R Rk kR R R R R kAR R R ARk Rk

=
=

FrEkAkkkh kAR Rt A AR A A AR AR A AR A AR AR R ARARARARAR AR AR AR A AR kR d Rt

# Create Generated Clock
#tkttw!!tkt*tkw*wt#tatzttwtttwttttttwt*t*tttkw*wt*twtttkt*wtttk

Fad bt b b d bbbt bt bttt bttt e e bbbt bbbt st bt b bbbt bt bttt bttt

# Set Clock Latenc

frekhhkkhhhhhbkhhhhkthhhhhhhkhhhdhhhhth kbbb hhbhhhhhhhhhhthhhdhd

*tk#*ittﬁkt*tﬁﬁttt*t*t*iﬁittt&t*tti*wttt*t*t*ﬁ*it*t*t*t*ﬁtit*ﬁﬂ

# Set Clock Uncertainty
e i REhhh Rkt kA ke de

| derive_clock_uncertainty

0 L U N N N N N R NN N I 3 e e e e
b= ot i i et s o o

Figure 4-24. Timing constraint file—BeMicro_MAXI0_top.sdc

4.  Click the Task tab to switch to the Tasks view. It will look like Figure 4-25.
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Q Quartus Prime Lite Edition - C:;/BeMicroMax10/ch04b/scanner - scanner

Eile Edit View Project Assignments Processing Tools Window Help @
DB H D0 C | [scaner -/ ES TrEES ©AVE
Tasks |Compilation ~l=@e x|| © BeMicro_MAX10_te
Task [] _2? T EE M0
. : Blarchitecture arch ¢
Sille Cuinle Kesign 30 |[-- Chapter 4: Scanr
b P> Analysis & Synthesis g% sjgna} divider_cour
! Fitter (Pl signal state
il e o . 33 signal scanningLED
> P> Assembler (Generate programming files) 34 -- Chapter 4: Scanr
b P TimeQuest Timing Analysis gg ?begéﬂ S
. e -- Chapter 4: Scanr
b b SRR Y 37 @Bdivider_p: process
B Edit Settings 38 | begin b
»ngram Device (Open Programmer) ig E if (:%SEL}?;
41 | div
42 B if
430N |
44 g els
45
46 enc
47 E else
48 div
49 ste
SO - end if;
SH. - end if;
52 end process;
53
54 with state sele
55 "10000000"
56 "01000000"
57 "00100000"
58 "00010000"
59 "00001000"
60 "00000100"
61 "00000010"
62 "00000001"
63 "00000000"
64 USER_LED <= not
65 '-- Chapter 4: Scanr
i » | 66 end architecture ar
Tasks Project Navigator < 11
& ) ([A] ¥ <<Fiter> | B8 Eind.. | |88 Find Next |
m

Figure 4-25. Switch to Tasks view.

5. To start the implementation process, you can use any of the following methods.
Figure 4-26 highlights the locations.

e Click Processing » Start Compilation
e Press keyboard <Ctrl> + L

e  Click the blue “play” triangle icon in the icon bar below the menu bar
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5] Quartus Prime Lite Edition - C/BeMicroMax10/ch04b,/scanner - scanner

Figure 4-26. How to start the implementation of the design

Eile Edit View Project Assignments Tools Window Help @
B . @) Stop Processin Ctri+Shift+C Peine ™
. m@\ﬁ_;_ rl.w Stop Processing tri+ Shift 'Q%"“-veiFE»
Tasks Compuak . S2 Compilation Cutil Micro_MAX10_top shd B |
- k —=",  Analyze Curent File » O = (] —
= Start v At ) O v 28] =
4 B Compile Design Update Memory Initialization File ure arch of BeMicro_MAX10_top is
> P Analysis & Synthesis " Compdalion Re Cul+R r 4: Scanner Example codes Part-d -- Below --
B Fitter (Place & Route) b s BW_‘ vider_counter : unsigned(23 downto 0) := (other
% Dynamic Synthesis Report ate : unsigned(3 downto 0) := (other
- B Assembler (Generate progri anningLED = st(l_fogic_\.-'ector‘(s downto 1);
, B TimeQuest Timing Analysig 2 CowerFlay Power Analyzer Tool r 4: Scanner Example codes Part-d -- Above --
. . Bt SSN Analyzer Tool
+ B EDA Hetlist Writer r 4: Scanner Example codes Part-d -- Below --
W Edit Settings Receive Compilation Status Notifications : process (SYS_CLK)
N a0 oegTT
4 Program Devics (Open Programmen 39 @ “5f (rising_edge(SYS_CLK)) then
40 3 if (divider_counter = to_unsigned(9999999,2:
41 | divider_counter <= (others =>'0');
42 B if (state = to_unsigned(14,4)) then
43 t state <= to_unsigned(l,4);
4 B else
45 state <= state + 1;
46 end if;
47 B else
48 divider_counter <= divider_counter + 1;
49 state <= state;
50 end if;
5190 |- end if;
gg end process;
54 with state select scanninglLED <=
55 "10000000" when to_unsigned(l,4),
56 "01000000" when to_unsigned(2,4)|to_unsigned(14,
57 "00100000" when to_unsigned(3,4)|to_unsigned(13,
58 "00010000" when to_unsigned(4,4)|to_unsigned(12,
59 "00001000" when to_unsigned(5,4)|to_unsigned(ll,
60 "00000100" when to_unsigned(6,4)|to_unsigned(10,

Quartus Prime will change to Figure 4-27 to show the implementation status. The Compilation report
tab will show up in the middle of Quartus Prime. The task list on the left-hand side will start to show each
task status and its finish time. The Stop icon will “light” up and will allow you to stop the process. In the
lower right corner, it will show 100% when it has finished doing the implementation. It may take a while to
map the logic onto the target device and generate timing data. This process should not take more than
15 minutes for this project as it’s a simple design. The time it takes is related to both the complexity of your
design and the specs of the computer you're using to build it.
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10 Quartus Prime Lite Edition - C/BeMicroMacl0/chid/scanner - scanmer
| Bl Eot Mew Prewet Sssgomems Pressseg Jees Wincow e @ ®
| / \ ; o ' .
EHLOED D C|w T X-3 >+ 5O OADE
frasks Compdaton TE7 | @  Paecro Maxio s ) | 4 Complation Report - scanner £ P Catalog me =
Task ° Tatie of Contents ) me 0
™ |ep B Flow Summary Flow Statas In progeess - Men Feb 08 00:41:58 2016
= ¥ Flow Settings Quartes Frime Version  15.1.0 Bulld 185 102112014 SJ Lits Edition
ol Ld W Flow Non Datout Global Setings || Foevision Hame scannar
% | B & Rout B2 8 Flow Elagsed Tems Toprbevel Entity Name  Bebcra_MAN1A_top
o | B> Assarmbles (Generale p o B Flow 05 Summary Famiy MAX 10
™ > [ Flowlog
™ | > » I Anaiysis & Synthesis
D Flow Messages e
0 Flow Suppressed Massages
‘ »
« m » | ) v |
Tasks | Praject Havigator « il v + Acd
‘;]:IE 0] & [ [A] ¥ <<Fae B0End | [ 88 Fnctien |
= Type 1D Message -l
L] Running Quartus Prime analysis & Synthesis
(1] Command: guartus_map --read_settings_files=on --write_settings_files=off scanner -c scanner 3
. @ 20030 Parallel compilation is cnabled and will use 4 of the 4 processors detected -
i |
2l AL )
3 ) | Processig 4)
Tl Comsole | Messages
o% £ 0000w |

Figure 4-27. Implement Design in process

When you see six green ticks show up on the left-hand side of each of the tasks in the Tasks view,
Quartus Prime has successfully completed the implementation. You should also see “100%” in the lower
right corner. Figure 4-28 shows what it should look like. Please spend some time reading the Compilation
report even if you don’t fully understand it at this stage. It shows that the Scanner design used 53 logic
elements and 9 pins.

You may have found some warnings in your report. It is OK to have some warnings when building this
example. (Figure 4-28 shows that my project has three warnings). Let have a look at the warnings by clicking
the yellow warning triangle in Figure 4-29. It shows only warning in the message windows. The first warning
(ID: 292013) is because we are using the free Quartus Prime version. The second and third warnings are a result
of a lot of unused input and output pins which are removed from the design by Write code section step 5a.
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{3 Quartus Prime Lite Edition - C:/BeMicroMax10/ch04/scanner - scanner = |G s
B B Xouw - Project - Assigomomts - Processing - Touks - o - Hlp - @) R R | Semchatwacom WY
i = i I
FEH4 IR 2C e J/GEOTr++9OaVE
Tasks ai =@ || & Batacro Mt topd ) | @ Compiation Repont - scarner @ |
Task o Tabla of Contents me
m S Flow Summary| || Flow Status Succassfl - Mon Feb 08 00-42:37 2016
¥4 Coue el Al ¥ Flow Settings Quartus Prime Version T5.1.0 Buid 185 10/21/2015 SJ Lite Edition il
v b B Analysis & Synthesis 00:00:15 B Fow it Global Settings || Revision hams R "r‘l 9
Han-Defa o Selec]
b p B Fater (Place & Route) 00:00:10 B Flow Elapsed Time | Toplevet Entity Hame BeMicra_MAX10_top 4 Library
o b P Assembler (Generste programening files) 00:00:05 9 Flow OS Sumemary | F"@ Max 10 > Basic Fu
> 5 P TimeQuest Timing Analysis 00:00:07 2 FlowLog | 2“" ;‘:‘JW‘“W b DSP
b B Analysis & Synthesis imung Models i b s
' b > EDA.Nuunlemw 00.00.04 o e Fitr Total logic skements 5378.054 (<1%) :Mamuy
I Edit Settings b B Assembler Total combinational functions  53/8.084 (< 1%) b Fracaand
& Program Device (Open Programmer) &+ I TimeQuest Timing Analyzer Decheated lage regrsters 28/8.064 (<1%) > University
& B EDA Mthst Wrter || Total registers 8 @ Search o A
© Flow Messages || Total pins 9/250(4%)
@ Flow Suppressed Messages Total vitual pns 0
Total memory bits 0/38TOT2(0%)
|| Embedded Mukiplier 3-bit elements  0/48 (0% )
Total FLLs 0i2(0%)
| |UFM blacks 0/1(0%)
ADC blocks 0i1(0%)
] 1l B By L]
| Tosks | Project Hiangator | E I | > Lenins
x
)@ @& @ v 0. | (s8Fastos
@
=| Type ID Message -
0 204019 Generated file scanner.vho in folder "C:/BeMicroMaxl0/ch04/simulation/modelsim/" for EDA simulation tool
- Quartus Prime EDA Netlist Writer was successful. 0 errors, 1 warning D
. o 293000 Quartus Prime Full Compilation was successful. 0 errors, 224 warnings =
E L | 1l | +
£ | System(7) | Processing (110)
TelConsole | Messagas |
100% 000041

Figure 4-28. Implement Finished with warnings

(L1} r Il W mvessages 11

[j ¥ <<Filter>> ' | 8®Find... | | @8 FindNext |

Type ID Message

A 292013 Feature LogicLock is only available with a valid subscription license.
b A 15705 Ignored locations or region assignments to the following nodes

A 171167 Found invalid Fitter assignments. See the Ignored Assignments panel in

Figure 4-29. Warning messages are OK to have.
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We should not have any critical warning like Timing requirements not met. This critical warning is
due to bad, wrong, or incomplete design. If you get a timing requirements not met warning, you should
review your design files.

Congratulations! You've compiled your first VHDL design! The next step is to work out whether it
actually works.

4.4 Simulate Design

Once you have completed the hardware design entry, you may want to simulate your design on a PC to gain
confidence that it works exactly as expected before pushing it to your FPGA. Simulation requires a form of
input stimulus and then the FPGA simulator software can determine the corresponding outputs. Design
simulation is important because we can quickly test our designs under different circumstances, which would
either be time-consuming or impossible to test on real hardware.

Altera provides us with industry standard software for simulating and analyzing designs. The name of
the tool is ModelSim. As the name suggests, it allows you to simulate your model/design.

There are two ways to create input stimulus:

e  Tcl Scriptin ModelSim (easy)
e  Using a test bench (a bit harder but more flexible)

We will pick the harder method for this example, although we will do it with Quartus Prime’s help.
Let's go build a test bench and run the simulation for our scanner design.

1. Click Assignments » Settings » EDA Tools Settings\Simulation to open the
simulation settings window. Your setting should look like Figure 4-30.

e  Tool name: ModelSim-Altera
e  Output directory: simulation/modelsim

e NativeLink settings: None
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/" Settings - scanner |= @

Category: Device...
Gonera
Files
Libaios Specify options for generating output files for use with other EDA tools.

4 |P Settings T E [ Si ']
IP Catalog Search Locations gol name: | MedelSims:6iien
Design Templates [ Run gate-level simulation automatically after compilation
4 Qperating Settings and Conditions | -
Voltage EDA Netlist Writer settings
Temperature :
4 Compilation Process Settings Format for output netlist: Time scale: | 100 us |
a ED:;:&T;::‘::ng:mp”amn OII.IT.FI.II directory: simulation/modelsim E]
Design Entry/Synthesis || Map illegal HOL characters [ "] Enable glitch filtering
|Simulation ; Ty
Options for Power Estimation
Formal Verification p( i
Br.llard-l.evgl ["] Generate Value Change Dump (VCD) file script | Script Settings
4 Compiler Settings
VHOL Input Design instance name:
Verilog HOL Input
Default Parameters
TimeQuest Timing Analyzer [More EDA Netlist Writer Settings...
Assembler TR :
Design Assistant NativeLink settings
SignalTap Il Logic Analyzer =
Q) None
Logic Analyzer Interface = ;
PowerPlay Power Analyzer Setting | (7)) Compile test bench: + | |Test Benches

SSN Analyzer
Use script to set up simulation

(*) Script to compile test bench:

More NativeLink Settings...| Reset

« il ’ | wBuySoware | [ OK || cancel Aoy | [ Help. )

Figure 4-30. Simulation settings

2. Create the test bench template: Click Processing » Start » Start Test Bench
Template Writer from the Quartus Prime menu (Figure 4-31). The test bench
template writer is based on your top-level entity module and uses information
from that file to generate a test bench for it. It will show the location of the test
bench file in the processing message tab (Figure 4-32).
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0 Quartus Prime Lite Edition - C:/BeMicroMax10/ch04/scanner - scanner

File Edt View Project Assignments [Processing| Tools Window Help @
O <R 2DC @@ Stop Processing Ctri+Shift+C | oA »
Project Navigator i\ Hierarchy Start Compilation ClsL pilation Report - scanner €
Analyze Current File
&y MAX 10: 10MOSDAF484CBGES Start * |®=  Start Hierarchy Elaboration E
B BeMicro_MAX10_top & | Update Memory Initialization File #  Start Analysis & Elaboration
@ Compilation Report Ctrl+R #. Stant Analysis & Synthesis Ciri+k
@ Dynamic Synthesis Report %%, Start Partition Merge
4 PowerPlay Power Analyzer Tool 5 Star Fitter
8  SSN Analyzer Tool B Start Assembler
© Start TimeQuest Timing Analyzer Ctrl+Shift+T
Recone & SR ot % Start EDA Netlist Writer
> I Assembler Total r¢ %f Start Design Assistant
» I TimeQuest Timing Analyzer ;::: Pj % Stat PowerPlay Power Analyzer Ctri+Shift+P
Total:jiw; Start SSN Analyzer
Embe B, Start Rapid Recompile
Total B
UFMb ™ Stant SignalProbe Compilation Ctrl+Shift+]
ADC bl '5®  Start UQ Assignment Analysis
“#  Start Check & Save All Netlist Changes
Start VOM Witer
Start Equation Writer (Post-synth
Start Equation Writer (Post-fitting)
Start Test Bench Template Writer
% Start EDA Synthesis
Start EDA Physical Synthesis

Figure 4-31. Quartus Prime Test Bench template writer

Tips Each module (entity) should have its own test bench to simulate the module. Each module needs
to be simulated before it can be connected to other modules. This can save you a huge amount of time when
debugging your design later. It also acts like a kind of safeguard for your design.

rer |

= Type ID Message ‘

ARG E SRR R Ry 1Tt T T T I I

(]
> @ Running Quartus Prime EDA Netlist writer

L] Command: quartus_eda --read_settings_files=on --write_settings_files=off scanner -c scanner --gen_testbench

© 201002 Generated VHDL Test Bench File C:/BeMicroMax10/ch04/simulation/modelsim/BeMicro_MAx10_top.vht for simulation
L] Quartus Prime EDA Netlist writer was successful. 0 errors, 0 warnings |

” »
[CSystem@® | Processing () ‘

Figure 4-32. Generated test bench template and the location of the file show in Processing Message tab
3. Click Tools » Run Simulation » RTL Simulation to open ModelSim
(Simulation software). It is like Figure 4-33. The first time you run it in a project,

it will ask you to select the simulation language. Select VHDL and click OK
(Figure 4-34).
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Ok Quartus Prime Lite Edition - C;/BeMicroMax10/ch04/scanner - scanner

OFUE+*O0QDC

scanner

Eile Edt Yiew Project Assignments Processing [Tools | Window Help @

[ Run Simadation Teol

Project Navigator 4\ Hierarchy

v]!ﬂ x;

A MAX 10: 10MOBDAF484CAGES

BB BeMicro_MAX10_top ‘&

L e | 3

[ @) . Launch Simulation Library Compiler

1 | h i ]
Enty) Table;“ Launch Design Space Explorer

se TimeQuest Timing Analyzer

g Advisors

B

E! 0 Chip Flanner

B & Design Partition Planner
| Netlist Viewers
b : -

d -
D
> M

SignalTap Il Logic Apalyzer
In-Systern Memory Content Editor
Logic Analyzer Interface Editor
In-System Sources and Probes Editor
SignalProbe Pins...
“ Programmer
| JTAG Chain Debugger

& Fault Injection Debugger
System Debugging Tools

IP Catalog
Mios Il Software Build Tools for Echipse
Qsys

Tel Seripts

N o W

Customize...

Dptions....

License Setup...
b Install Devices. .

% m om |

%> Gate Level Simulation... [x]

@e

Flow Status
Quartus Prime Version
Revision Name
Top-level Entity Name
Farmily
Davice
Timing Models
Total logic elements
Total combinational functions
Dedicated logic registers
Total registers
Total pins
Total virtual pins
Total memory bits
Embeddad Multiplier 9-bit el

Total PLLs
UFM blocks
ADC blocks

Tasks | Project Navigator

« | i

Successful - Thu Feb 04 00:45:
15.1.0 Build 185 10/21/2015 SJ
scanner

BeMicro_MAX10_top

MAX 10
10MOBDAF484CEGES

Final

5T/8064(<1%)
57/8,064(<1%)

28 /8,064 (<1%)

28

217/ 250(87T %)

0

0/387.072(0%)
0/48(0%)

0/2(0%)

0/1(0%)

0/1(0%)

Figure 4-33. Start the Simulation software—ModelSim-Altera version

° Select Simulation Language

Quartus Prime software found you had ModelSim-Altera software

installed, it will be used as your simulation tool for this project. Please
select the simulation language and click OK to continue.
Note, you can specify a different simulation tool and other settings in the

Simulation Language: IVHDL

z)

[0k (Cancel ] |

Help ].:E

Figure 4-34. Select simulation

language—VHDL

4. ModelSim ALTERA STARTER EDITION should open (Figure 4-35). In the transcript,
you should find the last line is ModelSim» . Enter the following Tcl command and
hit Enter. Once completed you should see Figure 4-36 in the Transcript log.

e  vcom -reportprogress 300 -work BeMicro_MAX10_top.vht
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4 ModetSim ALTERA STARTER EDITION 1040 = )
File Edit View Compile Simulaie Agd Library Tools Layout 'w Window Help ) - i
Jg-suﬁ-_?.« ARBST|O-MER G:‘?;L:mﬁﬂfib!\.tﬂ_ !.”mlsinul-t- w || cohmmtoyeat A11calomns - -:--q.zj@..q_:l w )4yl adige

58 watch = ELE
I W — 2l

il eenai_hssi_ver
il emai_poe b
2l eemiai_pcie_bip_ver
Sl eeriai_ver

il senaige

il ermange_hem

=i emiaige_hasi ver
=Hl esriaige_poe_hip
Sl seisige_guce_g, e

il amaig ver
2l amare
I coriare_hasi_ver {empty)
B oertore_prie vt (mmpty)
I zeriare_var {ompey)
A i
& Lioeary - * o | L

%mn—rm'—“”
H =4
# vecm -93 -work work [€:/BeMiczoMaxl/ehDd/BeMicre MAX1O_top. vhdl

# Model Technology Modelfim ALTERA voon 10.4b Compiler 23 5.05 May 27 2013

1 Start time: 00350:36 on Peb 04,2016

# voom -reportprogress 300 -53 -werk work C:/BeMiceciaxl0/ch0d4/BeMisrs 3OK10_tep.whd

- Leading package STANDARD
== Loading package TEXTIO

-~ Loading package atd_logic 1164
- HAX1D_top
b of BeMiere MAX10_top
2016, Elapsed time: 0:00:00

End time: 00'.5

id

s -

8

8 - &

# -- Comp.
i

¥ Ecroza: 0, Warnings: ©
.

passetsin -
<o Deniga Loacied <M Cuti >

111

Figure 4-35. ModelSim ALTERA STARTER EDITION

R —

ModelSim> vcom -reportprogress 300 -work work BeMicro MAX10_top.vht
# Model Technology ModelSim ALTERA vcom 10.4b Compiler 2015.05 May 27 2015
Start time: 01:28:24 on Feb 08,2016
vcom -reportprogress 300 -work work BeMicro MAX10_ top.vht
-- Loading package STANDARD
-- Loading package TEXTIO
Loading package std logic_ 1164
-- Compiling entity BeMicro_MAX10 top_vhd tst
-- Compiling architecture BeMicro MAX10 top_arch of BeMicro MAX10_ top_vhd_tst
End time: 01:28:24 on Feb 08,2016, Elapsed time: 0:00:00
Errors: 0, Warnings: 0

H e e ke e e e e
|
|

|ModelSim>

|<No Design Loaded> <No Context>

Figure 4-36. ModelSim ALTERA STARTER EDITION

5. You can compile your test bench using the graphical user interface (GUI) too.
Click Compile » Compile... from the menu (Figure 4-37). It will open the
Compile Source Files dialog. Make sure your settings are the same as shown in
Figure 4-38, Select BeMicro_MAX10_top.vht and then click the Compile icon.
Step 4 and step 5 both compile the test bench file BeMicro MAX10_top.vht into
the work library. Click Done to leave the dialog.
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M ModelSim ALTERA STARTER EDITION 10.4b
File Edit View [Compile| Simulate Add Transcript T
- W2 &Gmilen L 6 s || ©
—  Compile Options... ———
ColumnLayout {31 et I]
4 Library SystemC Link... +ax
;IName Compile All il
(++k 220model Compile Selected
s+l 220model_ver o pile Order...
ﬂ altera Compile Report...
=i altera_lnsim At
&l altera_lnsim_\ ___Pre Pummary...
wrll altera_mf
++- altera_mf_ver o
=+ attera_ver
il arriaii
Figure 4-37. Compile test bench from the GUI
T Compile Source Files
I Library: ]wol‘k :l I
Lookin: [ . modelsim | emc@r
'5_-' 3 Name ‘ Date modified
. "‘-:I’ 4 work 2/4/2016 1:08 AM
ecentPlaces I BeMicro_MAX10_top.vht 2/4/2016 1:02 AM
Deskiop
Libraries
Computer
Network
« 1l ] »
File name: |BeMicro_MAX10_top vht ~| ompile
Files of type: |HDL Files (*.v:"vL.".vhd.".vhdl" vho." hdL".vo:" vp:"< v |
[T Compile selected files together Default Options... Edit Source |

Figure 4-38. Compile test bench from the GUI
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6. Remember that the test bench is only a template. Let’s open it and do some
editing. In the top left corner in the Library pane, click the “+” icon next to the

“,n

work icon. You will see two names as follows:

e  bemicro_max10_top: this is our scanner LED design module

e bemicro_max10_top_vhd_tst: this is the test bench

Right-click the bemicro_max10_top vhd_tst, and click Edit (Figure 4-39). This

will open an editor as per Figure 4-40.

M ModelSim ALTERA STARTER EDITION 10.4b

File Edit View Compile _,Simulate Add Library Tools Layout Bookr

| % a4 il ad 1B

|B-sEed shbRO2> | 0-NEN|| S2ERE| 4

PRI

d [ & Ve

M stratiov_ver (empty)
=l sv_std
-l synopsys
=l twentynm
&+l twentynm_hip

M twentynm_hip_ver (empty)
,thﬂ twentynm_hssi

¥ Processes (Active) —
*|Name

Figure 4-39. Edit test bench template

M twentynm_hssi_ver (empty) ’N(:r:}:ds

M twentynm_ver (empty)
=il verilog
sl 8212000
= work

+HE] bemicro_max10_top

D (3 be 0_max10_top vhd_tst

Simulate
A Library < [EF Project » |
Edit

fA Transcript
¥ vcom —-reportprogress 300 -93 Refresh 0
$# -- Loading package STANDARD Recompile
$# -- Loading package TEXTIO Update
$# -- Loading package std logic
$# -- Loading package NUMERIC S1 (reate Wave
$# -- Compiling entity BeMicro_)
¥ -- Compiling architecture arq Delete Delete
# End time: 01:53?4'? on Feb 09, Copy ar+c [°
# Exrrors: 0, Warnings: 0
# MNew »
ModelSim> vcom -reportprogress 3( 0
£ Model Technology ModelSim AL71  Properties... 0
# Start time: 02:13:459 on Feb 09,2076

HELLO WORLD!
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Tips Quartus Prime and ModelSim both provide VHDL file editors. There are other good VHDL file editors
that you can try. For example, you can try Notepad ++ or Emacs with VHDL mode.

"] C:/BeMicroMax10/ch04/simulation/modelsim/BeMicro_MAX10_top.vht LE'..I_@_“
File Edit View Tools Bookmarks Window Help

B-eHeE (@D | 0-AL || SRERH||tat | sa s xxp K
R-3-0@-3|

g |

27 it =
28 LIBRARY ieee;

29 USE ieee.std_logiec 1164.all;

30

31 TENTITY BeMicro MAX10 top vhd tst IS
END BeMicro_MAX10_top_vhd_tst;
33 ARCHITECTURE BeMicro MAX10_ top_arch OF BeMicro MAX10 top_vhd tst IS

34 == constants

35 |-- signals

36 SIGNAL SYS_CLK : STD_LOGIC;

37 SIGNAL USER_LED : STD LOGIC_VECTOR(E DOWNTO 1);

38 COMPONENT BeMicro_MAX10_top

39 PCRT (

40 8Y¥8_CLK : IN STD_LOGIC;

41 USER_LED : CUT STD_LOGIC_VECTCR (8 DOWNTO 1)
435 |- ): —
43 - END COMPONENT;

44 BEGIN

45 il : BeMicro MAX1O0 top

46 H PORT MAP (

47 -- list connections between master ports and signals
48 SYS_CLR => SYS_CLE,

49 USER_LED => USER_LED

50 | ]

51 HBinit : PROCESS

52 -- variable declarations

53 BEGIN

54 -- code that executes only once =
55 WAIT;

S6 - END PROCESS init;

57 Ealways : PROCESS

58 -- opticnal sensitivity list

59 i )

60 | -- variable declarations

61 BEGIN

62 -- code executes for every event on sensitivity list
63 WAIT;

64 - END PROCESS always;

65 LEND BeMicro MAX10_top_arch;

66

< | »
| Ln: 31 Col: 0 | 4

Figure 4-40. Edit bemicro_maxl10_top.vht file
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Have a quick look through the code, and see if any of it looks familiar. Don’t worry if it still doesn’t make
much sense. One thing that might stand out is that it looks like a different person wrote this template—a lot
of reserved words (highlighted in red) that were lowercase in the implementation template are uppercase
here (reserved words, like identifiers, are case-insensitive in VHDL). In any case, kudos to whomever it was,
because they’'ve managed to almost magically produce a perfect test case for us. Anything that saves us time
and helps us to avoid writing the same boilerplate code over and over again is a definite win for us.

7.  Edit the test bench and change the following things. The file should look like
Figure 4-41 when you're done. Remember to save the file. Click File » Save.

e  Atthe end ofline 36: Add :="'0";
e Add anew line after line 50: Add SYS_CLK <= not SYS_CLK after 10 ns;

g |

28 LIBRARY ieee;

29 USE ieee.std_logic_1164.all;

30 |

31 ENTITY BeMicro MAX10 top_vhd_tst IS

32 END BeMicro_ MAX10_top_vhd tst;

33 ARCHITECTURE BeMicro MAX10_top_arch OF BeMicro MAX10_top_vhd_tst
34 B -- constants

35 - signals

I 36 SIGNAL S¥S CLE : STD LOGIC :
: ol Viollo v

a8 gCOMPONENT BeMicro MAX10 top

39 PORT (

40 SYS CILK : IN STD_LOGIC;

41 USER_LED : OUT STZ‘_LOGIC_'-.-'ECTOR{S DOWNTO 1)

42 ):

43 r END COMPONENT; |
44 BEGIN

45 il : BeMicro_MAX10_ top

46 =] PORT MAP (

47 -- list connections between master ports and signals
48 SYS_CLK => SYS_CIK,

49 USER LED => USER LED

g L = =50 =

51 == Add in a free running clock of 50MHz / 20 n3 cycles
52 3¥Y3 CLE <= not 8Y¥3 CLEK after 10 ns;

23 Tanic : PROCESS

54 -- wariable declarations

55 BEGIN

=13 -- code that executes only once

37 WAIT;

58 F END PROCESS init;

59 Halways : PROCESS

60 g-- optional sensitivity list

61 = | )

62 == variable declarations

63 BEGIN

64 -- code executes for every event on sensitivity list
65 WAIT;

66 FEND PROCESS always;

67 - END BeMicro MAX10 top_arch;

68

Figure 4-41. bemicro_max10_top.vht file completed
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8. Right-click the bemicro_max10_top_vhd_tst, and click Recompile (Figure 4-42).
This will recompile the test bench again. Once completed you should see
Figure 4-36 in the Transcript log.

M ModelSim ALTERA STARTER EDITION 10.4b

File Edit View Compile Simulate Add Library Tools Layout £

B-sReE iREBDT|O-AE N

STE RN

44 9% 8] uguin] =¥ o[

Name

¥ Processes (Active)

Name

(-l twentynm_hip
M twentynm_hip_ver (empty)
=l twentynm_hssi
M twentynm_hssi_ver (empty)
M twentynm_ver (empty)
(=i} verilog
=+l vital2000

= work

++E] bemicro_max10_top ||
l [ +] |§ bemicro_max10_top_vhd_tst :
& | . simuate

i Library i-iProject =] Simulate with Coverage
— Edit
emmgmpt e Refresh
# Recompile
# vcom -93 -work work {C:/ o
$ Model Technology ModelSi
# start time: 13:47:27 on F  create Wave
# vcom -reportprogress 300
: -- Loading package STANDA  pelete Delete
-- Loading package TEXTIO
$# -- Loading package std_lo Copy Suit
# -- Loading package NUMERI .. >
# -- Compiling entity BeMic
# - Co:vflpiling architecture Properties...
# End time: 13:47:27 on Fe v v e

Figure 4-42. Recompile bemicro_max10_top_vhd_tst

9. Click Simulate » Start Simulation... in the ModelSim menu. It will open the
Start Simulation dialog (Figure 4-43).
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ﬁ ModelSim ALTERA STARTER EDITION 10.4b

Eile Edit View Compile [Simulate| Add Transcript Tools Layout Bookmarks Window Help
B-@sEed® & bl setsmiton. B oinsiRE| ¢t 188 8| woo

{ Options... f——

ColumnLayout {a11Columns it | “ -0 0 8- I RS
— — 7 Run »
ooz o

M ubrary ——————  Restart... @z« BE————:

*|Name T alpath

-l maxii bt $MODEL_TECH/../altera/vhdl/maxii

-l maxii_ver __End Simulztion $MODEL_TECH/../altera/verilog/maxii

- maxv $MODEL_TECH/../altera/vhdl/maxv

il maxv_ver $MODEL_TECH/../altera/verilog/maxv

Figure 4-43. Recompile bemicro_max10_top_vhd_tst

10. Click the “+” icon next to the work icon, select bemicro_max10_top_vhd_tst,
click the black triangle in the resolution box and select ns. All the settings should
look like those in Figure 4-44 within the red box. Click OK to start simulation.
The simulation will look like Figure 4-45.

M Start Simulation E
Design I VI-IDL] Verilog ] ljbran‘esl SDF] Others] b
Name a|Path
entynm_nip_ver (em ..Jalterajveri
il twentynm_hssi $MODEL_TECH/../altera/vhdl/twentynm_hssi
M twentynm_hssi_ver (empty) $MODEL_TECH/../altera/verilog/twentynm_hssi
l twentynm_ver (empty) $MODEL_TECH/../altera/verilog/twentynm
-l verilog $MODEL_TECHY/../verilog
=+l vital2000 $MODEL_TECH/../vital2000
-l work rtl_work
++E] bemicro_max10_top C:/BeMicroMax10/ch04/BeMicro_MAX10_top.vhd (]
+HE] bemicro_max10_top_vhd_tst C:/BeMicroMax10/ch04/simulation/modelsim/BeMicro_ ~
< | ]
~Design Unit(s) Resolution———
[work.bemic:a_maxlo_tcp_vhd_tse . ‘ ’V[ns 1’

Figure 4-44. Recompile bemicro_max10_top_vhd_tst
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There are two important boxes in the simulation: Sim-Default and Objects. Sim-Default shows the
design structure relations. The Object box displays the object inside the selected (in the sim-Default)
module. Figure 4-45 shows that we selected the test bench module (bemicro _max10 top vhd tst)and the
object box show two objects: SYS_CLK and USER_LED.

™ ModelSim ALTERA STARTER EDITION 104b
File Edit !new Compile Simulate Add Structure Tools Layout Bookmarks Window Help
A-EsEE iBAD 0-A a“@pﬂ,;{m“ [ mw B 100 e WADDAS .gﬂ@“ ot oaf|

(= | (©)

Layout :Sinulati _J “ ColumnLayout AllColumns

w[2-4-2%8-8[[x aduaip]= x|

Al g

saasia|oaae cEE

| x0x 2l %]

i Library ——— =

friname B
=k . mauxdi |
-l maii_ver

o maw

C ‘ maxv_ver
=+l modelsim_lib

VHDL Process
VHDL Process
VHOL Process

[t B Now | y
/bemicro_max10_top_vhd_tst
[bemicro_max10_top_vhd_tst
/bemicro_max10_top_vhd_tst

-l rtl_work

=+l sgate
=il sgate_ver
il std

2l std_developerskit

bemicro_max10_top{arch)

Top Categorﬂ\ﬂsimluv

DU Instance +ac du|i>

bemicro_manx10_top_vhd_tst{bemicro_max10_top_arch) Process

+acc=<full>

B ahways bemicra_man10_top_vhd_tst(bemicro_max10_top_arch) Process - +acc=<full>
o line__52 bemicro_max10_top_vhd_tst{bemicro_max10_top_arch) Process = +acc=<full>
M standard standard Package Fackage +acc=<full>
M testio texdio Package Fackage +acc=<full>
M std_logic_1164 std_logic_1164 Package Fackage +acc=<full> Jil}
M numeric_std numeric_std Package Package +acc=<full> =
—
IR Transcript Hdl x|
ModelSim> vsim -t ns work.bemicro _maxl0_top_vhd_tst ;l
# vsim -t ns work.bemicre_max10_top_vhd_tst
# Start time: 14:17:13 on Feb 09,2016
# Loading std.standard
# Loading std.textio(body)
# Loading ieee.std_logic_1164 (body)
# Loading work.bemicro_maxl0_top vhd tat(bemicro_max1l0_top_arch)
# Loading ieee.numeric_std (body)
# Loading work.bemicro_max10_top{arch)
# WARNING: No extended dataflow license exista
5IM 6> LI

il&m:nns Deita: 0

|ﬁm +fbemicro_max10_top_vhd_tst

Figure 4-45. Simulation started

11.

86

Right-click the Instance :il or Design unit: bemicro_max10_top(arch), and
click Add Wave. Figure 4-46 shows the location. It will pop up a Wave window

like Figure 4-47. You can also trigger it by entering the following script in the
Transcript box:

e add wave sim:/bemicro_max10_top_vhd_tst/i1/*
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Instance Design unit |Design L
=t T bemicro_max10_top_vhd_tst bemicro_max10_top_vhd_tst(bemicro_max10_top_arch) Architec
& init bemicro_max10_top_vhd_tst{bemicro_max10_top_arch) Process
I—. always bemicro_max10_top_vhd_tst(bemicro_max10_top_arch) Process
I—O line__52 bemicro_max10_top_vhd_tst(bemicro_max10_top_arch) Process
g i1 bemicro_max10_top(arch) ]
@ led_driver_p bemicro_max10_top(arch) View Dedlaration
& line__67 bemicro_max10_top(arch) View Instantiation
@ divider_p bemicro_max10_top(arch) v N
M standard standard ’ 3
M textio textio UPF » B
M std_logic_1164 std_logic_1164
B numeric_std numeric_std I Add Wave Crl+W
Add Wave To »
Add Dataflow Ctri+D
Add to »
Copy Ctri+C
Find... Ctri+F
Save Selected...
= Transcript Expand Selected ';
Collapse Selected i
VSIM 5> Collapse All
Code Coverage »
Test Analysis »
XML Import Hint
- Show L 5
Now: 1,201 ms Delta: 1 sim:/bemicro_max10_top_vhd_tst/fi1
Figure 4-46. Add all the signals into a Wave display
il Wave =B é
File Edit View Add Format Tools Bookmarks Window Help
1ul Wave - Defauk = T = Hae xl
|8-F@ -S| ADBROT(0-AF || STEAH || [t w6 T ERERHNC DA tatiias|2-9-94-9
R Gl LT (B]| £ A L L b || ek | e Yenr[@aQSsR][LANIET T (] '

& 5vs5_CK

+ 4 USER_LED
+ 4 dwvider_counter
= ¥ state
4 4 scanningLED

Cursor 1

w-

npst 145794053 ps

Figure 4-47. Wave window
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12.  Enter the following command in Transcript window and hit enter (Figure 4-48). You
can switch to the Wave window to look at the output. Expand the scanningLED
bus in the main area of the window (click the “+” next to it to make it “-”) so
you can see the LED outputs plotted individually. After doing this, wait for the
simulation to complete. Depending on how fast your computer is, this may be a
good time for a coffee break.

“_n

. run 7000 ms

§ Transcript

J.l’_’ﬂu].llg SLd.SLanuara

Loading std.textio (body)

Loading ieee.std logic_1164 (body)

Loading work.bemicro_maxl0_top_vhd_tst (bemicro_max10_top_arch)
Loading ieee.numeric_std (body)

Loading work.bemicro maxl1l0_top (arch)

TR

VSIM 16> run 7000 ms

‘Now: O ns Delta: 0 :sim:/bemicro_maxlo_top_vhd_tst
Figure 4-48. Run the simulation for seven seconds

Once the simulation is complete and the simulation time stops counting, click View » Zoom » Zoom
Full in the Wave window menu. Assuming everything went well, you should see that it’s illuminating each of
the LEDs in sequence, first in one direction and then going back the other way (Figure 4-49). Pat yourself on
the back, and close ModelSim for now (unless you want to do some exploring to find out what else it can do).
There’s no need to save anything here—we didn’t do anything particularly interesting. However, if it doesn’t
look right, it’s time to go back and look for problems in the code. There isn’t very much of it, so it shouldn’t
be too hard to spot the problem.

i Wove = | B j
File Edit View Add Format Tools Bookmarks Window Help
13 Wave - Default S X

HE SRR | Y= 5| 700d - fEIEIEIRI S | % T & || tat|tat| g-9.-98.9

D@ @ L DB

E Cur: sorl ,102.605863192 ms —I

3 [ETH

0 ps to 7350 ms

Figure 4-49. Simulation result showing LED outputs activated in sequence
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4.5 Burn lt!

Now that we're satisfied that our design works in principle, it’s time for the moment of truth: running it on
real hardware!

4.5.1 Install USB Blaster Driver

You only need to run these steps one time. If you already installed the driver then go the Program Design
section.

1. Connect your BeMicro MAX 10 kit to your PC using the provided mini-USB cable.
2. The Installing device driver software pop-up dialog box appears (Figure 4-50).

BE Installing device driver software * *

Click here for status.

Figure 4-50. Windouws tries to find a driver for you

3. The Windows driver installation will NOT find a driver. Click Close (Figure 4-51).

Device driver software was not successfully installed

Please consult with your device manufacturer for assistance getting this device installed.

USB-Blaster X No driver found

What can I do if my device did not install properly?

Figure 4-51. Device driver software was not successfully installed

1. Launch the Windows Device Manager by clicking the Windows Start button and
selecting Control Panel then double-clicking the Device Manager icon.

2. Right-click the USB-Blaster which will be listed under Other Devices and select
Update Driver Software... (Figure 4-52).
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e @B HE & 2 &S

4 - 14627
> 39 Batteries
4 |2 Biometric Devices
Kl @ TouchChip Fingerprint Coprocessor (WBF advanced mode)
Di- Computer
b g Disk drives
» & Display adapters
> <4 DVD/CD-ROM drives
» 8 Human Interface Devices
> € IDE ATA/ATAPI controllers
> - @ IEEE 1394 Bus host controllers
» 2% Imaging devices
b &2 Keyboards
b -/ Mice and other pointing devices
> [ Modems
» & Monitors
» -&¥ Network adapters
4[5 Other devices
Pl Lo Intel(R) Centrino(R) Advanced-N + WiMAX 6250

b EJ Portable De Update Driver Software...
> Y Ports (COM Disak

> J8 Processors Uninstall
> [} Security Def
b g8 SM Driver Scan for hardware changes

n.adl Saund vidd

Figure 4-52. Device Manager

3. Do not search automatically. Instead select Browse my computer for driver
software (Figure 4-53).
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L ———— |

() L Update Driver Software - USB-Blaster

How do you want to search for driver software?

* Search automatically for updated driver software
Windows will search your computer and the Internet for the latest driver software
for your device, unless you've disabled this feature in your device installation
settings.

| " prowse my computer for dniver soiftware

Locate and install driver software manually.

Figure 4-53. Device manager

4. When you are prompted to insert the disc that came with your USB-Blaster,
select “I don't have a disc. Show me other options.”

5. Select Browse my computer for driver software (advanced) when you see that
Windows couldn't find the driver software for your device dialog box.

6. Click Browse, and browse to the C:\altera_lite\15.1\quartus\drivers\usb-
blaster directory. Note: Do not select the x32 or x64 directories. Click OK. Select
the Include subfolders option, and click Next (Figure 4-54).

| X |

@ Il Update Driver Software - Altera USB-Blaster

Browse for driver software on your computer

Search for driver software in this location:

Ci\altera_lite\15.1\quartus\drivers\usb-blaster - Browse...

Include subfolders

Figure 4-54. Update Driver Software - Altera USB-Blaster
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7. Ifyou are prompted that Windows can't verify the publisher of this driver
software, select Install this driver software anyway in the Window Security dialog
box. The installation wizard guides you through the installation process. When
the software for this device has been successfully installed and the dialog box
appears, click Close.

4.5.2 Program Design
This is the last step to put your first FPGA design into the real world-hardware!

1. Backin Quartus Prime, switch to the Task tab. Check that the Assembler
(Generate programming files) task has a green check next to it (If there isn’t a
green tick, then double-click the Assembler and it should run and change to
a green tick after it finishes) as Figure 4-55 and double-click Program Device
(Open Programmer) to open the Altera programmer (Figure 4-55).

3 Qo Prime Lite [ftion - €/BeMicroMaxl0fchdd/scanner - wcancer
Fie Bt Vow Poowct Masgmvants Processing [T

Lalled ol j| 0 ‘oL@
Comptain Bt 1oanbn - o
Tk me
Fw Statn i Fabs 10 14.3 63 2016
R R (s P Varsion ® 5 19312915 5) Law Ediion
Rovrsn [ "r— Rz Hame ;
el Ertty Balere_MANID b
@ Crip P Fasty a1
= @ Donn Patison Plamar Dasce WMDAF SMCE0ES
et Visasen . Teney Modls Fa
ol g amert DR 1%)
# Sgalip A Lagc Arutyie Totsl comtingions hrctoms 53/ B8 (< 1% )
- Byt Mersaey Cartant Eitae - Dcatee e egaters A< 1%)
L ol gater
ol e 1=004%
o o o
Totel ey bt LB 0% )
Ernbodded Ultigior 3 b chomasts  0145(0% |
8 Totsl PLLs 0iz%
ol i Tt LFM ks niTi%]
Syten Dategges Teis ADC bocks e
G P Casy
s 1 Sotrsn B Tos o Ecipse

Figure 4-55. Open Altera USB-Blaster Programmer

Quartus Prime will grind away for a while as it turns our design into a bitstream
suitable for loading onto your FPGA. This takes the form of a file with the
filename extension .sof in the project folder. You can find out some interesting
statistics about the design, including its utilization of FPGA resources, in the
Compilation Report. Unsurprisingly, we're using less than 1% of what the chip
has to offer, and our design meets all timing constraints.

2. Click the Hardware Setup... icon in the Programmer (Figure 4-56). In the
Hardware Setup dialog select USB-Blaster [USB-0] and click Close (Figure 4-57).
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& Programmer - C/BeMicroMax10/ch04/scanner - scanner - [Chainl.cdf] [ﬂ@“
File Edit View Processing Tools Window Help . Search altera com ‘

!&HMUSOMI_F,_,. No Hardware Mode: |JTAG =|  Progress: :

[] Enable real-time ISP to allow background programming when available

1 File Device Checksum Usercode  Program/  Venfy Blank- Examine Securty Erase ISP
i Stant Configure Check Bit CLAMP

o Stop
w Auto Detect|
[ % Delete |

* AddFile...

& Save File
[t |

1% Down

Figure 4-56. Programmer

» Hardware Setup

Hardware Settings | JTAG Settings I

Select a programming hardware setup to use when programming devices. This programming
hardware setup applies only to the current programmer window.

Currently selected hardware:

Available hardware items [USB-0]
Hardware Server Port
USB-Blaster Local USB-0

lRemwe Hard'»\.ran;E

Figure 4-57. Programmer—Hardware setup
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3. Click Add File... (Figure 4-58)

& Programmer - C:/BeMicroMax10/ch04/scanner - scanner - [Chainl.cdf] [E@ﬂ
Eile Edit \iew Processing Jools Window Help ’ Search altera com (]

Eﬁ. Hardware Setup... | USB-Blaster [USB-0] Mode: [JTAG ‘1| Progress: :

I"] Enable real-time ISP to allow b gr p when

= File Device Checksum  Usercode  Program/  Verfy Blank- Examine Security Erase ISP
= Start Configure Check Bit CLAMP

ol Stop

Auto Detect

X Delete

< Change File

I Save File

i

teup

1% Down

~

Figure 4-58. Programmer—Add File

4. Select the output_files folder under the project and open the bit file scanner . sof
you just generated (Figure 4-59). This . sof file is for directly programming the
FPGA, which means it will be stored in SRAM (static random access memory)
and thus will be erased when you unplug the FPGA. You can select the . pof file
instead if you want to upload the bit file to the flash storage inside the FPGA. In
this case the program will not get erased by a power cycle.

94



“ Select Programming File

CHAPTER 4 © HELLO WORLD!

—x)

Lookin: | J, C:\BeMicroMax10\ch04\output_files 000 tEM
Name Size Type Date Modified
| scanner.pof 314 KB pof File 2/10/2016 2:36:34 PM
| scanner.sof T11 KB sof File 2/10/2016 2:36:34 PM|

File pame:  scanner.sof

|

Files of type: [Prograrming Files (*.sof *.pof *.jam * jbc *.ekp " jic)

]| Cancel ]

Figure 4-59. Programmer—Select Programming File

5. All of the settings should look like Figure 4-60. When you're sure you want to
proceed, click the Start button and wait while it writes the bitstream to the MAX10’s
SRAM. The LED (D11) on the board will glow green while this is in progress. Don’t
disconnect the board while this is in progress or you risk damaging the FPGA.

» Programmer - C:/BeMicroMax10/ch04/scanner - scanner - [Chainl.cdf]*

(= [=

File Edit View Processing Tools Window Help @

Search altera.com (]

USB-Blaster [USB-0] Mode: [JTAG ]  Progess: |
[ Enable real-time ISP to allow backg i p ing when availabl
File Device Checksum Usercode Program/ Verfy Blank- Examine Securty Erase ISP

Configure Check B CLAMP

o Stop | | |output_files/scanner.sof 10MOBDAF484CBGES 0007996A 0007996A I [
88 Auto Detect

X Delete
™ Add File
¥ Change File -
& Save File |
f# Add Device. | ™ | . £
I 1% Up :
[ ] 10MOBDAF484ES
| 1% Down ) e

.

Figure 4-60. Programmer—Setting
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Once the upload has completed, the LED (D11) light should go off, the FPGA should load your program,
and the LEDs should start chasing back and forth. Well done! You've programmed an FPGA! You can close
the programmer now. When you've spent enough time being mesmerized by the LEDs (Figure 4-61), you
can disconnect the BeMicro MAX10 module from your computer (Figure 4-62).

» Programmer - C:/BeMicroMax10/ch04/scanner - scanner - [Chain3.cdf]* [5!@“
Eile Edit View Processing Tools Window Help @ Search altera.com (]

i Hardware Setup...| USB Blaster [USB-0] Mode: [JTAG v]  Progress:

Enable real-time ISP to allow background programming when available

— | | File Device Checksum  Usercode Program/ Verfy Blank- Examine Secunty Erase ISP
»% Stan Configure Check Bit cLaMP

|10M08DAF4B4CEGES  ODOTEE40  DODTEE4D )

¥ Change File
l'-‘l; Save File

e up - -
10MOSDAF4B4ES

1'% Down

Figure 4-61. Programmer—100% Successful

Figure 4-62. BeMicro MAX10 module running our program
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4.6 Recapping What We Just Completed

So we programmed an FPGA, but how did any of that actually work? What did the code do? Well we're glad
you asked because in spite of its small size, this design uses a lot of language features. We’ll go through the
design step by step in this section.

4.6.1 Timing constraints

Remember the second file from the project template, BeMicro_MAX10_top.sdc? We didn’t even need to
write it as it came straight from the Altera design template for our development board. It’s fairly short, but
also critical for digital designs:

okl okl skskkkkokokok ookl skl sokskskkokk sk skokkkok ok ok

# Create Clock
#**************************************************************

create_clock -name {SYS_CLK} -period 20.000 -waveform { 0.000 10.000 } [get ports {SYS_CLK}]

Anything after a hash character (#) to the end of a line is a comment added for your benefit rather than
the computer’s.

SYS_CLK (one of the pins on the FPGA) is connected directly to a 50 MHz oscillator, and we can work
this into the constraints so that our design can be verified to work with it. Why wouldn’t it, assuming the chip
is rated to run at 50 MHz to begin with? Well, logic elements aren’t perfect—they suffer from propagation
delays, which means if we get too many of them in a row we may not be able to keep up with the clock signal.
The -period tells it that the period of the signal is 20 ns (a 50 Mhz signal triggers 50 million times per second,
which is once every 20ns). The -waveform {0.000 10.000} tells it that the signal from time 0 to 10ns is low
and 10ns to 20ns is high (10 ns low time and 10ns high. This describes a 50 MHz square wave (Figure 4-63).

50MHz Clock

SYS_CLK { { \ /

Figure 4-63. 50 MHz square wave

It's possible to create far more complex timing constraints such as specifying maximum propagation
delays from one point of a signal to another, defining clock signals in terms of a frequency multiplier,
specifying phase offsets from other clock signals, and many other constructs. It’s also possible to have
constraints that match signals deeper in the module hierarchy, but that’s beyond the scope of what we're
doing here.

4.6.2 The Implementation

Our design is implemented using a small amount of code, but it contains the core of every VHDL module:
an entity defining the interface, and an associated architecture defining the behavior. VHDL conveniently
forces this separation on you, so there’s no way to slip into the bad habit of mixing the two together in the
source.

97



CHAPTER 4 © HELLO WORLD!

4.6.2.1 Library Imports

Before we even get to the entity declaration, there are a couple of lines that tell the synthesizer to import a
library:

library IEEE;
use IEEE.STD LOGIC 1164.ALL;
use IEEE.NUMERIC STD.ALL;

Libraries need to be made visible before they can be used, and that’s what the library statement
does—in this case we want to make the IEEE library visible to our module. (Two special libraries, std and
work, are visible by default, but all other libraries must be made visible explicitly.) A library is made up of
packages, and you can make their contents visible with the use statement. We want to make everything from
the STD_LOGIC 1164 and NUMERIC_STD packages in the IEEE library visible. Why do we need a library in
such a simple module? Well, VHDL has a basic BIT type built into the language, but the IEEE1164 standard
defines more comprehensive logic called STD_LOGIC, which provides features such as high-impedance,
indeterminate, and weak states, IEEE (Institute of Electrical and Electronics Engineers) standard numeric
types, and arithmetic functions for use with synthesis tools. This is similar to including “stdio.h” ina C
application—it’s not technically required, but practically every program you write is going to need it.

4.6.2.2 The Entity Declaration

The entity declaration defines the inputs and outputs of the module (Listing 4-2). The stuff here is all you
have access to when you instantiate the module, and the sole means for the module to communicate with
the outside world.

Listing 4-2. VHDL Entity Declaration

entity BeMicro MAX10 top is

port (
-- Clock ins, SYS_CLK = 50MHz, USER_CLK = 24MHz
SYS_CLK : in std_logic;
-- LED outs
USER_LED : out std logic_vector(8 downto 1)
)

end entity BeMicro MAX10 top;

An entity may define a port containing input and output signals and/or a generic declaration for
parameters that supply static values to instantiations of the module. In this simple example, we have a port
containing an input and an output. Signals within a port definition take the form of a name, a literal colon (:),
the direction, and the data type. Some data types require additional parameters. Semicolons separate
signals, and the port definition itself is terminated with a semicolon.

The first signal, SYS_CLK, is a single logic line input: the direction in and the data type STD_LOGIC should
be fairly obvious. The USER_LED signal is an eight-bit output bus. There’s a STD_LOGIC VECTOR (8 downto 1)
type that represents a one-dimensional bit array with eight elements (from 8 to 1).

There is one other possible signal direction which is used for bidirectional communication lines: inout.

Note that when you close blocks of code with an end statement, you need to indicate what you're
closing. This can help you follow where you are if you're looking at the end of some deeply nested blocks. It’s
a bit inconsistent about whether you need to close things using the name or the type of block, but it’s still not
abad idea. The example shows both types of block (entity) and name (BeMicro MAX10 top).
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4.6.2.3 The Architecture

The architecture is divided into two distinct parts: declarations and statements. This is another example
of VHDLs strict enforcement of a particular structure. It’s rather inflexible, but it also makes it easy to find
things, which is extremely valuable when working with code that someone else has written.

4.6.2.3.1 Declaration

Let’s start with the declarations—they come between the architecture statement and the begin statement
that introduces the statements themselves (Listing 4-3).

Listing 4-3. VHDL Architecture Declarations

architecture arch of BeMicro MAX10 top is

signal divider counter : unsigned(23 downto 0) := (others =>'0");
signal state : unsigned(3 downto 0) := (others =>'0");
signal scanningLED : std _logic_vector(8 downto 1);

begin

Declarations can comprise all kinds of things, including type definitions, constant values, and
subcomponents. Here we declare just two internal unsigned signals. Wait a moment, unsigned? Maybe you
watched that episode of Futurama where the robot Bender has a nightmare about the number 2: digital
electronics only ever deal with zeroes and ones! Well you're right—the FPGA can’t directly represent an
unsigned number. But the beauty of the modern VHDL synthesizer is that it allows us to use certain high-
level abstractions and then let the tools worry about how to implement them on the chip. Signals are only
visible inside the architecture, and they can be used for internal state, intermediate values, communication
between submodules, debugging values for simulation, or anything else you can think of. They’re roughly
equivalent to a C++ member variable. Remember, though, these abstractions are a convenience for us
developers and do not have a one-to-one equivalent in hardware.

The basic form of a signal declaration is the signal keyword followed by a name, a literal colon (:), the
data type, and optionally the initialization operator (=), and an initial value, terminated by a semicolon (;).
Two of our signals here are unsigned—we specify a precise number of bits to define the range of the number.
We initialize both of the signals to zero.

4.6.2.3.2 Statements

The actual statements that define the behavior of our architecture come between the begin and end
statements. First we have a process block (Listing 4-4).

Listing 4-4. divider_p Process

divider p: process (SYS CLK) -- Sensitivity list
begin
if (rising_edge(SYS_CLK)) then -- function call: rising_edges()
if (divider_counter = to_unsigned(9999999,24)) then
divider counter <= (others =>'0");
if (state = to_unsigned(14,4)) then

state <= to_unsigned(1,4); -- assignment
else

state <= state + 1; -- adder
end if;
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else
divider counter <= divider counter + 1; -- adder
state <= state;
end if;
end if;

end process;

The purpose of this process is pretty simple: the clock source ticks 50 million times per second, which
is way too fast to see, so we need to divide it down to something much slower. We do this by counting up to
9,999,999 and then starting over at zero. So, including the zero, there are ten million values, which means
we'll complete a cycle five times a second (50 million divided by 10 million is 5). Additionally, each time we
start again from zero we move to the next state, or if we’re already in the final state 14, we start again at 1.

When we get down to the nuts and bolts of how it works, a process block is a container for sequential
code. The statements within a process block appear to execute in the order they're written when a specified
signal changes state (in practice they’re actually executed all at once when a trigger event occurs, but
you write the code as though it’s executed sequentially). Statements outside process blocks constitute
concurrent code, and they execute all together all the time. The kinds of statements allowed in sequential and
concurrent code aren’t quite the same—some things only work in one or the other, while others are valid in
both contexts.

The process is named divider here so it can be referred to, but this is not strictly necessary—you
can create an anonymous process by omitting the name and colon. The part in parentheses following the
process keyword is the sensitivity list: this is where you list the signals that your process needs to react to.
This process only reacts to changes in the SYS_CLK input (if your process is sensitive to multiple signals, list
them all here separated by commas).

Let’s pull apart the first if statement. Straight away we can see that the logical operators are English
words, they have lower precedence than comparison operators, the equality operator is a single equals
sign (=), and outer parentheses aren’t required around the condition because it’s terminated with the then
keyword. More subtly, rising edge(SYS_CLK) is an example of function call. SYS_CLK is an input to the
function rising_edge(). The function will output high when the SYS_CLK change from '0' (low) to '1' (high).
We won'’t have to wait long—this happens 50 million times every second.

The remaining if statements are pretty straightforward—they just check signals for particular values.
Some of them have corresponding else clauses that are evaluated if the condition is false. The other
statements are assignments: <= (left angle bracket, equals) is the assignment operator, and assigns the value
on the right to the signal on the left. We can conveniently do arithmetic on unsigned values (there are a
couple of additions in there).

The remaining thing to note here is that VHDL code must be unambiguous. The synthesizer must be
in no doubt as the expected state of any signal after code is executed. If you don’t want to change a value,
you can assign it to itself, as we do when we want to preserve the value of the state signal near the end of
the process block (this isn't strictly necessary in sequential code—it’s assumed you want a signal’s value
preserved if you don’t assign to it). If you don’t care what the value of a signal is under certain circumstances,
you have to make this explicit (you can use the value '-' for STD_LOGIC signals, and the synthesizer will
choose a value that minimizes the device utilization).

We finish up with a case statement for obtaining the LED outputs sequences from the state signal
(Listing 4-5).

Listing 4-5. Case Statement

led_driver p: process (state) --Sensitivity list
begin
case to_integer(state) is -- case selection
when 1 => scanningLED <= "10000000";
when 2|14  => scanninglLED <= "01000000";
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when 3|13  => scanningLED <= "00100000";

when 4]12  => scanningLED <= "00010000";

when 5[11  => scanningLED <= "00001000";

when 6]10 => scanninglLED <= "00000100";

when 79 => scanningLED <= "00000010";

when 8 => scanninglLED <= "00000001";

when others => scanningLED <= "00000000"; --Another cases fall into this section
end case;
end process;

Remember this is in a concurrent context, so it runs all the time. Any time the state signal changes the
LED outputs will change accordingly. The case statement lets us translate from one signal to another using
arbitrary tables. There are more than 14 possible output values from state; some of them are mapped to two
multiple input values using the | (pipe) operator. Choices are separated with commas, and the statement
is terminated with a semicolon. I've organized it with one choice per line, but you can jam it all one line, or
divide it up some other way if you like—that’s the beauty of whitespace-insensitive languages.

Note that, like everything else in VHDL, a case statement must be completely unambiguous. Every
possible input must be mapped to a corresponding output. In this case our input signal is only restricted
by the unsigned definition so there are a large number of possible values that you don’t want to handle
individually. You can make the last choice when others and it will catch any value that isn’t handled
explicitly.

There’s one other thing we can learn by examining this statement: values for STD_LOGIC_VECTOR signals
are represented with sequences of characters surrounded by double quotes ("). You use the same characters
you would use for STD_LOGIC values, but you need as many of them as there are bits in the vector. The order
corresponds to the order used when you declared the signal (MSB first if you used downto, or LSB first if you
used to).

The last statement in the code is a concurrent signal assignment. It assigns logical NOT the value of
scanningLED to USER_LED. It is because the USER_LED (the onboard LEDs) is active low logic which
means logic 0 will turn on the LEDs. USER_LED and scanningLED need to be the same data type
(std_logic_vector(8 downto 1)).

USER_LED <= not scanningLED;

4.6.3 The Test Bench

Despite being generated automatically for the most part, the simulation test bench includes some interesting
code. Our implementation was so simple that the simulation test bench is actually more complex than our
actual design. Let’s pull it apart and see what we find.

4.6.3.1 The Empty Entity

Like every module, the test bench must declare an entity defining its externally visible interface. It’s only
for simulation purposes, so we can work with internal signals alone, and there’s no need for any inputs and
outputs. Thus the entity has no port or generic definition. This is as simple as it can get:

ENTITY BeMicro MAX10 top vhd tst IS
END BeMicro MAX10 top vhd_tst;
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4.6.3.2 Declarations

Now this looks a bit more interesting—the test bench has to declare the module under test as a component
so it can be instantiated (Listing 4-6).

Listing 4-6. Declare Signals and Component

-- signals
SIGNAL SYS CLK : STD_LOGIC := ‘0’;
SIGNAL USER_LED : STD_LOGIC_VECTOR(8 DOWNTO 1);
COMPONENT BeMicro MAX10_top
PORT (
SYS_CLK : IN STD_LOGIC;
USER_LED : OUT STD_LOGIC_VECTOR(8 DOWNTO 1)
)
END COMPONENT;

The component declaration is a lot like the module’s entity declaration, with an equivalent port definition.

There are two internal signals declared, with names and types that match the signals in the port of the
component that we plan to test. Note that the USER_LED signal is not initialized—it’s unnecessary as it's
going to be connected to the output of the unit under test.

4.6.3.3 Statements

In Listing 4-7 we get to see an actual submodule instantiation, and some convenient simulation code that
would have no chance of actually being synthesized and run on physical hardware.

Listing 4-7. Test Bench Statements

i1 : BeMicro MAX10 top
PORT MAP (
-- list connections between master ports and signals
SYS_CLK => SYS_CLK, -- The LEFT one is Port signal, the RIGHT one is Local signal
USER_LED => USER_LED -- => is a mapper
)s
-- Add in a free running clock of 50MHz / 20 nS cycles
SYS_CLK <= not SYS CLK after 10 ns; -- this one work in simulation
init : PROCESS
-- variable declarations
BEGIN
-- code that executes only once
WAIT;
END PROCESS init;
always : PROCESS
-- optional sensitivity list

- ( )
-- variable declarations
BEGIN

-- code executes for every event on sensitivity list
WAIT;
END PROCESS always;
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The first part is possibly the most interesting. This is an instantiation of the scanner component
called i1 (short for instance one). Inside the parentheses, the submodule’s input/output port signals are
connected, or “mapped,” to signals in this architecture. The fact that the local signals are named exactly the
same way as the signals in the component’s port definition doesn’t promote clarity here, so you'll have to
take my word for how this works. The name of the port signal of the component being instantiated goes on
the left of the mapping operator => and the name of the local signal it’s being connected to goes on the right.
Yes, => (equals, right angle bracket) is the mapping operator, used for associating or connecting things.

Next up we have a concurrent statement that definitely wouldn’t work in an implementation module. The
first part is a normal logic gate design which is OK for both simulation and design. The after keyword generates
delays between each time assignment. As convenient as it would be, there is no hardware component that truly
generates arbitrary delays, so as soon as you use an after statement, you're restricting your code to running
in simulation. However, it’s a very useful tool for building a test bench: NOT the current SYS_CLK, wait for half
the SYS_CLK period, NOT the current SYS_CLK, wait for another half SYS_CLK period and repeat forever. This
generates a square wave at the clock frequency, which is the perfect input for testing our design.

The last two processes, init and always, would be where we’d generate other inputs for testing our
design. It uses wait statements to generate arbitrary delays. Note the final wait statement with no duration
specified—this will wait forever, preventing the process from repeating. Our design has no inputs apart from
the clock signal, so we didn’t have to write anything clever here.

The 10ns is a built-in time type which represents a time interval. You give time signals a numeric value
with a unit (valid units are fs, ps, ns, us, ms, sec, min, and hr). The time type is rather abstract, and using
it is likely to result in your module only working under simulation. This obviously isn’t a problem for a
simulation test bench, but you should probably not use time signals in your implementation. The value of
10ns is chosen to correspond to the actual clock half period on our development board.

4.7 Summary

That wraps up the Hello World! project. While it’s simple on the surface, there’s a lot going on. We've actually seen
most of the core concepts of VHDL in action. Where you go next depends on what you want to learn: you can read
up on some background and theory in Part I, or jump straight into the projects in Part Il of this book.

4.7.1 ButIDon't have a Mercury Module!

If you're using a different development board, don’t despair. All the code here is standard VHDL, which can
be synthesized for and run on just about any FPGA, and even some CPLDs (Complex Programmable Logic
Devices). You'll have to make the following adjustments to the process:

e  When creating the project, choose your FPGA rather than mine (this is good advice
even if you have a BeMicro MAX10—they could change the exact model of FPGA
used at some point).

e  Use an appropriate timing constraint (. sdc) file for your development board.

e  Make the names of the signals in the top module match the names of the clock input
and LEDs outputs on your development board.

e Adjust the number 99999999 proportionally if the clock frequency on your board isn’t 50 MHz.

e Adjustthe 10 ns value in the test bench to match the half period of your clock source
(the name may be different if your clock input constraint is named differently).

¢  Follow the instructions that came with your board for uploading the bitstream file.

“For the things we have to learn before we can do them, we learn by doing them.”

—Aristotle, the Nicomachean Ethics
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Time Out for Theory




CHAPTER 5

FPGA Development Timeline

We've picked some of the important inventions from the history of electronics world to share with you. These
inventions all contributed in some way to modern FPGA (field-programmable gate array) development.

5.1 1847—First Theory—Boolean Logic

With just three operations (AND, OR, and NOT) you can perform all the logic functions for the basic building
blocks, not just for an FPGA but all forms of digital computing. If you'd like to know about Boolean logic,
you can google Mathematical Analysis of Logic by George Boole (1815-1864) (Macmillan, Barclay, and
Macmillan, 1847). Today we also refer to this as Boolean algebra, which as we mentioned previously is the
foundation of all digital logic. If you love math, I suggest you take a look at this book.

5.2 1935—First Boolean Logic in Real World

Decades later, Boole's concepts finally got someone attention. Claude Shannon (1916-2001) used
electromechanical relays to build a Boolean algebra logic circuit. You will use logic gates to build Boolean
algebra logic circuits in your FPGA.

5.3 1942—First Electronic Digital Computer

The first vacuum tube (in the 1940s, vacuum tube meant electronic) digital computer was called ABC (the
Atanasoff-Berry computer). It was built with more than 300 vacuum tubes and could compute complex
algebraic equations. This is the first machine implemented that followed the three key concepts that every
modern computer and FPGA digital design relies on.

e  All calculations are done using electronics (vacuum tubes) rather than mechanical
implementations.

e  Binary digits (0 and 1) represent all numbers and data.
e  Memory and computation are separated.

Alot of FPGAs are used to compute a specific math model like filtering in digital signal processing (DSP).
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5.4 1960—First MOSFET

One of the most basic elements in an FPGA is MOSFET (Metal Oxide Semiconductor Field Effect Transistor).
In the FPGA world, it is usually referred to as a gate. It is like a light switch. It will either allow the current flow
(light is ON) or block the current flow (light is OFF), depending on what value it receives, high (1) or low (0).
There are two main types of MOSFETs: P-FETS and N-FETS (Figure 5-1).

S S
G_{ |: G \ I:
D D
N-Channel MOSFET (N-FET) P-Channel MOSFET (P-FET)

Figure 5-1. MOSFET using arrows to designate the type

N-FETs turn on, when G is high (1). It allows current flow from D to S. P-FETS act in the opposite way.
P-FETs turn on, when G is low (0). It allows current flow from S to D.

When you download the bit file to the FPGA chip, the bit file tells the FPGA how to set up all these
MOSFETs in the FPGA so they deliver the required output. One example of how they work is in a NAND gate.
A NAND gate performs the not-AND operation. Figure 5-2 is the circuit diagram for a NAND gate using two
P-FETs and two N-FETs.

Sometimes, N-FETS and P-FETs are shown without the arrows but with a circle on the gate to
represent a P-FET. In Figure 5-2, you can see that if A and B are low (0), the two P-FETs on the top will be
ON and the two N-FETs on the bottom will be OFF, such that 3.3V will be connected to output which is
logical high (1). Since the P-FETs are in parallel, if A or B are low (0), 3.3V will be connected and ground
will be disconnected. So this acts as a NAND gate logic element: low (Ground) is connected to output if
and only if both A and B are high, another combination of AB input will connect high (3.3V)
to output
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3.3V 3.3V 3.3V 3.3V

ouT

Figure 5-2. NAND Gate circuit

5.5 1960—First Practical Commercial Logic IC Module

An IC (integrated circuit) is a small black-colored rectangular-shaped chip that has one or more circuits built
into it (Figure 5-3). For example, you can have an IC that has a decoder in it. ICs were an improvement from
using transistors to build circuits, because they are the “whole” circuit. This way you can have your entire
circuit in one IC, rather than having to assemble the circuit with possibly thousands of transistors. This saves
time and space.

AO o p—

Al Olf——
o2—
O3—

Figure 5-3. Two- to four-decoder IC module

When you are writing an FPGA project in VHDL (VHSIC (very high speed integrated circuit) Hardware
Description Language), most of the time you are instantiating modules and connecting them. This would
be like buying ICs that implement the features you need and then wiring them together on breadboard.
The process of wiring is error prone and it’s very easy to make mistakes which could burn out your ICs. You
will not have this trouble when you are using an FPGA as your “breadboard” because all of the modules are
inside the FPGA and the FPGA tools will ensure that the connections are not going to cause any damage.
Logic elements are one of the major building blocks in FPGAs for this reason.
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Circuit designers use a very long and painful process (physical wires) to build custom digital designs
from basic IC modules which are NOT reusable or at least NOT very easy to use reuse without a lot of effort.
Compared with an FPGA using VHDL to describe the custom digital design, the whole process (wiring
module inside the FPGA) is transparent and automated. One more advantage of using an FPGA is that it
keeps the same physical size whereas changing or adding ICs will almost certainly change the size and
layout of your circuit.

There is a story about Apollo and the IC in the following link that you might find interesting.

Links https://www.hq.nasa.gov/alsj/apollo-ic.html

5.6 1962—First Standard Logic ICs Family

TTL (transistor-transistor logic) is a family of IC technology. Rather than being made of MOSFETs, a TTL is
made with BJTs (bipolar junction transistors). The main advantage of TTL over MOSFET is that it consumes
less power and is less sensitive to damage from electrostatic discharge. This is one of the most widely used
logic standards and most FPGAs support this standard too.

5.7 1963—First CMOS

A CMOS (complementary metal oxide semiconductor) uses a mix of P-FET and N-FET MOSFET technology
with a new construction method. The P-FET and N-FET in CMOS circuits are paired such that one and only
one FET is ON at a time. This reduces heat as there is no “short circuit” during switching. This construction
method improved the circuit yield in the IC manufacturing process too. Therefore, CMOS circuits are widely
used in VLSI (very large-scale integration) IC. It means that using CMOS to build a very big IC is cheaper
than other technology. It is not surprising then that most FPGAs are built using CMOS technology.

5.8 1964—First SRAM

SRAM (static random access memory) is based on MOS (metal oxide semiconductor) technology. This
invention was a huge jump forward compared with previous memory technologies such as drum memory,
delay line memory, and magnetic core memory. SRAM can be accessed in random sequence and is smaller
than magnetic core memory. SRAM is used in most FPGAs for configuration.

5.9 1965—The Well-Known Law: Moore’s Law

Gordon Moore wrote an internal paper to predict “the development of integrated electronics for perhaps
the next ten years” (“Cramming More Components onto Integrated Circuits,” Electronics Magazine, Vol. 38,
No. 8 (April 19, 1965)). This became the well-known Moore's Law. This law is based on the prediction that
the number of transistors in a circuit doubles every year. This law is now used in industry and research to set
goals. Unfortunately, Moore’s law is headed for a cliff. Some predict the maximum limit of the law, in which
transistor densities continue doubling every 18-24 months, will be hit in 2020 or 2022, around 7nm or 5nm.
Think about what it means 5nm (5 billionths of a meter).
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5.10 1970—First PROM

PROM (programmable read-only memory) was one of the first types of programmable memory. A user
could “burn” the one-time programmable fuse in the PROM to program it. Although PROM was a huge
step in programmable technology, there was still improvement to be made, as it wasn’t reprogrammable.
Once you “burn” the PROM, it cannot be changed. There are some FPGAs that use this technology as it can
sometimes be a feature to ensure that the FPGA is not changed after being programmed.

5.11 1971—First EPROM

EPROM (erasable programmable read-only memory) was the second step in programmable memory, in that
it could be erased and reprogrammed. To erase an EPROM, you had to bring your EPROM to tanning bed,
switch on the UV light, and let it directly shine on the EPROM. This kind of erasing method is clearly not very
user friendly.

512 1975—First F-PLA

An F-PLA (field programmable logic array) is based on the SUM-OF-PRODUCT form of PROM technology.
F-PLA includes a circuit block called a programmable AND gates array and a circuit block called a
programmable OR gates array. The F-PLA connected these two blocks to produce a desired output. With this
programmable logic you could directly implement POS (product of sums—OR gates and then AND gates)
and SOP (sum of products—AND gates then OR gates) in F-PLA. POS and SOP are now only used in teaching
tools. POS and SOP are only capable of implementing simple programmable logic like PLA, but they don’t
come close to the needed complexity for FPGAs.

5.13 1978—First PAL

PAL (programmable array logic) is similar to PLA; however, rather than having two programmable array, it
instead has a fixed OR gates array and a programmable AND gates array. Although this only allows PAL to
form SOP logic, it can operate faster and cheaper than PLA. Both PAL and PLA are using PROM technology,
which means they can be programmed only once.

5.14 1983—First EEPROM

EEPROM (electrically erasable programmable read-only memory) provides a much more user-friendly
approach than an EPROM. You don't need to expose the memory under the UV light to erase it. It is the first
piece of memory that can be read and write/erase electronically. Erasing an EPROM will erase the entire
chip, although you can erase one byte at a time if you wanted to. However, there is a limit on how many times
you can reprogram an EEPROM.

5.15 1983—First GAL

GAL stands for generic array logic. Lattice Semiconductor significantly improved the PAL design by making
the chips electronically programmable. GALs combine EEPROM and CMOS technology to create a
high-speed (at least for 1983), low-power logic device.
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5.16 1983—First Programming Language/Tools for
Hardware

PALASM (PAL assembler) was the first compiler to convert Boolean equations into a “fuse map” file for PAL.
CUPL (compiler for universal programmable logic) was the first design tool that supported multiple
programmable logic device families.
ABEL (Advanced Boolean Expression Language) was the first hardware description language. It
included truth table and combinational equation support as well as the ability to describe a state machine.
This language is now owned by Xilinx, one of the most famous FPGA companies.

5.17 1985—First FPGA by Xilinx

Finally in 1985, the first FPGA, the XC2064 was shipped! It offered only 800 gates. At that time, you still
needed to use a schematic based method to design your FPGA.

5.18 FPGA vs. ASIC

The difference between FPGAs and ASICs (application-specific integrated circuits) primarily come down to
$moneys$, tools, performance, and design flexibility. They each have their own pros and cons. However, the
latest developments in the FPGA area are reducing the benefits of ASICs. That's why you see more and more
consumer electronic products using FPGA.

5.18.1 FPGA Advantages

e  TFaster time to market

e Don'tneed to have layout, masks, or other manufacturing steps for an FPGA
design. Off-the-shelf FPGAs are available and you just need to upload your bit
file (which is generated by VHDL) to your FPGA and you're done!

e  FPGA synthesis is much easier than ASIC. FPGA is like using LEGO to build a
castle and ASIC is like using sand to build it.

e  Shorter design cycle. This is because the FPGA software can handle a lot of the
placement and routing. Modern FPGA design software removes the complex
and time-consuming floor planning, timing analysis, placement, and routing
from the designer.

e  Reusability of the FPGA is the main advantage. Prototypes of the design can be
implemented on FPGAs, which could then be verified to closely replicate how
an ASIC would behave. If the design has faults, you just change the HDL code,
generate a new bitstream, program the FPGA, and test it again. Modern FPGAs
are reconfigurable both partially and on the fly.

e  Cheaper to start

¢ No NRE (non-recurring engineering costs): This cost is typically related with an
ASIC design. There is nothing for FPGA. FPGA tools are cheap or free. We are
already using the free one free from Altera. To get started with ASICs you need
to commit a large amount of NRE and the tools are expensive—very expensive.
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e  More predictable development cost: The FPGA design flow eliminates potential
respins of the wafer for the project since the design logic is already synthesized
and verified in FPGA device.

e Ifyou are going to make less than 500 boards, then using FPGAs is much
cheaper. It isn't worth making an ASIC for small runs.

Faster and cheaper

e  Field reprogram ability: a new design can be uploaded remotely, instantly.
FPGAs can be reprogrammed in a snap while an ASIC can take more than
$60,000 and at least four to six weeks to make the same changes. Then, of
course, you need to ship the new ASIC and physically upgrade the device.

Buy one get N free!

e  Unlike ASICs, FPGAs have special hardware such as block RAM, clock modules,
Ethernet MACs, memories and high-speed I/0, and embedded CPU built in,
which can be used to get better performance. High-end FPGAs usually come with
phase-locked loops, low-voltage differential signal (LVDS), hardware multipliers
for DSPs and microprocessor cores (e.g., Power PC (hardcore), and Microblaze
(softcore) in Xilinx and ARM (hardcore) and Nios (softcore) in Altera). There are
FPGAs available today that come with built-in ADC (analog-to-digital converter)!
Using all these features, designers can build a system on a chip.

FPGA Disadvantages

Eat too much power!

e  FPGA’s consume more power than ASICs. You don't have that much control
over the power optimization. This is where ASIC wins the race!

One size fit all, or doesn’t fit at all

e  You have to use the resources available in the FPGA. Thus FPGA limits the
design size.

No one uses FPGAs to build cell phones

e  FPGA are only good for low-quantity production. As quantity increases, the cost
per product increases compared to the ASIC implementation.

ASIC Advantages
Cheaper

e  Lower unit costs: For very high-volume designs the cost comes out to be much
less. It can be cheaper than implementing the design using FPGA, at least when
you have the appropriate volume of units.

Faster

e ASICs are faster than FPGAs: ASICs gives design flexibility. This gives a lot of
opportunity for speed optimization.
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° Lower

e Lower in power: ASICs can be optimized for low-power requirements. There
are several low-power techniques such as power gating and clock gating that
are available to achieve the power target. This is where FPGAs can’t compete.
Can you imagine a cell phone which has to be charged after every call? Low-
power ASICs help extended battery life, which is of course critical for embedded
battery-powered devices.

e  Mix and match

¢  You can implement analog circuits and mixed signal designs in ASIC. This is
generally not possible in FPGA.

5.18.4 ASIC Disadvantages

e  Time to market

e  ASICs can take a year or more to design. A good way to shorten the
development time is to make prototypes using FPGAs and then switch to an
ASIC.

e  Complex design issues:

e  With ASICs you need to take into account and take care in designing for
manufacturability issues, signal integrity issues, and many more. With FPGAs
you don't have to deal with these because ASIC designers have already taken
care of it. (Don't forget an FPGA is an IC and thus was designed by ASIC design
engineer!!)

e  Expensive tools

e  ASIC design tools are very expensive. You need to spend a huge amount of NRE.

5.19 Other Technology
5.19.1 CPLD

CPLD (complex programmable logic device) is something between an FPGA and a PAL. CPLD has a lot of
PAL and connects them with an array of connections. CPLD purely provide gates. It has another name—SEA
of Gates. The biggest difference between CPLD and most FPGAs is the presence of non-volatile memory in
CPLD. The MAX10 FPGA in the BeMicro Max10 board has non-volatile memory (flash) too!

5.19.2 Cypress-PSoC

PSoC (programmable system on a chip) architecture contains programmable analog and digital blocks, a
CPU, and programmable routing and interconnects. With this technology, Cypress tries to bring everything
into one chip. The programmable analog is really cool in that you can program an operational amplifier to
be a voltage follower or a voltage diver. You don't need to breadboard the analog circuit anymore.
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5.20 Summary

In this chapter you learned about the evolution of technologies that make FPGA technology possible.
1. Digital design theory: Boolean logic
2. Digital logic technology: CMOS
3. Digital storage that can change electrical: SRAM and EEPROM

The differences between an FPGA and an ASIC are shrinking all the time (see Table 5-1). This is driving
interest and adoption and is why people like you are getting interested in the technology. The next chapter is
going to teach you how to design your own digital design at no cost.

Table 5-1. FPGA vs. ASIC Summary Table

FPGA ASIC
Initial cost Nearly free Expensive
High volume cost Expensive Cheaper
Fix bug Easy Difficult
Time to market GOOD BAD
Power More Less
Design method Easy Complicated

“Learn from yesterday, live for today, hope for tomorrow”

—Albert Einstein
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VHDL 101

VHDL (VHSIC (very high speed integrated circuit) Hardware Description Language) is one of the industry's

standard languages used to describe digital systems—hardware. It is a powerful language that allows you

to describe and simulate complex digital systems. This chapter deals with the basic structure of a VHDL file

and how to use it to develop a simple digital design. This chapter is like teaching you how to use a calculator
(VHDL) and do math (digital design) at the same time.

6.1 ItIs NOT Another Computer Language

Most of the high-level computer languages are used to describe algorithms (e.g., C and JAVA). They execute
the code sequentially. VHDL and most of the HDL describe hardware where everything runs in parallel.
If you try to write VHDL with a C programing mind-set, then most of the time not only will nobody
understand what you're trying to do but also none of the tools will be able to implement your code in
FPGA (field-programmable gate array) hardware.

Writing your VHDL code from a hardware point of view will save you a lot of time (and pain) in getting
your FPGA design done. It all happens due a somewhat magical process: synthesis. In this process, all of the
hardware design VHDL code that you've written is translated to a physical design (the most basic hardware
building blocks, for example, CLB, IOB, and Connections). If you write something that’s not hardware-like
then it will not be possible to make it in hardware. The synthesis process is not “smart” enough to know
what hardware you want to implement without you writing it in the VHDL code. Table 6-1 summarizes the
differences between VHDL and C.

Table 6-1. Differences Between VHDL and C Code

VHDL c
Execute sequence Sequential & Concurrent Sequential
Knowledge Level Hardware circuit Pure logic or algorithmic
Resources Usage Limited by hardware (FPGA) Don't care
Language type Description language High-level language

We hope you start to think of hardware design when you write your VHDL. To speed up your
understanding of how VHDL structure relates to hardware, we will talk about the major components in
VHDL for hardware design in this chapter
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6.2 VHDL File Basic Structure

A VHDL file has two main design units: entity declaration and the architecture body. You can treat the entity
declaration as a definition of the input and output signals to connect the architecture body to other VHDL
modules. The signals declared here are the only way you can pass information between VHDL modules. It is
like the pins on an IC chip or a block symbol in a schematic. It defines how the VHDL module will look like
from outside. The architecture body is the function of the module. It defines how the inside of the VHDL will
look like and, more interestingly, what it actually does. Figure 6-1 shows a VHDL file containing entity and
architecture sections.

Note Good design practice: a VHDL file should contain one and only one VHDL module which in turn has
only one entity and architecture.

entity

architecture

VHDL Design File

Figure 6-1. A VHDL design file containing entity and architecture

Note We are going to use VHDL-93 which is supported by most FPGA tools.

6.2.1 Entity Declaration

Most of the time you will see the entity declaration before the architecture section in a VHDL file because it
describes how information flows into and out of the module. Listing 6-1 provides a NAND gate entity example.

Listing. 6-1. NAND Gate Entity Declaration
entity NAND is

port (
A : in std logic;
B : in std_logic;
C : out std_logic
)s
end NAND;
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An entity declaration always begins with the keyword entity, followed by the module name NAND
(which you can name yourself), and the keyword is. Next are the port declarations with the keyword port.
Ports are the connections to other VHDL designs. The port declarations start with port and end with a semi
colon. In this example we have two input ports (A and B) and one output port (C). This NAND gate module
implements a two-input NAND gate. The keyword in is for the input port and out is for the output port.
There is another keyword inout that defines a bidirectional port. Each entity declaration need to ends with
the keyword end. The module name that follows is optional, however. In short:

¢ You can select the name of the entity

e  The designer (i.e., you) selects the names of the A, B, and C ports

e The following key words are used to specify the signal direction
e in:input signal to the VHDL design.

e  out: output signal from the VHDL design. This signal can only be read by other
modules.

e inout: bidirectional signal. Only use this mode when connecting to something
outside the FPGA.

e std logicis one of the built-in signal types. Most of the time, you only use std_logic
and std_logic_vector for all simple logic design. We will mention more signal types in
later examples.

e  Each port declaration ends with semicolon (;), except the last port declaration.

Tips You don’t have to put input signals before the output signals.

6.2.2 Architecture Body

The internal operation/process of a module is described by an architecture body. In general, the architecture
body applies some process on input ports and creates output port values. The NAND gate architecture body
looks like Listing 6-2 and Figure 6-3 is how the NAND module actually looks.

Listing 6-2. NAND Gate Architecture Body Declaration

architecture behavioral of NAND is
-- Declartions, e.g. constant declarations, signal etc

begin
C <= A nand B;

end behavioral;
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__ A

_ B 4

Figure 6-2. NAND gate module which is implemented by Listing 6-2

The first line of the architecture body defines the name of the architecture (e.g., behavioral) after the
keyword architecture and is paired with the NAND entity which was defined earlier in Listing 6-1. The
operation of this architecture body is described in between the keywords begin and end. The keyword nand
is a built-in NAND function. The <= symbol represents an assignment operator

¢  You can select the name of the architecture
¢  You need to pair architecture with one entity
e The implementation of the architecture is between begin and end

e Ifyouneed extra signals, you can declare them in between is and begin

Tip Double hyphen -- is the start of the comment

Let’s have one more example. A three-input OR gate digital design has three input ports and one output
port. The OR3 gate entity and architecture body look as shown in Listing 6-3 and Figure 6-3.

Listing 6-3. OR Gate with Three-Input Whole VHDL Module Example

library ieee; -- A1l of the deisgn need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity OR3 is

port (
A: in std_logic;
B: in std_logic;
C: in std_logic;
D: out std_logic
);
end OR3;

architecture behavioral of OR3 is
-- Declartions, such as type declarations, constant declarations, signal declarations etc
Signal X: std_logic;

begin -- architecture behavioral of NAND
X <= A or B;
D <= Cor X;

end behavioral;
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B D
C

Figure 6-3. NAND gate module which is implemented by Listing 6-3

In Listing 6-3, we have two new keywords: library and use. A library is a place where the compiler
keeps data about a particular design. A package is a file that contains declarations of commonly used stuff
(e.g., std_logic_1164 contains the data type std_logic) that can be shared with other VHDL models. For most
FPGA designs, you'll need to add the ieee library and use std_logic_1164.all. The .all extension indicates
we want to use the entire ieee.std_logic_1164 package. It defines all of the std_logic, std_logic_vector, and so
on. The std_logic_1164 is a VHDL file. You can download this file from the following link, but you'll also find
it provided by the ModelSim-Altera version.

IEEE web site: www.vhdl.org/rassp/vhdl/models/standards/std_logic_unsigned.vhd

EXERCISES
1. Implement a home security alarm system. A and C are motion sensors. B is a
switch that turns on the alarm. The alarm system will trigger when the alarm is
turned on (setting B = high) and either motion sensor A or C is set to high. This will
set F to high, which will actually trigger the security alarm. Figure 6-4 shows the
block diagram.
A—>
D
B ¥ F Alarm
—P
L

Figure 6-4. Logic diagram for exercise 1

2. Implement a 1-bit full adder. It has three inputs, A, B, and C, and two outputs, SUM
and Carryout. Go to google 1-bit full adder to get your block diagram. Hints: You
only need to use five gates for this design or Figure 6-5.

Tip Draw block diagrams of what your hardware should look like so that you will have an idea of what you
are going to design.
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The following code is for a home security alarm system.

library ieee;
use ieee.std logic_1164.all;
entity alarm system is
port (
in std_logic;
in std_logic;
in std_logic;
F: out std_logic
)s
end alarm system;
architecture behavioral of alarm system is
signal D: std_logic;
signal E: std logic;
begin

N W >

D <= A and B;

E <= C and B;

F <= D or E;
end behavioral;

Full Adder block diagram (Figure 6-5) and digital design.

SUM

P Carryout

Figure 6-5.
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library ieee;
use ieee.std logic_1164.all;
entity fulladder is
port (
A: in std_logic;
B: in std_logic;
C: in std_logic;
SUM: out std_logic;
Carrout: out std logic
);
end fulladder;
architecture behavioral of fulladder is
signal D: std_logic;
begin
D <= A xor B;
SUM <= D xor C;
Carrout <= ((D and C) or (A and B));
end behavioral;

6.3 Summary

VHDL is a hardware description language. It will be much easier for you to design an FPGA when you can
start to see things from a hardware point of view. Any complex digital design should be able to be broken
down into smaller-size modules for you to implement them in VHDL.

Each VHDL has the following structure:

e library
e entity
e architecture

The chapters that follow will give more detail on how to use VHDL to design more hardware!

Tip Notepad ++ is a very good (and free) editor which supports VHDL!

“A person who never made a mistake never tried anything new.”

—Albert Einstein

123



CHAPTER 7

Number Theory for FPGAs

Number theory is “the Queen of Mathematics.” It is the foundation of mathematics and includes all the basic
elements. Don’t worry, you did pick up a book on FPGA (field-programmable gateway array) design, but
we're going to have to cover just a little math in order for you to be able to actually do anything useful with
an FPGA. In this chapter we are going to show you several basic elements of VHDL (VHSIC (very high speed
integrated circuit) Hardware Description Language), such as identifiers and numbers. All of the stuff shown
in this chapter will help you write better VHDL code. You should bookmark this chapter because you will
likely come back to frequently when you actually start to write your own VHDL code.

7.1 Vocabulary in VHDL

Vocabulary is the first thing you learn in any new language such as VHDL. There are some basic rules for
VHDL words. Listing 7-1 provides an example.

e  VHDLis NOT case sensitive
e Itdoesn’t care about how many spaces or tabs in the code

e  None of the words can start with number

Listing 7-1. Not Case Sensitive and Doesn't Care About Whitespace

NotCaseSensitive <= Spaces Or Tabs;

nOtcAsEsSEnsItIVE <= spaceS OR TABS;

7.1.1 Identifiers

An identifier is defined by the VHDL designer to name items in a VHDL model (Figures 7-1 and 7-2).
Examples of VHDL items are port names and signal names. The rules for identifiers are as follows:

e (Can only contain a combination of alphabetic letters ( A-Z, a-z ), numbers ( 0-9 ) and
underscores (_)

e  Must start with alphabetic letters (A-Z, a-z)
e Cannot end with an underscore (_) and cannot have consecutive underscores

e Theidentifier should be self-describing
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Tip Smart choices for identifiers make your VHDL code easier to read and understand, which in turn
means less effort required to find and fix problems in the code.

1 reset --reset

28 clk -=-classic clock

3 wen --classic write enable
4 data in --self comment name

out port --output port

Figure 7-1. Valid identifiers

1 email@apress.com -- contains illegal characters for an identifier
28 Sbit registers -—- starts with non-alphabetic letters

38 ABC -- starts with an underscore

4 ABC -- ends with an underscore

ol first pulse —-- two successive underscores

Figure 7-2. Invalid or bad-style identifiers

Note InVHDL-93, VHDL supports extended identifiers, which allows you to use any character in any order.
We suggest you don’t use these in your design files as they tend to confuse and complicate rather than improve
the situation.

7.1.2 Reserved Words—Keywords

Some identifiers, called reserved words or keywords, are reserved for special use in VHDL, so we cannot use
them as identifiers for the items we define. Table 7-1 shows the full list of reserved words.
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Reserved Word

Description

constant, generic, in, inout, map,
out, of, port, signal

if, then, elsif, else, case, select,
when, is, end, null

stl, sra, sll, sla, rol, ror

and, nand, nor, not, or, xnor, Xxor

abs, mod, rem

entity, architecture, process, begin,
variable, function, component

downto, to, type, subtype, others,
array, range, record

library, all, use, package, body

after, assert, exit, file, inertial, new,
on,open, report, reject, return,
severity, transport, unaffected,
until, wait

for, generate, loop, next, while

access, alias, block, buffer, bus,
disconnect, guarded, impure,
linkage, postponed, procedure,
pure, register, shared, units

attribute, group, label, literal

configuration

Entity reserved words: port, in, out, and map are used in the entity
section. Inout is another port mode that allows a bidirectional port to
be read and updated within the entity model.

Signal represents a wire or a placeholder for a value. Signals are assigned
in signal assignment statements and declared in signal declarations.
Constants can hold a single value of a given type.

Generic is similar to port but it is a constant value. It is used to pass
environment information to submodules.

Conditional logic statements: if, then, elsif, else, case, select, and when
are used in conditional logic.

“End” is used at the end of statement.

“is” equates the identity portion to the definition portion in the
declaration.

“null” is sometimes used with “case” There’s an example for it in

Chapter 8.

Shift operators: stl, sra, and ror are shift left; sll, sla, and rol are shift
right.

Logic operators: In Chapter 8 we will cover these in more detail too.

Arithmetic operators: Abs = absolute value; Mod = modulus;
Rem =remainder

Most of the VHDL models need to use these reserved words. We used
entity, architecture, and begin Chapter 6’s full adder example.
Process is sequential or concurrent code to be executed.

Variable and function are used to define a function in VHDL code.

These reserved words are used to define signals and types in VHDL
code. You will see examples of them later in this chapter.

All is a suffix for selecting all declarations that are contained within the
package or library denoted by the prefix.

These reserved words are very useful when simulating VHDL code. All
of these reserved words cannot be used to generate REAL hardware.
Don't use them in your hardware design VHDL code.

for and while loop are very useful when you need to generate multiple
identical components.

It's strongly recommended that you don’t use these reserved words in
your FPGA designs.

Attribute reserved words

When designing for portability, you need to use configuration. We will
not talk about this in this book as it’s a fairly advanced topic.
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There are some VHDL-00 reserved words in the Table 7-1. Most of them are not recommended for use
as they are not supported by all tools.

Note The following web site descripts each reserved word in detail: http://www.xilinx.com/itp/
xilinx10/isehelp/ite r vhdl reserved words.htm.

7.1.3 Signal, Variable, and Constant

Each VHDL module is combined from multiple data objects that store or display information. For example,
CONSTANT is used to store fixed information and is a data object. There are three types of data object:
signals, variables, and constants. So far, we have seen signals that were used as internal nets (full adder
signals D).

When we create a data object, we need to assign a data value and data type to that object. The data
value will be different when the object type is different. For example, if the data type is a bit object then
the stored value must be either a 0 or a 1. If the data type is a real object then the stored value will be a real
number.

7.1.3.1  Signal

Signals in VHDL are like a physical wire. They are used to connect different modules. Signals are declared as
shown in Listings 7-2 and 7-3.

Listing 7-2. Signal Declaration

signal signal name : type [ := initial wvalue ] ;

Listing 7-3. Signal Declaration Examples

signal Q1 : std logic ; -- declare Q1 as std logic data type without initial value

signal counter : natural := 0 ; -- declare counter as natural data type with
initial value = 0

signal Data : std logic vector( 7 downto 0 ) ; -- declare Data as std logic vector

with 8 bit width

Signals can be updated using a signal assignment statement. Figure 7-3 shows an example for the signal
data type.
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i3 library ieee;
2 use ieee.std_logic_1664.all; -- standard IEEE library
3
4 Hentity signal example is
5 HBHport(
6 S_in : in std logic; -- One bit input
7 S out : out std logic; -- One bit output
8 ):
9 “end signal example;
10
11 Barchitecture structure of signal example is
12
13 ([signal s_1 : std logic;
14 |signal s_2 : std _logic;
15" [signal s 3 : std logic;
16 |signal s_4 : std_logic;
ST
18 Bbegin
19 |-- The following are the signal assignments
20 s 1. <= not S .in;
21 3 2 <=5 in;
22 8 3 <=s_1 and s_2;
23 3 4 <= (sl .and s 3) or S in;
24 S_out <= s_4;
5
26 end structure;

Figure 7-3. signal_example VHDL module

In the signal_example, signals s_1,s_2, s_3, and s_4 are declared std_logic. All four of them get
assigned a value which is a logic operation result from lines 20 to 23. In line 24, the output S_out is assigned
the value of s_4.

There is always some delay in the signal assignments. This is different from the variable data type.

7.1.3.2 Variable

Variable data objects, like in C, are used to store local process/function information. They are used to hold
temporary data. Variables are declared with the statement shown in Listings 7-4 and 7-5.

Listing 7-4. Signal Declaration

variable variable name : type [ := initial wvalue ] ;
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Listing 7-5. Signal Declaration Examples

variable Q1 : std logic ; -- declare Q1 as std logic data type without initial value

variable counter : natural := 0 ; -- declare counter as natural data type with initial
value = 0

variable Data : std logic_vector( 7 downto 0 ) ; -- declare Data as std _logic_vector

with 8 bit width

In Figure 7-4, variables v_1, v_2, v_3, and v_4 are declared std_logic inside the v_p process. All four of
the variables are only allowed to be used within the process. All four of them get assigned a value which is
the logic operation result from lines 24 to 27. In line 29, the output S_out is assigned the value of v_4.

1 library ieee;
2 use ieee.std logic_1664.all; -- standard IEEE library
3
4 Hentity variable example is
5 Eport(
(3 S_in : in std logic; -- One bit input
1 S_out : out std_logic; -- One bit output
8 );
9 end variable example;
10
il ?architecture structure of variable example is
12
13 GEbegin
14
15 Bv p:process(S_in) -- variable process
16
17 variable v_1 : std_logic;
18 variable v_2 std logic;
19 variable v_3 : std logic;
20 variable v_4 : std_logic;
21
22 begin
23 —-— variable assignment statements
24 v: 1 f="not 5§ in
25 v 2 7=8 dn3
26 v 3 =l and vi.2;
27 v_4 := (vl and v_3) or S_in;
28 S out <= v 4;
S | end process;
30
31 end structure;

Figure 7-4. variable_example VHDL module
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There are two differences between variables and signals. The first one is that variables are only able to
assign/update values within a process, procedure, or function. Signals can also be assigned a value by direct
assignment (as in Figure 7-3 lines 20-24).

The second example is where the value changes. We will use Listings 7-6 and 7-7 to show the difference.

Listing 7-6. Process Using Signal

architecture SIG of delay example is

signal activate, result : natural :=0 ;

signal signal 1 ¢ natural :=1;

signal signal 2 ¢ natural :=2;

signal signal 3 ¢ natural :=3;
begin

process( activate )

begin

signal 1 <= signal 2 ;
signal 2 <= signal 1+ signal 3 ;
signal_3 <= signal 2 ;
result <= signal 1 + signal 2 + signal 3;
end process;
end SIG

Listing 7-7. Process Using Variable

architecture VAR of delay example is

signal activate, result : natural :=0 ;
begin
process( activate )
variable variable_1 : natural :=1;
variable variable 2 : natural := 2 ;
variable variable 3 ¢ natural :=3;
begin

variable 1 := variable 2 ;

variable 2 := variable 1 + variable 3 ;
variable 3 := variable 2 ;

result <= signal 1 + signal 2 + signal 3;

end process;
end VAR

In Listing 7-8, the signals (signal_1, signal_2, signal_3) are computed at the same time that activate is
triggered. The signals will get updated as the following: signal 1 =2, signal 2 =1+ 3 =4, signal 3 =2, and
result=1+2+3=6.

In Listing 7-9, the variables are computed at the time when activate is triggered in sequential order
(from top to bottom). The signals will get updated as the following: variable_1 = 2, variable_2=2+3 =5,
variable_3 =5, and result=2 +5 +5=12.

Tip For the vast majority of the time use signals in your designs and don't mix signals and variables in the
same process

131



CHAPTER 7 © NUMBER THEORY FOR FPGAS

7.1.3.3 Constant

A constant is like variable data object, but the value of it cannot be changed. It can improve readability of the
VHDL code. A constant is declared as in Listing 7-8.
Listing 7-8. Signal Declaration

constant constant_name : type [ := initial value ] ;

Listing 7-9. Signal Declaration Examples
constant PEROID : time := 10 ns ; -- declare PERIOD as time data type with value = 10 nano seconds
constant BUS WIDTH : natural := 16 ; -- declare BUS WIDTH as natural data type with value = 16

Constants can be declared at the beginning of architecture and can be used anywhere within the
architecture. If constants are declared within a process, then they can only be used inside the process.

7.1.4 Literal: Word for Word

There are two main types of literal: characters and numbers. The meaning of the literal though depends on
the type of the object. For example, “1” could be the only integer bigger than 0 and smaller than 2, or it could
be the character in ASCII code 31 (HEX). Therefore, words in VHDL need to be paired with a data type.

7.1.41 Characters

A character is only ONE “character”; it is stored as its ASCII code. To use a character, you need to use single
quotation marks, as shown in Listing 7-10.

Listing 7-10. Characters Examples

1, 'z, tat, Y, e

7.1.4.2 String

A string is a group of characters. You need to use double quotation marks when you want to use a string
(Listing 7-11).

Listing 7-11. String Examples

"This is a string",
"This is a ""string

too.

7.1.4.3 Bit String

A bit string can treated as a mutation of a string. A string is used to represent characters and a bit string is
used to represent binary numbers or a sequence of bit values (Listings 7-12 through 7-14). Examples are
show as the following. All of them are showing value 90 and 240 but not the same number of bits for each
type: 90 in the binary bit string only uses 7 bit; Octal use 9 bit; and Hexagonal use 8 bit.
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Listing 7-12. Binary Bit String

b"1011010", b"1111 0000"

Listing 7-13. Octal(8) Bit String

0||132||, 0“360“

Listing 7-14. Hexagonal(16) Bit String

X"5A", X"FO"

7.1.4.4 Numbers

Numbers include real and integer numbers. In the IEEE library numeric_std package, numbers can be
decimal numbers, negative “-,” you can use exponential notation “E,” and you can even use underscores
to make the number easier to read.

Integer number range: -2,147,483,647 to 2,147,483,647

Real number range: -1.0E38 to + 1.0E38

Following are some examples:

« n

3.14
0.7E8
123_456

7.1.45 Base

Sometimes it is more convenient or easier to read when a base other than 10 is used when representing a
number. Here are a couple of examples. The first one is 90 and second one is 240 in decimal.

BASE 2: 2#1011010#
BASE 8: 8#132#
BASE 16: 16#5A#

BASE 2: 2#1111_0000#
BASE 8: 8#360#
BASE 16: 16#FO#

7.1.4.6 Physical

This is a special word in VHDL which represents time, current, and voltage. In FPGA design, we only use
time. Following is an example of 200 Nano seconds.

200 ns
You will see and use a lot of time words in a test bench. (In Chapter 4, in the section “The Test Bench,”
we defined the SYS_CLK to toggle every 10 ns) It is a very useful way to generate a clock in test bench. Keep

in mind that it is an abstraction and will only work in simulation. As such it can appear in your test bench file
but not in your design file. We will talk more about how to create clocks in Chapter 10.
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7.2 Grammar in VHDL

VHDL is a strongly typed language. This means that you need to type more (compared with Verilog, which is
another HDL language). VHDL is always checking the types of objects to ensure consistency and prevent you
from mixing incompatible data types or performing actions that don’t make sense. It is needed in hardware
design because most of the time hardware needs to be the exact type and size to work. It is like needing to
use the correct type and size of screw driver to remove a screw. This section will only cover the most useful
grammar, and you will see more of VHDL grammar throughout the next couple of chapters.

7.2.1 Statementsin VHDL

Every VHDL statement is terminated with a semicolon. It is quite similar to other computer languages.
VHDL statements are easy to create, but what the statement means (and what it ultimately does) is up to
you. The semicolons only help you do half of the job.

7.2.2 How to Comment

VHDL only has line comments and doesn't support block comment in VHDL-93. You need to put a double
hyphen (--) in front of the comments and rest of the line will be commented out (Listing 7-15).

Listing 7-15. VHDL Comment Example

regular_coffee <= coffee and cream and sugar ; -- Here is the comment of how to make a coffee
-- You can start your comment in the beginning of the line

7.2.3 <=and:=sign

You will see <= and := in VHDL. They mean totally different things. Let’s talk about <= first. It is used to
assign a value to an object. Remember it is ended by semicolon (Listing 7-16).

Listing 7-16. VHDL Object Assignment Example (Signal and Variable)

signal_assignment <= value_for_the signal ; -- You will use this for signal assignment
variable assignment := value for the variable ; -- You will use this for variable assignment

In the example, we have <= and :=. We are not suggesting you interchange them. The <= sign is used to
assign signals and the :=is used to assign variables.

7.2.4 Begin and End

Every time you start with begin remember to finish the section with end. In the earlier examples
(Figures 7-2, 7-3, Listings 7-6, 7-7), you can see that all the begin statements are paired with an end.
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7.2.5 Coding Your VHDL with Style

Coding with a convention style can increase readability. If all of your code uses the same style, you will save
time hunting for bugs or when you try to reuse code you wrote earlier. A good coding style (guideline) also

helps you to avoid certain constructs that often causing bugs. We won'’t cover all the guidelines here but we
would recommend you go to the following link to download a copy for yourself and have a browse through.

1. Do not start writing any VHDL code until you completely understand the
specifications.

2. Use only IEEE libraries: std_logic_1164 and numeric_std. Do not use the
commonly used Synposys’ libraries std_logic_arith, std_logic_(un)signed,
numeric_bit, or any other none IEEE library.

3. Comment the general functionality of each section/subsection.

4. The comments written in the code must include valuable and significant
information. Avoid unnecessary or trivial comments.

5. Keep the signal names consistent throughout the hierarchy of the design.

6. Write just one statement per line of code, even when doing component
instantiation.

7. Ifpossible use lowercase letters for all the code.

8.  For synthesizable code do not use ‘after’ to imply delay: sum <= a + b after 3 ns;
The ‘after’ must only be used in test bench.

Note This is a good example that you could follow: https://wiki.electroniciens.cnrs.fr/images/
VHDL_Coding_eng.pdf.

7.3 Summary

After this chapter you should understand the basic elements in VHDL (signal, variable, and constant) and
how to name them (identifiers). You should not use any reserved words for the name of your identifiers. A lot
of the reserved words (keywords) will be used in the next chapter. Remember to have enough comment in
your code to provide a good description, but don’t comment every trivial thing.

In Chapter 8 we are going to employ these basic rules to build some useful designs.

Tip Alt + Shift in Notepad ++ for block edit is very useful in VHDL coding

“God made the integers, all the rest is the work of man.”

—Leopold Kronecker
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CHAPTER 8

Telling the Truth: Boolean Algebra
and Truth Tables

In this chapter, we will show you how to use the basic elements (signals) to create combinational logic in
VHDL (VHSIC (very high speed integrated circuit) Hardware Description Language). We'll also cover two
IEEE (Institute of Electrical and Electronics Engineers) libraries, namely, std_logic_1164 and numeric_std
which provide features for more than just Boolean logic in your FPGA (field-programmable gateway array)
design. By the end of this chapter you will know how to create a 4-bit adder using two different approaches
and then you’ll use ModelSim to simulate the 4-bit adder.

8.1 Boolean Algebra

Boolean algebra is like designing switches for turning light bulbs on and off. Figure 8-1 shows a design that
uses two switches to control the doorbell. If we would like to ring the bell when either one of the switches is
connected (high), then we need an OR gate.

Switch 1 G/
Switch 2 @/: i

Figure 8-1. Boolean algebra example 1—doorbell

In Boolean algebra, we use the following equation to describe what is happening in the doorbell design:
Bell Ring = Switch 1 + Switch 2

The plus (+) sign in Boolean algebra is logical OR. There are two more basic operation signs in Boolean
algebra. They are e which is AND and ~ which is NOT. Boolean algebra only has two possible outputs, logical
high/true (1) or logical low/false (0) inputs and outputs.

Let’s look at one more example. We would like the output (Result) set to high when all inputs (A, B, and
C) are low (Figure 8-2). The Boolean algebra equation will be like the following:

Result=~A e ~B e ~C
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Result

K!;:
Y

Figure 8-2. Boolean algebra example 2 in logic gate

It is very easy to create the logic gates from the Boolean algebra equation. It is like a direct map to the OR,
AND, and NOT gates. This gate-level implementation can be easily written in VHDL, as shown in Listing 8-1.

Listing 8-1. Boolean Algebra Example 2 in VHDL Code

library ieee; -- All of the deisgn need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity boolean_algebra_example2 is
port (
A: in std_logic;
B: in std logic;
C: in std_logic;
Result: out std_logic
)

end boolean_algebra_example2;
architecture behavioral of boolean_algebra example2 is

-- Declarations, such as type declarations, constant declarations, signal declarations etc
signal temp : std_logic;

begin -- architecture behavioral of boolean_algebra example2

temp <= NOT A AND NOT B ;
Result <= NOT C AND temp;

end behavioral;
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8.1.1 Simulation Steps for Boolean Algebra Example 2

It is time to do some simulation of this VHDL logic file. Please take the following steps to create the VHDL file
and simulate it in ModelSim:

1. Create a Quartus project using the project template (see Chapter 4)

2. Click File » New... from the Quartus Prime menu to add a new VHDL file
(Figure 8-3).

o Quartus Prime Lite Edition - C:/BeMicroMax10/ch08/boolean_algebra_example - boolean_algebra_example

 File | Edit _View Project _Assignment Processing Tools Window Help ’
1) New.. Cti+N
= Open.. Ctr+O
Close Ctri+F4

[ New Project Wizard...
B Open Project... Ctri+J
Save Project
Closg Project
H save Ctrl+S
Save As
¢ Save All Ctri+Shift+S

Eile Properties

Create [ Update >
Export,
Convert Programming Files...
11 Page Setyp
& Print Preview
™% Print Ctri+P

Recent Files »

Recent Projects »

Exit Alt+F4

Figure 8-3. Add New file to project

3. Select VHDL File and Click OK (Figure 8-4).
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O New | 2@

New Quartus Prime Project

4 Design Files
AHDL File
Block Diagram/Schematic File
EDIF File
Qsys System File
State Machine File
SystemVerilog HDL File
Tel Script File
Verilog HDL File
VHDL File

4 Memory Files
Hexadecimal (Intel-Format) File
Memory Initialization File

4 Verification/Debugging Files
In-System Sources and Probes File |8
Logic Analyzer Interface File
SignalTap Il Logic Analyzer File
University Program VWF

4 Other Files
_AHDI_Include File

»

1

[ OK ” Cancel H Help

Figure 8-4. Add New VHDL file in Quartus Project

4. Copy the code from Listing 8-2 into the new VHDL file and save the file as
boolean_algebra_example2.vhd with the check box Add file to current project
ticked (Figure 8-5).

Listing 8-2. boolean_algebra_example2.vhd

library ieee; -- All of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity boolean_algebra example2 is
port (
A: in std_logic;
B: in std_logic;
C: in std_logic;
Result: out std_logic
)

end boolean_algebra_example2;
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architecture behavioral of boolean_algebra example2 is
-- Declarations, such as type declarations, constant declarations, signal declarations etc

signal temp : std_logic;
begin  -- architecture behavioral of boolean_algebra_example2

temp <= NOT A AND NOT B ;
Result <= NOT C AND temp;

end behavioral;

Save As

—~— = m—
Uk/' b » Computer » OS5 (C:

Organize ~ New folder
licenses Name Date modified Type

logs
L db
| BeMicro_MAX10_top.vhd

nios2eds _
= d| boolean_algebra_example2.vhd 21/2016 733 PM  VHD File 1KB

L. modelsim_ase

quartus
uninstall
L. apps
- BeMicroMax10
ch04
L. chOda
chQ4b
4 ). chos
L db

File name; boolean_algebra_example2.vhd

Save as type: | VHDL Files (*vhd *vhdi)

Save | | Cancel

' Hide Folders

Figure 8-5. Save the VHDL file as boolean_algebra_example2.vhd

5. In Project Navigator, select Files. Right-click the file boolean_algebra_example.
vhd and click Set as Top-Level Entity (Figure 8-6).
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r

Q Quartus Prime Lite Edition - C:/BeMicroMax10/ch08/boolean_algebra_example - boolean_algebra_example

File Edit View Project Assignments Processing Tools Window Help @

F= Files
BX BeMicro_MAX10_top.v
BR BeMicro_MAX10_top.sdc
2 boolean_algebra_example2.vhd|

O d ") " [boolean algebraexample <v| S EHE B T K E S © A V|
Project Navigator [Ci] Files vl @e x ‘ @ boolean_algebra_example2 vhd

Bor X nofm 0w ¥R

1 1ibrary leee;
2 use ieee.std_logic_1164.all; -
3
“ atoa A - a - . a -3 .i
Open
Remove File from Project
[ & Setas Top-Level Entity Ctrl+Shift+V .l _
i
Create AHDL Include Files for Current File
Create Symbol Files for Current File
Create Verilog Instantiation Template Files for Current File ez
Create VHDL Component Declaration Files for Current File C
Properties. ..
xrouey T arvrrteccur e penay 0

Figure 8-6. Set boolean_algebra_example2.vhd as Top-Level Entity

Click Processing » Start » Start Analysis & Elaboration from the Quartus

Prime menu or click the blue triangle with green tick box in the toolbar to start
analysis & elaboration (Figure 8-7). It will not have any warnings or errors in the

message pane (Figure 8-8).

Ete Edt Yiew Project Assignments Processing Jools Wndow Heip @

- peclartions,
signal temp : std_

Bbegin

temp
Result

Lend behavioral;

Figure 8-7. Start Analysis & Elaboration button
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Propect Navigator | &) Heerarchy vu@e » =3 boclean_sigetea_example2 vhd = Stant Anstyss & Elaboraton
- - === AN AN WS - -
Mol EENNE ODYVEE
iy MAX 10 10MOSDAF434CHGES 1 Tibrary ieee; - ATT of the deisgn need ieee library
* bookean_sigetra_samphe? e 2 use jeee,std_logic_1164.al11; uUsing std_logic_1164 package
3
4 pBentity boolean_algebra_example2 is
5 8 port ( ) i
6 A: in std_logic;
7 B: in std_logic:
8 C: in std_logic;
9 Result: out std_logic
10 + :
g end hoo‘lean_a'lgebra_exm]ﬂ:
13

Barchitecture behavioral of boolean_algebra_example? is

Isu{ll as type declarations, constant declarations, signal dtions etc
ogic;

architecture behavioral of boolean_algebra_example2

<= NOT A AND NOT B ;
<= NOT € AND temp:
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o BEE B ¥ [0 | [8rmiiien
? Type 1D  Message
o L)

o Running Quartus Prime Analysis & Elaboration
o Command: quartus_map --read settings_fileszon --write settings_files=off boolean_algebra_example -c boolean_algebra_example --analysis_and elaboration
o 20030 Paralle]l compilation is enabled and will use 4 of the 4 processors detected
] 12021 Found 1 design units, including 1 entities, in source File bemicro_max10_top.v
*@ 12021 Found 2 design units, including 1 entities, in source file boolean_algebra_examplel.vhd
® 12127 Elaborating entity "boolean_algebra examplel" for the top level hierarchy
o Quartus Prime Analysis & Elaboration was successful. 0 errors, 0 warnings

System (] | Processing (8] |
| Messages

Figure 8-8. Message after Start Analysis & Elaboration finished

7. Click Tools » Run Simulation Tool » RTL Simulation from the Quartus Prime
menu to start simulation (Figure 8-9). The Select Simulation Language box will
pop up; select VHDL and click OK (Figure 8-10).

O Quartus Prime Lite Edition - C/BeMicroMax10/ch08/ _algebra_ e - bool
|Ede Eot Vw Prowct Assgnments Processing (Tooks| Window teip @
TR E ST D C | bookean_algeba_exa Run Simylation Tool

Progect Navigater 4 Hoprarchy -~ a@e = %+ Launch Simulation Library Comprber
B Rty R Cocion Spacs ¢

iy MAX 10: 10MOBDAF4B4CEGES |
* boclean_sigebra_sxample2 /b

Y
e Chsnt T Aol ) -- ATT of the deisgn need jeee Tibra
©r e = h1; -~ Using std_logic_1164 package
Adwsors »
| ample2 is
11 Chip Planner .
g Design Partition Planner y]CE
pic;
Nothst Viewers » pic;
» Etd_logic
1P SignalTap I Logic Agalyzer
;— In-System Memory Content Edéor le2;
1 ™ Logc Analyzer Intertace Editor f boolean_algebra_example2 is
1 o1 inSystem Sources and Probes Edtor E type declarations, constant declarations, signal dt-
i ;
11 SignalProbe Pins.
}’ Programmer phavioral of boolean_algebra_example2
X JTAG Chain Datugger A AND NOT B :
3‘ Fautt Ingection Debugger C AND temp;
4 Systam Debugging Tools r
‘
i

IP Catalog

-

Néos I Software Budd Tools for Eclipse
& Qys
2 Tel Scipts

Customize.
Qptions.

o Install Dewces

Figure 8-9. Start RTL simulation from Quartus Prime
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(X ]
Quartus Prime software found you had ModelSim-Altera software
installed, it will be used as your simulation tool for this project. Please
select the simulation language and click OK to continue.
Note, you can specify a different simulation tool and other settings in the

O Select Simulation Language

Simulation Language: [VHDL =z ]

[ ok

) [ Cancel | [ Help ]_::_

Figure 8-10. Select Simulation Language
8. The following two windows should pop up (see Figure 8-11 and 8-12)

TR Mot ALTERA STARTER EDITION 1045
Fie Bot View Comple Sevaste ASd Loy Toom Liyowt Sooumats Window el
CEETET IR 1 el AEE | STREN| ta 7 20 1| vt ainaiate

o )

e

Figure 8-11. ModelSim Main window
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)
£ Wiew B0d Formas Tees Bocksark Window kel
o e
CRFTET ] ao CE | S| e 3 M ppe|tarizas]q.-q. -2 || In o S
- o - - mn REREan IE ol
II
| e e | |

B e 2408 m

Figure 8-12. ModelSim waveform window

9. Inthe Library Window, click the cross next to the work library and right-click
on boolean_algebra_example2. Click Simulate. Or type vsim work.boolean_
algebra_example2 in the transcript box shown in Figure 8-13. ModelSim should
show something like Figure 8-14. It will have Sim, Transcript, Processes, and

:36:53 on )  Properties...

lax10/ch0B8/boolean_algebra_ example2.vhd

Objects windows.
A OWENTyNIm_nssi_ver |empry) SMUUEL_ | ELH/ ../ 3BT 8/ VErIog, TWentynim_nssi
M twentynm_ver (empty) $MODEL_TEC altera/verilog/twentynm
++-# verilog $MODEL_TEC!
$MODEL_TECH/
rtl_work
e \Max10/ch08/boolean_algebra_exa --.vx'r'-_
[ |
| 4 Library |3 Project | 5
Edit
F Transcript - Refre E
§ vlib rtl work
$ wvmap work rtl work Recompile
£ Model :‘eﬁh:ongJ Modelsin  Update Pping Utility 2015.05 May 27 2015
$ vmap -modelsim quiet work |
£ ite/1g Create Wave k/../modelsim.ini to modelsim.ini
4
- Delete Delete p/win32aloem/../modelsim.ini to modelsim.ini.
¥ Updated modelsin  Copy Ctri+C
$
§ work {C:/E New ’ Blgebra example2.
- ; ModelSin ?&r 2015.05 May 27
$

ogress 300 -93 -work work C:/BeMicr

Figure 8-13. Start simulation
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™ ModetSim ALTERA STARTER EDITION 10.40

File Eot View Compile Simulate Aod Waich Tools Layout Boolomars Window Help
-NB-FE:O-?MEH Rtes i e dUUUNC QYO tTATI 2R || uessinalate v || Cotmeiap
| ) 7

Jlpam
SMOOEL_TECH Jod_developersit
SMOOEL_TIOW ./
SMOOFL_TEOW .
SMOOEL_TEOW../
SMOOEL_TEOW /altera vhil/ siratiov_pow_hp
SMODEL_TEOW ./ sReraverdog straton_poe_hg
SMOOEL_TIOY ./ altera veriog stratuy
SMOOEL_TECH/ ./ ateravhel wiratonr
SMODEL_TEOW../akera/vhil/straton_bus
SMOOEL_TEOW./alterasveriog/ strate_has
FMOOEL_TECH/ -/ sltera vhill seraton_pow_hp
SMOOEL_TEOW -/ altera verilog stratind_poe_hep
SMOOEL_TECH, ./ wltwra varikon/strato
SMOOEL_TEOW /ov_sd
SMOOEL_TEOW S mymepnys
SMOOEL_TECH/ -/ slara vhal Teventynen
SMOOEL_TECH_/alera v Besntynm_bp
SMOOEL_TECW ./ alera/veriog Swentyren_ho
SMOOEL_TEOW ./ aRera vhil Tesnlynm_has
SMOOEL_TECH ./ ataraveriog Twentyren_has
SMOOEL_TECH/ ./ sitera/veriog Teentyrem
SMOOEL_TEOW S
SMODEL_TECH//ea2000
g

n_slgebra_sxaspled
7109 on Mar 21,2016
.standard

io(bady)
logie 11

Figure 8-14. New section started in ModelSim when simulation was started

10. We need to add signals to the wave windows to see what is happening. Right-
click boolean_algebra_example2 in the sim window and select Add Wave. Or
type add wave -position insertpoint sim:/boolean_algebra_example2/* in the
transcript (tool command language (tcl) window). See Figure 8-15. Figure 8-16
shows all of the signals in the design (A, B, C, Result, and temp)
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e .
-4 stratixiv_pcie_hip [ View Dedaration \DEL_TECH/../altera/vhdl/stratixiv_pcie_hip
-l stratixiv _pcie_hip_ver _ y DEL_TECH/../altera/verilog/stratixiv_pcie_hip
aHflil stratiiv_ver e s ENEAuon IDEL_TECH)/../altera/verilog/stratixiv
-4l stratixv UVM » IDEL_TECH]. faltera/vhdl/stratixv
-4l stratiov_hssi DEL_TECH/../altera/vhdl/stratixv_hssi
M stratixv_hssi_ver (empty  UPF ? |DEL_TECH/..faltera/verilog/stratixv_hssi

e stratixv_pcie_hip DEL_TECH/../altera/vhdl/fstratixv_pcie_hip
“ stratixv_pcie_hip_ver (& : : DEL_TECH/../altera/verilog/stratixv_pcie_hip
M stratoor_ver (empty) Add Wave To * |DEL_TECH]../altera/verilog/stratixv

Sl sv_std Add Dataflow  Ctrl+D  |DEL_TECH/../sv_std

++-l} synopsys Add to » IDEL_TECH/../synopsys

o ! twentynm ~ IDEL_TECH/..faltera/vhdl/twentynm

++-fil twentynm_hip Copy Crl+C  pEL_TECH]../altera/vhdl/twentynm_hip
M twentynm_hip_ver (em| Find... Ctrl+F DEL_TECH/../altera/verilog/twentynm_hip

-} twentynm_hssi Save Selected... DEL_TECH/../altera/vhdl/twentynm_hssi
i twentynm_hssi_ver (enf DEL_TECH/../altera/verilog/twentynm_hssi
B twentynm_ver (empty)|  Expand Selected DEL_TECH/../altera/verilog/twentynm

+-# verilog Collapse Selected IDEL_TECH/../verilog

+-f vital2000 Collapse All DEL_TECH/../vital2000

—- i wanrk E “bnrk

« | Code Coverage »

| i Library Project | Test Analysis »

sim - Default : X e et E
|*mstance Show >

{8 bovleanalgebraeamplec = |
- line__20

L@ line__19

M standard

M textio

M std_logic_1164

Figure 8-15. Adding signals to the wave windows

. Wave

File Edit View Add Format Tools Bookmarks Window Help

H-s0-6| 1BB0 | 0-AF||SRERH|| Gt e M 10 -HHHNHNAS ﬂﬂe| tat it s
[ 3063 | sowen vipr|@QQSSR| L UWIMT T 7]

E 1) -No Data-
_ P

-Ho Date-
-No Data-
-No Data-

Figure 8-16. Wave window shows all the signals

11.  Right-click A signal and select Force.... Force Selected Signal window pop-up
(Figure 8-17). Change the Value from U to 1 (Figure 8-18) and click OK. Or type
force -freeze sim:/boolean_algebra_example2/A 1 0 in the transcript (tcl
window).
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dWave
File Edit View Add Format Tools Bookmarks Window Help
1a) Wave - Default

B-3E28 4R8O [ O-HE || STERE| @t «= 5
IB'---DE-B- Search:

-l Data-
Object Declaration

Add
Edit
View

Radix
Format

Combine Signals...

Group...

Force...
NoForce
Clock...

Froperties...

Figure 8-17. Force signal A to high (1)

o
ﬁ Force Selected Signal ﬁ

Signal Name:|sim: /boolean_algebra example2/.
Value: |1
Kind

@ Freeze ( Drive  Deposit

Delay For:|0

Cancel After:

oK [ Cancel

Figure 8-18. Force signal A to high (1)

12.  To speed up the process, please run the following tcl script (Listing 8-3) in the
Transcript window. See Figure 9-19 for the waveform window. This tcl set all
inputs (A, B, and C) to high and changes the inputs one by one to low every 100
ns. The output (Result) stays low until 300 ns, when it changes to high. It matches
our Boolean algebra equation.
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Listing 8-3. tcl for Generating Inputs A, B, and C in Example 2

force -freeze sim:/boolean_algebra_example2/B 1 0
force -freeze sim:/boolean_algebra_example2/C 1 0

run 100 ns
force -freeze sim:/boolean_algebra_example2/A 0 0
run 100 ns
force -freeze sim:/boolean_algebra_example2/B 0 0
run 100 ns
force -freeze sim:/boolean_algebra_example2/C 0 0
run 100 ns
iWave
File Edit View Add Format Tools Bookmarks Window Help
| nmf Wave - Default
[[B-cR-& @D 0-AF |@"/~ aal e [0 opIUTLBHAS [ DDt EaL
[l Search: . v.\..:-.'- #: . QQQ,_E QT?\ 1 l | IER | '|I
I.. | |

x
| 2
x
& Resul

‘IE Cursor 1 r315 us

Figure 8-19. Simulation result on Boolean algebra example 2

8.1.2 Truth Tables

Truth tables are another way to express Boolean algebra or gate logic. In general, the truth table has 2An
rows where n is the number of inputs. For example, three input will have 2A3 = 8 combinations. Let’s use
example 2 to demonstrate writing truth tables. In Table 8-1 it’s clear that the result is set to high if and only if
all inputs are low. This can help you compare the simulation result with the expected behavior.
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Table 8-1. Truth Table for Example 2
A B C Result

0 0 0 0 1
1 0 0 1 0
2 0 1 0 0
3 0 1 1 0
4 1 0 0 0
5 1 0 1 0
6 1 1 0 0
7 1 1 1 0

Truth tables are very good tools for expressing Boolean algebra in a systematic way. They show all the
input combinations and all you need to do is work through them one by one and fill out all the possible
combinations of output. Therefore, the FPGA creates Boolean algebra by using the truth table in look-up
tables (LUTs). FPGAs can combine more than one LUT to form a bigger truth table.

8.2 Standard Logic in VHDL

In Boolean algebra, logic states are only defined as high/true (1) or low/false (0). This sounds fine on paper,
but there are not enough states to describe real hardware states (high-impedance, unknown, etc.). All the
signals in VHDL are wires. We need more than two values to describe a wire status, which is very important
for accurate simulation.

IEEE 1164 is a standard logic data type with nine values as shown in Table 8-2.

Table 8-2. IEEE 1164 Standard Logic Data Type

Character Description Simulate

'u' Uninitialized No Driver

'X' Unknown logic value, strong drive =~ Unknown

0’ Logic Zero, strong drive Drive low

T Logic One, strong drive Drive high

VA High impedance Tristate buffer

W' Unknown logic value, weak drive Unknown

' Logic zero, weak drive Pull-down resistor
'H' Logic one, weak drive Pull-up resistor

- Don't care Don't care

Having these nine values, it becomes possible to accurately model the behavior of a digital system
during simulation. The 'Z' is used to model and output enable and the '-' don't care is used to optimize the
combinational logic.

The most important reason to use standard logic data types is to provide portability between models
written by different designers or different FPGA design tools.
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To use this standard logic type in the VHDL file, you need to add two statements in the very beginning
of VHDL code.
Listing 8-4. Using IEEE 1164 Standard Logic in VHDL Design

library ieee;
use ieee.std loigc 1164.all;

8.2.1 Standard Logic Data Types

There are three data types you need to know in a std_logic_1164 package.
1. std_ulogic
2. std_logic
3. std_logic_vector

The first is one of the most basic data types. The std_ulogic data type is an unresolved type which
means that it does not allow two drivers to drive this std_ulogic signal at the same time (Table 8-3). std_logic
support resolver two or more drivers to drive the signals. The IEEE 1164 package defines how std_logic
resolves multiple drivers' value.

Table 8-3. Resolution of IEEE 1164 std_logic Data Type

U X' '0’ "1' 'z ‘W L 'H' B
v’ U’ U’ U’ U’ U’ U’ U’ U’ U’
X' 'u' X' X' X' X' X' X' X' X'
0’ 'u' X' '0' X' '0' '0' '0' '0' X'
7 'u' X' X' T 7 T T T X'
VA U’ X' ‘0’ ' VA W' ' 'H' X'
W 'u' X' '0’ T W' W' W W' X'
'L U’ X' ‘0’ 1 ' W' ' W' X'
'H' 'u' X' '0’ T 'H' W' W 'H' X'
! U’ X' X' X' X' X' X' X' X'

The third data type std_logic_vector is an array type. Users need to define the array width in
the VHDL code.

8.2.2 4-Bit Adder Examples with Standard Logic Types

This example will demonstrate the std_logic_vector using submodules. The 4-bit adder starts from the
Simulation steps for Boolean algebra example 2, step 3 and adds new files.

1. Copy the code in Figure 8-20 (or Chapter 6, Exercise 2 answer code (page 122-123))
into a new VHDL file and save the file as fulladder.vhd with the check box Add
file to current project.
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@mlean_algem_emmez,vhd 8 ] GfCompilation Report - boolean_algebra_example [} ] @ft.liladder.vhd 8

w0 EERNNRMODY WS

1 Tibrary Jeee;

2 use jeee.std_logic_1164.al1;
3

4 Bentity fulladder is

5 8 port (

6 A : in std_logic;
7 B : in std_logic;
8 (& : in std_logic;
9 SuM : out std_logic;
%2 Carrout : out std_logic

B )’
12 ‘Llend fulladder;
13 @architecture behavioral of fulladder is

14

15 signal D : std_logic;

160 - )

17 Bbegin

18

19 D <= A Xor B;

20 SUM <= D xor C;

%]2. Carrout <= ((D and C) or (A and B));
23 lend behavioral;

24

Figure 8-20. fulladder .vhd code

2. Copy the code in Figure 8-21 to a new VHDL file and save the file as four_bit_
adder.vhd with the check box Add file to current project. Before we can use the
fulladder inside four_bit_adder (both section A and B show in Figure 8-21), we
must declare the full adder in section - A.
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i}

HNGEEED[?B:QB@@

1 Tibrary iee

% use ieee. std logic_1164.a11;

4 @gentity four_bit_adder is

5 8 port( 2 ; e

6 D1 : in std_logic_vector(3 downto 0 ; == Four bit input - 1

7 D2 : in std_logic_vector(3 domnto 0); -- Four bit input - 2

8 SuM : out std_logic_vector(3 dowmnto 0); -- Four bit output

9 Carrin : in std_.logic;

%g garrout : out std_logic == Carry Out
i H

g end four_bit_adder;

{; Barchitecture structure of four_bit_adder is

16 signal c_2 : std_logic;

17 signal c_3 : std_logic;

%g signal c_4 : std_logic;

20 8 jcomponent fulladder

21 8 port(

22 A : in std_logic;

23 B : in std_logic;

24 C : in std_logic;

25 SuM : out std_logic;

g? Carrout : out std_logic

gg end component; -

% begin

32 fulladder: fulladder

33 B8 port map (

34 A

35 B => D2(

36 [ => Carrin,

37 SuM => SUM(0),

38 Carrout => c_2

39 ;

40

4 | |funadder2 pm : fuladder Label

42 B porl:

43 -> DIE ;

44 => D2(1

45 = C.2,

46 SUM => SUM(1),

47 carrout => ¢_3

ﬁ b

50 | |fulladder3_pm : fulladder Component name

51 B8 port map (

52 A => D1(2),

53 8 => D2(2),

54 C => C_3,

55 SUM => SUM(2),

56 Carrout => c_4

57 b H

58

59 fulladderd_pm : fulladder

60 B | port map (

61 A -> DIE ;

62 B => D2(3

63 C = C.4

64 SuM => SUM(3),

65 Carrout => Carrout

66 H

67

68 Llend structure;

Figure 8-21. four_bit_adder.vhd
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3. Inthe Project Navigator, select Files. Right-click the file four_bit_adder.vhd and
click Set as Top-Level Entity.

4. Click Processing » Start » Start Analysis & Elaboration from the Quartus
Prime menu or click on the blue triangle with green tick box in the tool bar to
start analysis & elaboration.

5. Click Tools » Run Simulation Tool » RTL Simulation from the Quartus Prime
menu to start simulation.

6. Inthe ModelSim transcript type the following to run simulation
a. ModelSim » vsim work.four_bit_adder

7. Type add wave -position insertpoint sim:/four_bit_adder/* in the transcript
box. The wave windows should show as Figure 8-22.

r 1

| Wave =™~

File Edit View Add Format Tools Bookmarks Window Help |

| 1m| Wave - Default Hel x|
B-aEZ& I BRO:|O-AF | SDEAM|| [ fe= |BF] 100 s EIEIRIES | 3 DS

[tatizas][aage 9k usump[EEestai|
| 9¢- 963 | search: Henz]aaassa| L AmimT S T
"

oF. 2 Uuuy

OF 2] Uuuu

& 4 SUM wuuu
& carrin
& Carrout
*c2

%3
& c 4

Nowy

I::c.c cle

0.00000 us
:
| K I ] I

0 psto 9612 ps Mow: 0 ps Delta: 0
.

Figure 8-22. 4-bit adder simulation wave windows

8. Copy the tcl to transcript (Listing 8-5) and hit Enter.

Listing 8-5. tcl for Generating Four-Bit Adder Inputs

force -freeze sim:/four_bit_addex/D1 0000 0
force -freeze sim:/four_bit_adder/D2 0000 0
force -freeze sim:/four_bit_adder/Carrin 0 0
run 100 ns
force -freeze sim:/four_bit_adder/D1 0001 0
run 10 ns
force -freeze sim:/four_bit_addexr/D1 0010 0
run 10 ns
force -freeze sim:/four_bit_adder/D2 0010 0
run 10 ns
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force -freeze sim:/four_bit_adder/D2 0011 0
Tun 10 ns
force -freeze sim:/four_bit_adder/D2 0111 0
run 10 ns
force -freeze sim:/four_bit_adder/D1 0110 0
run 10 ns
force -freeze sim:/four_bit_adder/D1 1110 0
run 10 ns
force -freeze sim:/four_bit_adder/D1 0110 0
run 10 ns
force -freeze sim:/four_bit_adder/Carrin 1 0
run 10 ns

9. Wave windows will show all the calculation results from the four-bit adder
(Figure 8-23). All the input and output are in binary number (Figure 8-24).
Select D1, D2, and Sum with Ctrl key and then right-click it to select unsigned
(Figure 8-25).

i wave l=lE ]

:Eile Edit View Add Format Jools Bookmarks Window Help |

g Wawe - Default Helx

|B-cE=8| s B | O-AF |@f- Ql‘i‘ a,fq--. | 1wopafEIMAAGC | RSN

: - -5 ":"1‘-5i_ x o L Be ] g Lo IR S A 3" #€ - 3+ | Search: v;:?-'-'-::--"_'.. .
fE@L.a%

allLumm |

(1101 11110

E Cursor 1 0.087841 us “I

L] K s — |

0 ps to 199500 ps

Figure 8-23. 4-bit adder simulation result
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m Wave - :Eh_g'H“

File Edit View Add Format Tools Bookmarks Window Help

| ym| Wave - Default Hex
[B-c@-&| s RBD> | O-AF||STHQN|| (o ¢ ew= [H 1 t 2a
B-A-CB- Q|| x Bl YU 0| EEEA D E S N

[acasaa] T aumim]

Object Dedaration

Add
Edit
View
Radix Global Signal Radix...
Format 4
- B - Symbolic
Binary
Combine Signals... Octal
Group... Decimal
T Unsigned
Hexadecimal
Force...
ASCI
NoForce
Time
Clock...
Sficed
Properties... Ufied

| —_—
| m ¥ Use Global Setting
IE Cursor 1 0.087841 us Show Base
| K GEY L

| 0 ps to 199500 ps R E I

1 float32 [
2 floate4

Figure 8-24. How to change the data radix in simulation

1 | Wave == ld:hl‘

File Edit View Add Format Tools Bookmarks Window Help

i i Wave - Default 5T HeAx
B-cE@-&| IRBD: | O-AF|(STHEH || G teas |5 woe-HHNDHES | W De||trt Ll
@-ej-5 8 J‘ i UM B & & R L S| 3693 | Search bl LA

|| QQ@ 3% |1 &/ m i

| Kl I K| i [T o) |

| 0 ps to 199500 ps

Figure 8-25. p Data radix in unsigned
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8.3 Combinational Logic Design in FPGA

Combinational logic can be implemented in three different ways: Boolean equations, truth tables, and logic
gates. Figure 8-26 shows an example of using the different ways to get VHDL logic.

L If either X1 or X2 Y

X2 =1 but not both, —»
——»{ thenYequall

Boolean Equation:

Y= (X1 @ ~X2)+ ("X1 @ X2 )

Truth Table:

X1 | X2 |Y

0 |0 0 0

{ g%
[—
o
[—

Gate Representation:

X2 >DC >

X1 »[ >0 >

FPGA VHDL:
Y <= (X1 and not X2) OR (NOT X1 and X2);

Figure 8-26. Example Boolean equations
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A FPGA designer usually uses Boolean equations to build combination logic. They are simple and clear;
however, they may not provide the best performance (speed) design.

8.4 Summary

Boolean algebra is used to model simple true/false operations with AND/OR/NOT. In VHDL, the IEEE
provides a std_logic_1164 library to add more features on Boolean algebra in std_logic and std_logic_vector

data types.
This chapter also teaches you how to call modules from another module. It is one of the main reasons

you are using HDL to design hardware—you can reuse your modules!

Tip  Break down big problems into small pieces and solve them one small piece at a time.

“Logic will get you from A to B. Imagination will take you everywhere.”

—Albert Einstein
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Simplifying Boolean Algebra for
FPGA

Using Boolean algebra to directly describe the combinational logic in VHDL (VHSIC (very high speed
integrated circuit) Hardware Description Language) may not be a good idea for a design that has more than
four inputs. When the combinational logic design has more than four inputs, the “logic” behind the design
tends to become difficult for other designers to understand. Let's do a quick test. Do you know what the code
in Listing 9-1 describes?

Listing 9-1. Boolean Algebra in VHDL

library ieee; -- All of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity code 9 1 is

port (
a_input: in std logic_vector(1 downto 0); -- 2 bit inputs
b _output: out std logic vector(3 downto 0) -- 4 bit outputs
)

end code 9 1;
architecture behavioral of code 9 1 is
begin -- architecture behavioral of when_else combination

b output(0) <= NOT a_input(0) and NOT a_input(1);
b output(1) <= a_input(0) and NOT a_input(1);

b _output(2) <= NOT a_input(0) and a_input(1);
b_output(3) <= a_input(0) and a_input(1);

end behavioral;

Listing 9-1 is a 2-to-4 decoder. Table 9-1 shows the decoder function. You can easily understand the
function of the design when you see the contents of Table 9-1. This is why VHDL provides a couple of ways
to make it easier for humans to understand the combinational logic/Boolean algebra design. Some call
these methods “Concurrent statements.” Following are the most frequently used concurrent statements. As a
quick reminder, there are only two types of statements that you will see a lot in FPGA design. One type is the
concurrent statement and the other is the sequential statement which we will discuss more in Chapter 10.

© Aiken Pang and Peter Membrey 2017 159
A. Pang and P. Membrey, Beginning FPGA: Programming Metal, DOI 10.1007/978-1-4302-6248-0_9


http://dx.doi.org/10.1007/978-1-4302-6248-0_10

CHAPTER 9 '~ SIMPLIFYING BOOLEAN ALGEBRA FOR FPGA

Table 9-1. Truth Table for Listing 9-1 Code

a_input(0)) a_input(1) b_output(3 downto 0)
0 0 0 0001
1 1 0 0010
2 0 1 0100
3 1 1 1000

Tip  You can use Quartus to show the VHDL in logic gate view. See the following steps.

1. Save the code from Listing 9-1 into a code_9_1.vhd file and add it to the Quartus
project (Please see Chapter 8 on how to create a project and how to add files)

2. Setcode_ 9 1.vhd as Top-Level Entity, as shown in Figure 9-1

ﬁ Quartus Prime Lite Edition - C:/BeMicroMax10/ch09/simplifying_boolean - simplifying_boolean
File Edit View Project Assignments Processing Tools Window Help ’

D =3 E SLLA n 0 1 @ ;[simpiiﬁdng_boolean - =/" éq

Project Navigator | E Files -l=ms x|| © code_9_1vhd
F= Files — m ™ I=E = [
B code 9 1hd ol OOl =20
Open :
Remove File from Project poI
& Set as Top-Level Entity Cuisshitey | 15
Create AHDL Include Files for Current File —;ﬂg;
Create Symbol Files for Current File T
Create Verilog Instantiation Template Files for Current File
Create VHDL Component Declaration Files for Current File chavi
Properties... hitec
114 I
15 b_output(0)

Figure 9-1. Set as Top-Level Entity
3. Click Processing from the menu and click Start compilation (CTRL +L)

4,  After the compilation is done, switch to Hierarchy mode in the Project Navigator
(A in Figure 9-2)
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(b Quartus Prime Lite Edition - C:/BeMicroMax10/ch09/simplifying_boolean - simplifying_boolean

Eile Edt View Project Assignments Processing Tools Window Help @
O d -~ D C | (smbngbo )/ SO D

Project Navigator [ Heaey  ~J=m@a || © code_9_1.vhd
2 = |
_ = MO0 EEMMM U
.\%Ax 10: 1EIMO£.DAF C8G 1 Tibrary jeee;
‘°d°_9.f/ Z | 'setings.. CHI+ShRAE lieee. std_logic_1164.al11;
A Locate Node S Locate in Assignment Editor I
8| Copy Cti+C Locate in Pin Planner a
Locate in Chip Planner L.
Expand Al Locate in Resource Property Editor
Cokapsa A I~ Locate in RTL Viewer
B Properties Locate in Technology Map Viewer le
Bbeg Locate in Design File a
B7 14
15 b_output(0) <= NOT a_i

Figure 9-2. Locate in RTL viewer

5. Right-click the code_9_1 design, click Locate Node, and select Locate in RTL
Viewer (B in Figure 9-2)

Figure 9-3 is the RTL Viewer for the gate logic described in Listing 9-1.

A RTL Viewer - CBeMicroban]iich9/simpifying, bodkesn - simolifying. boolean | == ()
e Eon Ve Tesls Mk belp B Sewchatwacoe i
=7 [Tl =08 [k]Q )1 W > [ A G 5 T

® Pt Fnagres 0« |8 srpitpeg poctean 1 [#]

o b_output~0
a_input[1..0
—nputf1..0] b_output[3..0]

b_output~1

'

o b_output~2

?

= 8 b_output~3

o mew  sboend

Figure 9-3. Listing 9-1 RTL view in gate level
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9.1 Concurrent Statements

In a programming language, program code or statements are processed one statement at a time
(assuming you are using a single-core processor). Each statement needs to wait for the previous statement
to finish. This is good for programming language, which is used to represent a list of instructions for a
processor to execute. It is also easy for humans to write programs like this because we are normally doing
one thing at a time.

VHDL does things differently. Where processors execute statements one at a time, VHDL has the
capability of executing a huge number of statements in parallel. This means that VHDL can run statements
in parallel. Keep in mind that VHDL is used to design real hardware. Running statements (hardware) in
parallel is a piece of cake. If you want to fully unlock the capability of the FPGA (field-programmable gateway
array), then you need to understand the following concurrent signal assignment methods.

In VHDL, most of the concurrent statements exist between begin and end. It is like the code in Listing 9-2.
All four statements are running at the same time. It means that at the same time, b_output(0), b output(1),
b _output(2), and b_output(3) are updated when a_input(0) and a_input(1) change. The order of these
four statements will NOT create any difference in the final result. These kinds of statements are using
concurrent signal assignment.

Listing 9-2. Concurrent Statement: Process in VHDL

process(a_input)
begin
b_output(0) <= NOT a_input(0) and NOT a_input(1);
b output(1) <= a_input(0) and NOT a_input(1);
b output(2) <= NOT a_input(0) and a_input(1);
b output(3) <= a_input(0) and a_input(1);

end process;

The following sections introduce three more signal assignment operators used in concurrent
statements: When-Else, With-Select, and Case.

Tip The order of concurrent statements will have no impact whatsoever on the final result.

9.2 Conditional Signal Assignment—When/Else

The conditional signal assignment is a concurrent statement that is based on the condition (when/else) to
make the decision of which signals drive the outputs. Listing 9-3 shows what it looks like in code.

Listing 9-3. When Else VHDL Code Syntax

signal get assignment <= assign value_1 when condition_1 else
assign_value_2 when condition_2 else
assign_value_ 3 when condition_3 else

assign_value n;
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If the first condition (condition_1) is fulfilled, then the assign_value_1 will be assigned to the signal_get_
assignment. If the first condition is not fulfilled and the second condition is fulfilled, then the assign_value_2
will be assigned and drive the output signal_get_assignment. Follow this logic, until all of the conditions
(n-1) are not met, and then assign_value_n will drive the signal_get_assignment. Now let’s see how to use
when/else to do the same thing as the code in Listing 9-1.

Listing 9-4 is an example of using WHEN ELSE to create the same multiplexer as Listing 9-1. Figure 9-4
is the RTL view of the WHEN ELSE design. If you compare it with Figure 9-3, then you will find they are not
the same hardware but similar logic function.

Listing 9-4. WHEN ELSE Combination in VHDL Code

library ieee; -- All of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity when_else_combination is
port (
a_input: in std logic_vector(1 downto 0); -- 2 bit inputs
b _output: out std logic_vector(3 downto 0) -- 4 bit outputs
)

end when_else combination;

architecture behavioral of when_else combination is
-- Declartions, such as type declarations, constant declarations, signal dtions etc

begin -- architecture behavioral of when_else combination

b_output <= "0001" WHEN a_input = "00" ELSE

"0010" WHEN a_input = "01" ELSE
"0100" WHEN a_input = "10" ELSE
"1000" WHEN a_input = "11" ELSE
"0000" ;
end behavioral;
a_input[1..0) >
. a1 o) Eq“’i:]_ . b_output~[9..6]
Zh3 g1 m% . b_output~[1..0] b_output(3..0]
Equalt ‘."hz*
— N -
202 gyt E]‘.c,u
Equal2
| wo G

Znt gy ’ " b_output~2
1m0 L.—

Figure 9-4. RTL view of WHEN ELSE combination code in Listing 9-4

There is another example code which is using a WHEN ELSE statement. It is a multiplexer (MUX) with
four 8-bit input selection and one 8-bit output.
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Listing 9-5. WHEN ELSE MUX in VHDL Code

library ieee; -- All of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity when_else mux is
port (

mux_sel: in std_logic_vector(1 downto 0); -- 2 bit MUX Select
a_input: in std logic_vector(7 downto 0);
b_input: in std logic_vector(7 downto 0);
c_input: in std_logic_vector(7 downto 0);
d_input: in std logic_vector(7 downto 0);
m_output: out std logic vector(7 downto 0)
)

end when_else_mux;

architecture behavioral of when_else mux is
-- Declartions, such as type declarations, constant declarations, signal dtions etc

begin -- architecture behavioral of when_else_combination

m_output <= a_input WHEN mux_sel = "00" ELSE
b_input WHEN mux_sel = "01" ELSE
c_input WHEN mux_sel = "10" ELSE
b_input WHEN mux_sel = "11";
end behavioral;

9.3 Select Signal Assignment—With/Select

Based on several possible values of a single condition_variable, it assigns a value to signal_get_assignment.
You only need to type the condition_variable(a_input) one time in here. You can compare Listings 9-4 and
9-7. Listing 9-7 show that a_input only needs to be typed one time and Listing 9-4 must be typed four times.
The official name for this VHDL with/select assignment is the selected signal assignment.

Listing 9-6. WITH SELECT VHDL Code Syntax

with condition_variable select signal get assignment <=

assign _value_ 1 when condition_1, -- condition_
variable equal to condition_1

assign_value_2 when condition_2, -- condition_
variable equal to condition_2

assign_value 3 when condition_3, -- condition_

variable equal to condition_3
assign_value_n when others;

Listing 9-7 shows the exact same function as Listing 9-1 but using With/Select.
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Listing 9-7. WITH SELECT Combination in VHDL Code

library ieee; -- All of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity with select combination is
port (
a_input: in std logic_vector(1 downto 0); -- 2 bit inputs
b output: out std logic vector(3 downto 0) -- 4 bit outputs
);

end with_select _combination;

architecture behavioral of with_select_combination is
-- Declartions, such as type declarations, constant declarations, signal dtions etc

begin -- architecture behavioral of when_else combination

with a_input select b _output <=
"0001" when "00",
"0010" when "01",
"0100" when "10",
"1000" when "11";
end behavioral;

Mux0

a_input[1..0][> — DE-I::{;,,E]

—{ > b_output[3..0]

Mux1

SEL[1..0]
4'h4 DATA[3..0

Mux2

SEL[1..0]
4'h2 DATA[3..0

?

Mux3

SEL[1..0]
4'h1 DATA[3..0

Figure 9-5. RTL view of WITH SELECT combination code Listing 9-7
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From the differences between Figure 9-4 and Figure 9-5, you can tell that there is something different
between the two concurrent statements approach. The first one (WHEN/ELSE methods) added a priority
condition in the input. The logic will check condition_1 first. If it passes then the result will send to the
output (the Equal3 condition from Figure 9-4). For the WITH SELECT combination code, it uses MUX to
implement the design without any priority decoding. The WITH/SELECT statement can ONLY depend on
the value of a single expression. WHEN/ELSE statements, however, can depend on the values of multiple
expressions.

Listing 9-8 uses the same example for MUX with a four 8-bit input selection and one 8-bit output, this
time using a select statement. Figure 9-6 shows the RTL of the MUX design using WITH SELECT design.

Listing 9-8. WHEN ELSE Combination in VHDL Code

library ieee; -- A1l of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity with_select_mux is
port (
mux_sel: in std_logic_vector(1 downto 0); -- 2 bit inputs MUX select
a_input: inm std logic vector(7 downto 0);
b input: inm std logic vector(7 downto 0);
c_input: inm std logic vector(7 downto 0);

d_input: in  std logic vector(7 downto 0);
m_output: out std logic vector(7 downto 0)
);

end with_select_mux;

architecture behavioral of with_select_combination is
begin -- architecture behavioral of when_else combination

with mux_sel select m output <=
a_input when "00",
b_input when "01",
c_input when "10",
d_input when "11";
end behavioral;
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Mux0

SEL[1_0]
n;j(;:::;g} DATA[3.0] —{ > m_output[7..0]
b_input[7..0]] )
c_input[7..0]|_)
d_input[7..0]| )

DATA[0]43<-2 [DATA[0)35<-3 (DATA[0]27<-4 [DATA[0]19<5 [ DM0F

SEL[1..0]
DATA[3..0]

DATA[3]46<-2 [ DATA3]38<-3 [ DATA[3)30=-4 [DATA122<-5 | DRTAIRTAGH

DATA[2]45<-2 | DATA[2]37<-3 [ DATA[2)20<-4 [ DATA[2)21<-5 | DATALY T Ae2n

DATA[1]44<-2 | DATA[1]36<-3 | DATA[1]26<-4 | DATA[1]20<-5 | DMEADE

'DATA[1]60<-0 [ DATA[1]52<-1

DATA[0]59<-0 [DATAO)51<-1

1<

DATA[Z]53<-1
DATA[3]62<-0 [DATAI54=-1

Figure 9-6. RTL view of WITH SELECT combination code Listing 9-8

9.4 Process with Case Statement

Case statements are very similar to the WITH SELECT statement. At the start of the case statement is the
selector expression, between the keywords case and is (Listing 9-9). The value of the condition_variable is
used to select which statements to run. The body of the case statement contains a list of alternatives. Each
alternative starts with the keyword when and is followed by one or more condition values and assignment
statements. There MUST be exactly one condition value for each possible value. The last alternative is using
the keyword others, which include, all other condition values that the foregoing alternatives do not cover.
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Listing 9-9. Case Statement in VHDL Code Syntax

case condition_variable is
when condition_valuel => signal get assignment <= assign_value_1;
when condition_value2 => signal get assignment <= assign_value_2;
when condition_value3 => signal get assignment <= assign_value_ 3;

when others => signal get assignment <= assign_value n;
end case;

Tip Remember to add when others at the end of the alternative list.

The case statement is a good example to show the difference between programming software and
designing hardware. In the C programming language, switch case statements are examined from top to
bottom. In VHDL, all the cases are examined at the same time. C programs are limited by the processor only
allowing comparison of a limited number (most of the time it is one) of condition and branch locations. In
hardware design, we can design as many conditions and branches as we want.

Listing 9-10 shows the exact same function as described in Listing 9-1 except here we are using case
statements. The case statements need to be within the process begin and end process keywords. The
process must be sensitive to all the inputs (in this case a_input), because the output of the decoder (b_
output) must change when a_input changes.

Listing 9-10. Process Case Combination in VHDL Code

library ieee; -- All of the design need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity case combination is

port (
a_input: in std logic_vector(1 downto 0); -- 2 bit inputs
b output: out std logic vector(3 downto 0) -- 4 bit outputs
);

end case_combination;

architecture behavioral of case_combination is

begin -- architecture behavioral of case_combination

process( a_input ) -- process sensitive list: a_input

begin

case a_input is

when "00" => b_output <= "0001";
when "01" => b_output <= "0010";
when "10" => b_output <= "0100";
when "11" => b_output <= "1000";
when others => b_output <= "0000"; -- output default state

end case;
end process;

end behavioral;
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Tip You MUST include all inputs within the process in the process sensitive list

Listing 9-11 is an example code for the same MUX with four 8-bit inputs and one 8-bit output. You

will find that the process-sensitive list includes all of the inputs ports. It is due to the output(m_output) will
change value when mux_sel or all other inputs chnage.

Listing 9-11. Process Case MUX in VHDL Code

library ieee;
use ieee.std logic_1164

entity case mux is
port (

mux_sel:
a_input:
b_input:
c_input:
d_input:
m_output:
)s

end case_mux;

.all;

in
in
in
in
in
out s

-- All of the design need ieee library

-- Using std_logic_1164 package
std logic_vector(1 downto 0); -- 2 bit inputs MUX select
std_logic_vector(7 downto 0);

std_logic_vector(7 downto 0);
std logic_vector(7 downto 0);
std logic_vector(7 downto 0);
td_logic_vector(7 downto 0)

architecture behavioral of case mux is
-- Declartions, such as type declarations, constant declarations, signal dtions etc

begin -- architecture behavioral of case_mux
process(mux_sel, a input, b_input, c_input, d_input ) -- you need to include all inputs in
here
begin
case mux_sel is
when "00" => m_output <= a_input ;
when "01" => m_output <= b_input ;
when "10" => m_output <= c_input ;
when "11" => m_output <= d_input ;
when others => null ; -- Don’t define anything

end case;
end process;
end behavioral;

This case statement process is very easy to use because it can design any truth table combinational

logic. You will see more case statements in other example designs.

Tips  You can use null as the assignment for the when others condition (see Listing 9-11).
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9.5 Summary

In this chapter, you learned how to use the Altera Quartus Prime's RTL viewer to “see” what you designed in
the FPGA. It is a good tool for checking your VHDL design.

After this chapter, you should not fear to write your own Boolean algebra in VHDL. VHDL provides
more than one way (four ways) to write Boolean algebra/combination logic. Now you should able to build
any kind of combinational logic in the FPGA and understand the logic in the design from other designers.

e  Concurrent assignment
e  (Case statement

e When/Else

e  With/Select

The concurrent assignment (the method in Chapter 8) is easy for small combinations which only need
to use one to two gates of logic (max. 4-input bit). This is because anything more than four inputs tends to be
non-trivial for the human mind to keep track of: one K-Map is only able to solve logic with four inputs).

Most of the time you will use a case statement for complicated combinational logic with a lot of input
bits. When-Else statements are generally used for priority combination logic.

A null statement can be used not only in the case statement but also as a temporary place holder in a
process (Listing 9-12). Null process is really handy when developing the model.

Listing 9-12. Null Process

process( your sensitivity list)
begin

null;
end process;

Within the architecture, the locations of any declaration, process, and signal assignment will not affect
the order of executions. Although you can place the declaration, process, and signal assignment in whatever

order you like, the statement inside the process may need to consider the sequence. In Chapter 10 we will
talk more about the sequential statement.

“K-I-S-S: Keep it Simple, Stupid”
—Kelly Johnson

170


http://dx.doi.org/10.1007/978-1-4302-6248-0_8
http://dx.doi.org/10.1007/978-1-4302-6248-0_10

CHAPTER 10

Sequential Logic: IF This,
THEN That

All of the sequential logic needs to be put within a process, but not all logic in a given process is sequential.
In Chapter 9, we discussed concurrent logic (Process with Case statement). Inside a process, the sequential
statements (NOT logic) start to execute from top to bottom when a change in a signal in the process
sensitivity list happens. Most sequential logic is about changes in the CLOCK. This clock is the digital time
tick. Most of the timing in FPGA (field-programmable gate array) digital design is related to the clock.

In this chapter, we will mainly look at IF statements and how to use them to describe digital designs
other than logic gates. Listing 10-1 shows the if statement syntax in VHDL (VHSIC (very high speed
integrated circuit) Hardware Description Language).

Listing 10-1. 1f Statement Syntax in VHDL

lable: process(sensitivity list) is
begin
if (conditioni) then
<signal assignment statement>; -- when condition 1 happened
elsif (condition2) then
<signal assignment statement>; -- when condition 1 NOT happened and condition 2 happened
else
<signal assignment statement>; -- when condition 1 NOT happened and condition 2 NOT happened
end if;
end process lable;

10.1 IF Statement

The IF statement is used to create a branch in the execution of sequential statements. Depending on the
conditions listed in the body of the IF statement, either the instructions associated with one or none of

the branches is executed when the IF statement is processed. Listing 10-1 shows the general form of the IF
statement. The IF statement MUST be within a process with sensitivity list. In Chapter 9, we used process
statements for combinational logic (case statements). In this chapter, IF statements are used within the
PROCESS statement. This creates a digital design which will be triggered by some external events (e.g., clock
signal and reset). Let’s look at the digital logic design equivalent of “Hello World!”—the flip-flop. A D flip-flop
is one of the most basic design blocks in an FPGA'’s logic elements.
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10.1.1 D Flip-Flops with Clear and Preset

Flip-flops are a form of sequential logic. Sequential logic, unlike combinational logic, is affected not only by
the current inputs but also by previous history. In other words, sequential logic remembers past events. That
is why we define flip-flops as a storage element. It is based on the gated latch (another name is SR-Latch),
which can have its output state changed only on the edge of the clock signal. You can get a more detailed
description of the SR-Latch from the following link.

Tips  www.circuitstoday.com/flip-flops

Flip-flops are often used for implementation of circuits where the circuit’s output not only depends on
current input values but also on current status (past events) of the circuit. The following design example is
based on the 7400 series of integrated circuits, specifically the 7474. You can find the datasheet for this IC
(integrated circuit) from the TI web site (www.ti.com/1it/ds/symlink/sn74ahct74.pdf). This type of flip-flop
was widely used in digital design and we will have two more examples in this chapter. In Chapter 1, we
mentioned that an FPGA'’s logic elements include one D flip-flop. The reason for the FPGA vendor to include
a D flip-flop in a logic element is because most sequential logic can be built from a D flip-flop. Figure 10-1
shows a D flip-flop from the Altera MAX FPGA. Positive-edge-triggered D flip-flop with Clear and Preset is
another, more formal, name for this flip-flop.

Figure 10-1. Basic design element in FPGA—D flip-flop with preset and clear

We can get the truth table for the 7474 from its datasheet. Table 10-1 shows the design requirements.
The PRE_N and CLR_N have a higher priority than CLOCK and D inputs. This affects the IF statements’
order in Listing 10-1. The rising_edge(CLOCK1) is used in the last if statement because both PRE_N and
CLR_N need to be high to allow CLOCK to take effect. The rising edge() is a function which has been
defined in the std_logic_1164 library. Under the rising edge condition, the D (input) value will transfer
to Q (output).
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Table 10-1. Truth Table for 7474

Inputs Outputs

PRE_N CLR_N CLOCK D Q QN
0 0 X X 1 1

0 1 X X 1 0

1 0 X X 0 1

1 1 Rising edge 0 1

1 1 Rising edge 1 1 0

1 1 0 X Qo0 QO_N
1 1 1 X Qo* QO_N

*QO is the value of Q before the rising edge of the clock

When PRE_N and CLR_N are not both 1, then Q(output) only depends on PRE_N and CLR_N value.
The Q(output) latch (copy) the D(input) when PRE_N =1 and CLR_N =1 and rising edge of the CLK happen.

Listing 10-2. 7474 1C Model in VHDL

library ieee; -- All of the design need ieee library
use ieee.std logic 1164.all; -- Using std logic_1164 package

entity d_flipflop_7474_example is
port (
-- First D-Flip Flop --
CLOCK1: in std logic;
PRE1_N: in std logic;
CLR1_N: in std_logic;
D1 :in std_logic;
01 : out std_logic;
01 N : out std logic;
-- Second D-Flip Flop
CLOCK2: in std_logic;
PRE2_N: in std_logic;
CLR2_N: in std_logic;

D2 : in std logic;
02 : out std logic;
02 N : out std logic
);

end d_flipflop_7474 example;
architecture behavioral of d flipflop_ 7474 example is
begin -- architecture behavioral of d_flipflop 7474 example

-- The first D-Flip Flop sequential process
-- Only execute this process when CLOCK, PRE_N or CLR_N changes state
d_ff 1 p: process(CLOCK1, PRE1 N, CLR1 N)
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begin
if ( PREL N = '0' and CLR1 N = '0") then
01 <= '"1';
01 N <= "1";

elsif (PRE1_N = '0' and CLR1_N = '1') then -- Preset the output Q as High(1)
01 <= '"1';
01 N <= '0";

elsif ( PRE1L N = '1' and CLR1 N = '0"') then -- Clear the output Q as Low(0)

01 <= '0';
01 N <= "1";

elsif ( rising edge(CLOCK1) ) then -- PRE N and CLR_N are inactive (both are 1) and
-- rising edge of clock happen
01 <= Di1;
01 N <= not D1;

end if;
end process;
-- The second D-Flip Flop sequential process
-- Only execute this process when CLOCK, PRE_N or CLR_N changes state
d_ff 2 p: process(CLOCK2, PRE2_N, CLR2_N)
begin
if ( PRE2. N =
02 <= '1';
Q2N <= "1';
elsif (PRE2 N =

‘0" and CLR2 N = '0") then

'0' and CLR2_ N = '1") then -- Preset the output Q as High(1)
2 <= "1';
2 N<="'0";

[eNe)]

e

elsif ( PRE2 N = '1' and CLR2. N = '0') then -- Clear the output Q as Low(0)
2 <= '0";
2 N <= "1";

10 .0

elsif ( rising edge(CLOCK2) ) then -- PRE_N and CLR_N are inactive (both are 1) and
-- rising edge of clock happen
02 <= D2;
02_N <= not D2;
end if;

end process;

end behavioral;
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Tips d_ff_1_pand d_ff_2_p are labels for the individual processes. This is not required by VHDL, but the

labels can improve the description of the process and make it easier for other designers to read and understand.

10.1.1.1 D Flip-Flop with Clear and Preset Simulation

In this chapter we use script to simulate most of the design. Following are the steps for getting the result
in Figure 10-2. You can use step 1 to add all of the example design from this chapter to the same Quartus
project and use step 2 to switch the design as top level for simulation.

1. Create a new project from BeMicro MAX10 template or copy the Chapter 4
project. Add a new VHDL design file named d_flipflop_ 7474 example.vhd with
the code from Listing 10-2.

a. Click File » New in the Quartus project
b. Select » Design Files/VHDL file and click OK

c. Copy Listing 10-2 to the new file and save as d_flipflop 7474 example.vhd
with add file to the current project check box checked.

2. Setthe d_flipflop_7474_example as Top-level Entity. Right-click the
d_flipflop_7474_example.vhd and click set as Top-level Entity in the Project
Navigator (Files).

3.  Running ModelSim from Quartus Prime. Click Tools » Click Run Simulation
Tool » Click Run RTL Simulation. Figure 10-2 shows the result. There is the
error of “No extended dataflow license exists.” It is because we are using the free
version of the ModelSim. It does not affect our simulation.
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[ 7 Modelsim ALTERA STARTER EDITION 1045 = = ]
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do Sequential Logic_IF_this THEN that_run_msim_rtl_vhdl.do
if {[file exista rtl_work]} |

wdel -lib rtl_work -all

¥

vlib rtl_work

wmap work rtl_work

Model Technology ModelSim ALTERA vmap 10.4b Lib Mapping Utility 2015.05 May 27 2015
vmap -modelsim_quiet work rtl_work

Modifying C:/alvera_lite/15.1/modelsim ase/wini3laloem/modelsim.ini

£
'
£
+
i
3
'
£
i
i
# wcom =93 =work work [E:/P_work/Begining FPGA/Book_chapter/chi0/d_flipflop_7474_sxample.vhd)
# Model Technology ModelSim ALTERA wcom 10.4b Compiler 2015.05 May 27 2015
# Start time: 00:01:02 on Cect 05,2016

# veom -reportprogress 300 -93 -work work E:/P_work/Begining FPGA/Book_chapter/chl0/d_flipflop_7474_example.vhd
# == Loading package STANI

# -- Loading package TEXTIO
# -- Loading package std_logic_ 1164
# -- Compiling entity d_flipflop_7474_example
$ -- Compiling architecture behavicral of d_flipflep 7474 sxample
# End cime: 00:01:02 on Oct 09,2016, Elapsed time: 0:00:00
# Erzors: 0, Warnings: 0
'

L«

<o Design Loaded> /Wbranes/wrte_mstr_intermal/

Figure 10-2. ModelSim bring up by Quartus Prime

4. Type the following script in the ModelSim Transcript window. The first one runs
the simulation and the second one adds all the signals to the window.

a. vsim work.d_{flipflop_7474_example

b. add wave -position insertpoint sim:/d_{flipflop_7474_example/*

5. Create two separate clocks for two different flip-flops
a. force -freeze sim:/d_flipflop_7474_example/CLOCK1 10, 0 {50 ps} -r 100
b. force -freeze sim:/d_flipflop_7474_example/CLOCK2 1 0, 0 {35 ps} -r 70

6. Initialize all of the input signals
a. force -freeze sim:/d_flipflop_7474_example/PRE1_N00
b. force -freeze sim:/d_flipflop_7474_example/CLR1_N00
c. force -freeze sim:/d_flipflop_7474_example/D1 00
d. force -freeze sim:/d_flipflop_7474_example/PRE2_N 00
e. force -freeze sim:/d_flipflop_7474_example/CLR2_N 0 0
f.  force -freeze sim:/d_{flipflop_7474_example/D20 0
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Run the simulation for 275 ps (all three letters (run) are NOT capital letters)
a. run275ps

Set both preset values to high

a. force -freeze sim:/d_flipflop_7474_example/PRE1_N 10

b. force -freeze sim:/d_flipflop_7474_example/PRE2_ N 10

Run the simulation for 125 ps (all three letters (run) are NOT capital letter)

a. runl25ps

Change preset and clear value

a. force -freeze sim:/d_flipflop_7474_example/PRE1_N 00
b. force -freeze sim:/d_{flipflop_7474_example/CLR1_N10
c. force -freeze sim:/d_flipflop_7474_example/PRE2_N 00
d. force -freeze sim:/d_{flipflop_7474_example/CLR2_N 10

Run the simulation for 125 ps

a. runl25ps

Set the Preset to high
a. force -freeze sim:/d_flipflop_7474_example/PRE1_N 10
b. force -freeze sim:/d_flipflop_7474_example/PRE2_N 10

Run the simulation for 225 ps

a. run225ps

Set both D inputs to high
a. force -freeze sim:/d_{flipflop_7474_example/D11 0
b. force -freeze sim:/d_flipflop_7474_example/D21 0

Run the simulation for 125 ps

a. runl25ps

In Figure 10-3, the two flip-flops in the d_flipflop_7474_example are driven by the same input except
CLOCK]1 and CLOCK? are different. The red arrow (A) in the figure shows that Q1 and Q1_N change on
the rising edge of CLOCK1. Q2 and Q2_N change on the rising edge of CLOCK2 (red arrow B). This dual
flip-flop design shows that sequential statements ONLY execute when the IF condition is true (which
is the clock input). The Q output also depends on the D input. Q1 and Q1_N follow the D1 input on the
rising edge of CLOCKI1 (red arrows C and D). Q2 and Q2_N follow the D2 input on the rising edge of
CLOCK?2 (red arrows E and F).
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Figure 10-3. 7474 FPGA Timing diagram

10.1.2  Shift Registers

In the last example, one D flip-flop only stores one bit of data (the Q output). When a group of n flip-flops
is used to store n bits of data, we say these flip-flops are a register. Using different ways to group flip-flops
together will form a different type of register which provides different functions. Shift registers are one of the
commonly used types of registers.

In this section, we will show you the simplest shift register example: the serial in serial out shift register.
It works like a time delay module. When anything happens on the input, it will happen on the output after
x amount of time. The unit of time is the clock period on the clock input. It provides a discrete delay of the
digital signal. A clock synchronized signal is delayed by “n” discrete clock cycle times, where “n” is the
number of flip-flops in the shift register. Therefore, an eight flip-flop shift register delays input data by eight
clock cycles.

Note Shift registers are used in many places (e.g., pseudo random generator, serial communication,
delay input, and storage).

Four-bit shift registers can be built by four D flip-flops. They are connected serially as in Figure 10-4.
The data bits are loaded into the shift register in a serial fashion using the SERIAL_IN input. The values of
each D flip-flop are sending to the next D flip-flop whose Q output is connected to D output, at each positive
edge of the CLOCK.

SERIAL_IN f=

SISERIAL OUT

CLOCK
RESET

Figure 10-4. Shift registers circuit (4-bit version)
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Let’s build a bigger shift register using VHDL. The following example is an 8-bit serial in serial out
(SISO) shift register. The reset values for the shift registers output (Qs) are all reset to all zero (LOW) when
reset is one (HIGH). It will start shifting SERIAL_IN on the rising edge of CLOCK. Listing 10-3 is an 8-bit SISO
shift register implemented using VHDL code and Figure 10-5 is the block diagram from Quartus Prime after
compiling Listing 10-3. You can add the code from Listing 10-3 to the Quartus project with .vhdl file name
shift_register 8bit.vhd

Listing 10-3. 8-Bit Shift Register Example

library ieee; -- All design needs ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package

entity shift register 8bit is
port (

CLOCK : in std_logic;
RESET : in std_logic;
SERIAL_IN : in std logic;
SERIAL_OUT : out std_logic
);

end shift_register 8bit;

architecture behavioral of shift register 8bit is

signal shift registers : std_logic_vector(7 downto 0); -- Internal 8 bit register with name
shift_registers

begin -- architecture behavioral of shift register 8bit

-- 8 bits shift register sequential process
shift p: process(CLOCK, RESET) -- Only execute this process when CLOCK or RESET changes state

begin
if ( RESET = '1' ) then -- when RESET is HIGH, all of the internal registers reset to LOW(0)
shift_registers <= (others =>'0");
elsif ( rising edge(CLOCK) ) then -- rising edge of clock happen
-- This statement define shift registers(n) <= shift registers(n - 1) , when n not equal 0
-- shfit registrs(0) <= SERIAL_IN
shift_registers <= shift_registers(6 downto 0) & SERIAL_IN;
end if;
end process;

SERIAL_OUT <= shift registers(7); -- Concurrent statement: defined SERIAL OUT is the 8th
shift register

end behavioral;
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b’ [ SERIAL_OUT

shift_registers[7..0]

SERIAL_IN
CLOCK

RESET[ >

Figure 10-5. Shift register Quartus Prime v.block diagram

In Listing 10-4, shift_registers is defined as an 8-bit std_logic_vector. We know that each bit in the shift
register needs to be connected to the next bit of the register. You can use the following statement to connect
the bits:

Listing 10-4. 8-Bit Shift Register v.1

if ( rising_edge(CLOCK) ) then -- rising edge of clock happen
shift_registers(0) <= SERIAL_IN ; -- SERIAL_IN send to bit 0
shift registers(1) <= shift registers(0); -- bit 0 send to bit 1
shift registers(2) <= shift registers(1); -- bit 1 send to bit
shift registers(3) <= shift registers(2); -- bit 2 send to bit
shift_registers(4) <= shift registers(3); -- bit 3 send to bit
shift_registers(5) <= shift_registers(4); -- bit 4 send to bit
shift_registers(6) <= shift_registers(5); -- bit 5 send to bit
shift_registers(7) <= shift_registers(6); -- bit 6 send to bit

end if;

N oul s wN

You can use a much simpler way to describe the 8-bit shift register. Listing 10-5 shows the VHDL code
used in the example design.

Listing 10-5. 8-Bit Shift Register Version 2

if ( rising_edge(CLOCK) ) then -- rising edge of clock happen
This statement shift registers <= shift registers(6 downto 0) & SERIAL IN;
end if;

10.1.2.1  Shift Register Simulation

In Quartus Prime, save Listing 10-3 as shift_register 8bit.vhd and add the file to the project. You need
to set the file as Top-Level Entity before running the simulation tool. You can go to Chapter 4 to review how to
set the .vhdl design file as Top-Level Entity.

Tip  Ctrl+Shift+J can set the current open file as Top-Level Entity

Here are some simulation scripts for testing the shift register. Run Listing 10-6 in the ModelSim after you
add shift_register 8bit.vhd to the project and Click run RTL simulation from Quartus Prime with the
top-level entity as shift_register_8bit. Run the following script in the ModelSim:
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Listing 10-6. tcl Script for Simulating the 8-Bit Shift Register

vsim work.shift register 8bit

add wave -position insertpoint sim:/shift register 8bit/*

force -freeze sim:/shift register 8bit/CLOCK 1 0, 0 {50 ps} -r 100
force -freeze sim:/shift_register 8bit/RESET 1 0

force -freeze sim:/shift_register 8bit/SERIAL_IN 0 O

run 175 ps

force -freeze sim:/shift_register 8bit/RESET 0 O

run 100 ps

force -freeze sim:/shift_register 8bit/SERIAL_IN 1 0
Tun 200 ps

force -freeze sim:/shift_register 8bit/SERIAL_IN 0 O
run 100 ps

force -freeze sim:/shift_register 8bit/SERIAL_IN 1 0
run 100 ps

force -freeze sim:/shift_register 8bit/SERIAL_IN 0 O
Tun 1000 ps

Figure 10-6 shows the 8-bit SISO shift register simulation result. In the first (1) clock cycle, the SERIAL_IN
is High and the bit 0 in shift_registers changes to High after the rising edge of the first (1) clock cycle.
SERIAL_OUT output is exactly the same as SERIAL_IN after eight clock cycles.

1 oock
£ RESET
& seriaL_IN

00... 1001... J011..

~

.

L

L

Figure 10-6. Simulation result for 8-bit SISO Shift register

10.1.3 4-Bit Up Counter Design Example

In Chapter 8, a 4-bit adder example is used to perform arithmetic operations in VHDL. In this chapter we
demonstrate special types of adder, which are used for the purpose of counting. Counter circuits are used
everywhere in digital systems. They can be used for counting events, generating timing intervals (Pulse
Width Modulation), or keeping track of time (watch dog).

There are at least two types of counters.

1. Asynchronous counter

2. Synchronous counter
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Asynchronous counters are also known as ripple counters. The good thing about an asynchronous
counter is that it is simpler than a synchronous counter design as it requires less combinational logic than a
synchronous counter. There is one drawback, however, which is that the counter’s output from the first flip-flop
is connected to the next flip-flop’s clock input. Using the output of a register as a clock is NOT considered
good practice for FPGA digital design. It is because FPGA tools need to calculate all the connection timing
with respect to a constant frequency and duty cycle clock, and using output of a register as a clock will create
anon-constant frequency and/or duty cycle clock. It means that it is too hard for the tool to create a working
design for you and therefore the synchronous type of counter is widely used in FPGA.

The synchronous counter is a synchronous design (all of the flip-flops are driven by the same clock
signal) which is the best fit for an FPGA. This is because FPGA’s are designed primarily for synchronous
digital design hardware.

Tip FPGA s a design for synchronous digital logic design. This means that all of the clock inputs to the
flip-flops should be constant frequency and duty cycle clocks.

This chapter’s registers and Chapter 8’s adder can be used to build a counter. Following is the example
VHDL code for a 4-bit counter. The reason for 4-bit only is that it is easier to show the counter values. You
can easily increase the counter size to any size you like.

We would like to design a circuit that can increment a count by 1 when enable is High in every clock
cycle. We would need to use the Chapter 8 adder and this chapter’s registers to build a counter. Listing 10-7
shows the example VHDL code for a 4-bit counter. Figure 10-7 shows the block diagram in Quartus.

Tip The bigger the counter size, the bigger the challenge for Quartus to compile it. 64-bit counters are
still okay for the current FPGAs, but although Quartus may build a 256-bit counter, it’s unlikely that once in
hardware it will be able to operate correctly.

Listing 10-7. Counter Example

library ieee; -- All of the deisgn need ieee library
use ieee.std logic_1164.all; -- Using std_logic_1164 package
use ieee.numeric_std.all; -- Using numeric_std package

entity counter 4bit is

port (
CLOCK : in  std_logic;
RESET : in std_logic;
ENABLE : in std_logic;
COUNTER : out std logic vector(3 downto 0) -- 4 bit counter output
)

end counter 4bit;

architecture behavioral of counter 4bit is

signal counter reg : unsigned(3 downto 0); -- Internal 4 bit register with name counter reg
-- Il Remember to include ieee.numeric_std package !!
begin -- architecture behavioral of counter_gbit
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-- 4 bits counter register sequenal process
counter p: process(CLOCK, RESET) -- Only execute this process when CLOCK or RESET changes state
begin
if ( RESET = '1' ) then -- when RESET is HIGH, all of the internal registers reset to LOW(0)
counter reg <= (others =>'0');
elsif ( rising edge(CLOCK) ) then -- rising edge of clock happen
if ( ENABLE = '1') then -- counter reg will increment by 1 when ENABLE = 1
counter_reg <= counter reg + 1; -- when counter reg = 1111 (OxF), it
will roll over to 0000 (0x0)
end if;
end if;
end process;
COUNTER <= std logic_vector(counter reg); -- using std logic vector() function to convert unsigned value
--to std_logic_value
end behavioral;

Add0

counter_reg[3..0]

D
CLOCK[ > — S CLK  af——r—] > COUNTER(3..0]

ENABLE[ > «IENQLR
RESET[ >

Figure 10-7. 4-bit counter block diagram

10.1.3.1 Numeric_std Package and Unsigned Data Type

There are three new things in Listing 10-7 that we would like to discuss. First, the package section includes

a new package: ieee.numeric_std (use ieee.numeric_std.all) and declares a new type: unsigned (signal
counter_reg : unsigned(3 downto 0) ) in the signal section. The ieee.numeric_std package is a very powerful
package for arithmetic calculation design in VHDL. It defines two data types: signed and unsigned. It also
defines arithmetic, comparison, and logic operators for both data types. Signed and unsigned data types are
used to represent numeric values. Table 10-2 shows each data type value range.

Table 10-21. Signed and Unsigned Numeric Values

Data Type Value Notes
unsigned 0to2AN -1 N is number of bit
Signed -2A(N-1) to 2A(N-1) - 1 2’s Complement number

Figure 10-8 shows the difference between signed and unsigned signals. In the example, all three
of the example signals are four-bit registers and are assigned the same bit value to all high (1).
The example_unsigned “1111” is defined as 15. The example_signed “1111” is -1. There is an online
calculator to help you convert decimal to 2’s complement: www.exploringbinary.com/twos-complement-
converter.
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signal example_unsigned : unsigned(3 downto 0) ;
signal example_signed : signed (3 downto 0) ;
signal example_slv : std_logic_vector(3 downto 0) ;
example_unsigned <= "1111"
example_signed <= "1111"
example_slv <= "1111"

et = 15 in decimal
) = -1 in decimal
A== - four bit high

T

Figure 10-8. Signed and unsigned signal examples

10.1.3.2 Arithmetic Operation

The second is a new way to do adding. The reason for using the ieee.numeric_std package is that we can
directly using add (+), subtract (-), multiplication (*), and divide (/) arithmetic operators. In Listing 10-7, we
are using the adder (+) to increment the counter value, which is the same as the 4-bit full adder in Chapter
8 without the complicated full adder VHDL files. You only need to use one line of VHDL code. Another
good reason is that you can easily overload a signed or an unsigned value with an integer value. Figure 10-9
provides simple rules for signed and unsigned value overloading.

Signal uv_A, uv_B, uv_C, uv_D, uv_E : unsigned(7 downto 0) ;
Signal sv_F, sv_G, sv_H, sv_I, sv_] : signed (7 downto 0) ;
Signal slv_K, slv_L, slv_M : std_logic_vector(7 downto 0) ;
signal sv_N : signed(8 downto 0) ;

-- Permitted

UV_A <= uv_B + uv_C ; -- Unsigned + Unsigned = Unsigned
uv_D <= uv_A + 1 ; -- Unsigned + Integer = Unsigned
uv_E <= 1 + D_uv; -- Integer + Unsigned = Unsigned
SV_F <= sv_G + sv_H ; -- Signed + Signed = Signed

sv_I <=5sv_H+1; -- Signed + Integer = Signed

sv_]) <= 1 + sv_F; -- Integer + Signed = Signed

J-- ITlegal Cannot use arithmetic operator in std_logic_vector
-- J_slv <= K_slv + L_slv ;

3-- I1legal Cannot mix different array types
-- Solution persented later in type conversions
-- Y_sv <= A_uv - B_uv ; -- want signed result

Figure 10-9. VHDL ieee.numeric_std overloading examples

In the example in Listing 10-7, we use one overloading in the following code:
counter_reg <= counter_reg + 1;

On every rising edge of the clock where enable is equal to 1 (High) this overloading code will get run.
It means increment by one.

184


http://dx.doi.org/10.1007/978-1-4302-6248-0_8

CHAPTER 10  SEQUENTIAL LOGIC: IF THIS, THEN THAT

10.1.3.3  4-Bit Up Counter Simulation

Let’s run ModelSim to simulate this counter. You can follow these steps to do so:

1.
2.

Create a new project (refer to Chapter 4)

Create a new VHDL file in the Quartus, copy Listing 10-7, and save as
counter_4bit.vhd

Set the new added file (counter 4bit.vhd) as Top-Level Entity (shortcut: Ctrl +
Shift + V)

Start compilation (Shortcut: Ctrl + L)

Click Tools » Run Simulation Tool » RTL Simulation from the Quartus Prime
Menu

In ModelSim run the following script in the Transcript window
a. vsim work.counter_4bit

b. add wave -position insertpoint sim:/counter_4bit/*

c. force -freeze sim:/counter_4bit/CLOCK 1 0, 0 {50 ps} -r 100
d. force -freeze sim:/counter_4bit/RESET 00

e. force -freeze sim:/counter_4bit/ENABLE 0 0

f.  run25ps
g. force -freeze sim:/counter_4bit/RESET 10
h. run 100 ps

force -freeze sim:/counter_4bit/RESET 0 0

—-

run 100 ps
k. force -freeze sim:/counter_4bit/ENABLE 1 0
. run200 ps
m. force -freeze sim:/counter_4bit/ENABLE 0 0
n. run 100 ps
o. force -freeze sim:/counter_4bit/ENABLE 1 0
p. run 1600 ps
After step 6 (a-p), the ModelSim Wave window should show Figure 10-10 as the
result. If both the COUNTER and counter_reg value did not show as Hexadecimal
and unsigned number, then right-click on the waveform signal name. It will pop

up a menu on the left-hand side » Radix » click the Radix you would like to
show (like COUNTER use hexadecimal and counter_reg uses unsigned).
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e 17 Is

5 J6 17 I8

Figure 10-10. 4-bit counter simulation result

10.1.3.4 Type Conversion Between Types

The third thing is using type conversion in the last line of the Listing 10-7. It is converting an unsigned type
(counter_reg) to std_logic_vector (COUNTER). VHDL depends on overloaded operators and conversions.
You need to use conversion when you go between the following types:

e signed & unsigned (1 bit) <=> std_logic
e signed & unsigned <=> std_logic_vector
e signed & unsigned <=> integer

e  std_logic_vector <=> integer

There are two types of VHDL built-in conversion function in the ieee.numeric_std package: the
automatic type and conversion by typecasting.

10.1.3.4.1 Automatic Type Conversion

It only happens between std_logic (1 bit) and signed/unsigned (1 bit). Figure 10-11 shows an example.

Signal uv_A : unsigned(7 downto 0) ;

Signal s1v_A : std_logic_vector(7 downto 0);

Signal s1_A, s1_B : std_logic;

s1_A <= uv_A(0) ; -- assign 1 unsigned element to std_logic

uv_A(l) <= s1_B ; -- assign std_logic to 1 unsigned element

s1v_A(2) <= uv_A(2) ; -- assign 1 unsigned element to 1 std_logic_vector element

Figure 10-11. Example of automatic type conversion
10.1.3.4.2 Typecasting Conversion

You can use typecasting to convert equal-size arrays of unsigned/signed and std_logic_vector. Figure 10-12
shows an example.
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Signal uv_A : unsigned(7 downto 0) ;

Signal sv_B : signed(7 downto 0) ;

Signal slv_C : std_logic_vector(7 downto 0);

slv_C <= std_logic_vector (uv_A); --convent unsigned to std_logic_vector
slv_C <= std_logic_vector (sv_B); --convent signed to std_logic_vector
uv_A <= unsigned(slv_c); --convent std_logic_vector to unsigned
sv_B <= signed(slv_c); --convent std_logic_vector to signed

Figure 10-12. Example of typecasting conversion

10.1.3.5 Mixed with Sequential Statements and Concurrent Statement
Design

This 4-bit up counter example is mixed with sequential statements (the counter_p process) and the last type
conversion concurrent assignment statement. You can see a lot more of this kind of design in Chapter 11. It
is a very common way to develop sequential (synchronous) designs for FPGA. Figure 10-13 shows a block
diagram of it.

! }

Combinational Flip-Flops
lock circuit
cloc *

input output

Combinational =
circuit

v
v
L 2

state

Figure 10-13. The standard form of a sequential design

Most of the synchronous sequential designs use combinational logic and one or more flip-flops. It looks
like Figure 10-13. The sequential design has a set of inputs (Listing 10-7 has ENABLE and Reset as input) and
generates a set of outputs (Listing 10-7 has COUNTER).

The output values of flip-flops are defined as state (Listing 10-7). Figure 10-13 shows that the flip-flop
outputs (state) depend on the combination of input and current state of every clock (Listing 10-7 is the rising
edge of the CLOCK) such that the state changes from one to another (Listing 10-7 the counter value).

The output of the sequential design is a function of the current state and input. Listing 10-7 shows
that the output COUNTER only depends on the current state (counter_reg). Remember that the output of a
sequential design MUST depend on current state and it does not necessarily need to depend on input. The
green arrow in Figure 10-13 does not necessarily exist, if the outputs are only depend on inputs after one
clock cycle. This concept is important for Chapter 11, which covers Finite State Machines (FSM).

10.2 More Than Sequential Logic—Sequential Statements

The IF statement is not the only sequential statement in VHDL. In VHDL, WAIT and AFTER are sequential
statements too! You will only use them in test bench VHDL design. Test bench is a file for testing your actual
FPGA digital design. Test bench is NOT FPGA dependent. It doesn’t need to follow any rules from the FPGA
hardware. You can use the FULL set of VHDL code. WAIT and AFTER are part of the VHDL for test bench VHDL.
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Let’s create a simple test bench VHDL file to test the 4-bit up counter design. Listing 10-8 shows the
test bench VHDL file. Please save this file as counter_4bit vhd_tst.vht (.vht stand for VHDL test bench)
under the <counter 4-bit project folder>/simulation/modelsim and run “vcom -work work counter_4bit_
vhd_tst.vht” in ModelSim Transcript.

Listing 10-8. 4-Bit Counter Test bench VHDL Code

LIBRARY ieee;
USE ieee.std logic_1164.all;

ENTITY counter 4bit vhd tst IS
END counter 4bit vhd tst;
ARCHITECTURE counter 4bit tb OF counter_4bit vhd tst IS

-- signals
SIGNAL CLOCK : STD_LOGIC := '1';
SIGNAL COUNTER : STD LOGIC VECTOR(3 DOWNTO 0);
SIGNAL ENABLE : STD_LOGIC;
SIGNAL RESET  : STD_LOGIC;
COMPONENT counter_4bit
PORT (
CLOCK : IN STD_LOGIC;
COUNTER : BUFFER STD_LOGIC VECTOR(3 DOWNTO 0);
ENABLE : IN STD_LOGIC;
RESET : IN STD_LOGIC
)
END COMPONENT;
BEGIN
i1 : counter 4bit
PORT MAP (
-- list connections between master ports and signals
CLOCK => CLOCK,
COUNTER => COUNTER,
ENABLE => ENABLE,
RESET => RESET

)s

-- CLOCK --
CLOCK <= not CLOCK AFTER 50 ps;

reset_p : PROCESS

BEGIN
-- code that executes only once
RESET <= '0';
WAIT FOR 25 ps;
RESET <= '1';
WAIT FOR 100 ps;
RESET <= '0';

WAIT; -- RESET stay Low forever
END PROCESS reset p;

enable p : PROCESS
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BEGIN
-- code that executes only once
ENABLE <= '0';
WAIT UNTIL falling edge(RESET);
WAIT UNTIL rising_edge(CLOCK);
WAIT FOR 25 ps;
ENABLE <= '1';
WAIT FOR 200 ps;

ENABLE <= '0';
WAIT FOR 100 ps;
ENABLE <= '1';
WAIT;

END PROCESS enable p;
END counter 4bit tb;

Script “vsim work.counter_4bit_vhd_tst” will use the test bench VHDL file to generate stimulus to test
the 4-bit up counter. The test bench generates exactly the same as the script we used in the last section. Run
the following two scripts after the simulation is started by “vsim.”

add wave -position insertpoint sim:/counter_ 4bit vhd_tst/*run 2 ns

Listing 10-8 uses three types of WAIT statement. WAIT FOR is used to add delays with specific times
between two sequential statements (e.g., WAIT FOR 25 ps mean add a 25 pico second delay). WAIT UNTIL
“X” is used to add a delay until “X” event happens and then continue to the next sequential statement. If
the “X” event never happens then it will wait forever. There is another way to WAIT forever (it means the
sequential statements stop there). You can just use WAIT. The execution sequence will stop there.

AFTER is another sequential statement. It is used to generate a periodic signal. Clock signals are one of
the examples of a periodic signal. Listing 10-8 CLOCK will invert itself every half clock cycle.

For more details on test bench review please visit the following web site:

www.alterawiki.com/uploads/d/d2/Testbenches public.pdf

Tip The order of sequential statements, will impact the final result.

10.3 VHDL Architecture Review

Let’s take some time for a quick review of the VHDL architecture before we move on to Chapter 11.
Architecture is a description of the digital design implementation. It can have local variables (signals). There
are three types of architecture.

e  Structural
e Dataflow

e  Behavioral
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Structural architecture assembles existing modules or your own modules to form a larger design. This
kind of architecture only has connections between blocks, inputs, and outputs. Structural design is very easy
to debug because all you need to do is to connect the blocks correctly. It doesn’t include any additional logic
design. You will use this type of architecture more often in the top-level modules which connect different
modules together to form the final system.

Dataflow architecture is a description of the flow of data (e.g., logic functions and assignments). This
architecture uses simple logic designs which are like the examples in Chapter 9.

Behavioral architecture is a VHDL architecture including one or more processes. All processes are run
in parallel and the process is triggered by signal change. This is like the examples in this chapter.

You will use a lot of structural and behavioral architecture in your design and implement digital circuits.

10.4 Summary

In this chapter, you learned how to use IF statements within a PROCESS to create basic sequential logic, the
D flip-flop. The ieee.numeric_std package was introduced in this chapter and the unsigned data type was
used in 4-bit up counter design examples to show how to do arithmetic operations in VHDL.

You now know that most of the synchronous digital design’s output is based on the current state. The
output may or may not depend on the current input. Sometimes we refer to the flip-flop or register’s output
as the design’s state.

Because synchronous designs need to “store” the current state, it needs storage elements. The general
storage element in an FPGA is the D Flip-Flop or Register.

Chapter will talk about Finite State Machines which are probably the most fun in digital designs. This is
because they can solve most of the problems you need to solve in digital design.

“Success is sequential, not simultaneous.”

—Gary W. Keller
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CHAPTER 11

Combinatorial Logic: Putting It All
Together on the FPGA

11.1 Introduction

In this chapter, we will show you how to combine what we learned in Chapters 7 to 10 to form a finite state
machine (FSM). The finite state machine is sequential logic with "special" logic to control what is the next
state. The special logic depends on the FSM's task.

In Chapter 10, we showed you a 4-bit up counter, which is a very simple FSM. The counter state is the
counter value and the special logic is that the next state will be the current state's value plus one. Figure 11-1
shows the state diagram of the 4-bit up counter.

ENABLE =0 ENABLE =0 ENABLE =0 ENABLE =0 ENABLE =0 ENABLE =0

Figure 11-1. 4-bit up counter state diagram

In the 4-bit up counter example, we know that the counter state will increment by one when ENABLE = 1
happens. If ENABLE = 0 occurs in any state, then the next clock cycle will NOT change the state. This matches
exactly what an up counter should do. In Chapter 10, we mentioned a simple state machine that not only has
an input (ENABLE in this example) but also has an output from the FSM. The output of this counter ONLY
depends on the value of the state. Table 11-1 shows the output combinational logic. We need to translate the
state diagram to the actual digital design. We need to translate the SO, S1.. .. S15 to digital logic first. We used a
4-bit unsigned data type which can store values from 0 to 15 to represent SO to S15 (see Table 11-1) in Chapter
10's design. We can also define our state data type (see Listing 11-1). We are using a 4-bit std_logic_vector for
the output of the counter. In Chapter 10, we used the function std_logic_vector() to translate the unsigned
value to std_logic_vector and this is the "special” logic for this 4-bit up counter. In the Listing 11-1 process
fsm_p3, we used combinational logic to translate state values to an output counter value.
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Table 11-1. Truth Table for 7474

State Counter output
S0 0000
S1 0001
S2 0010
S3 0011
S4 0100
S5 0101
S6 0110
S7 0111
S8 1000
S9 1001
S10 1010
S11 1011
S12 1100
S13 1101
S14 1110
S15 1111

11.2  First FSM Example—4-Bit Up Counter

The code in Listing 11-1 is functionally equivalent to the 4-bit up counter in Chapter 10. It is useful for
demonstrating the FSM design structure.

If you ask ten different people how to build a good FSM, you will be confused by ten different answers.
This is because everyone has a different preferred design or style that he or she likes to use. There are two
main types of state machine styles: Mealy and Moore.

The Mealy machine has outputs that depend on both the current state and the inputs. When the inputs
change, the outputs are updated immediately, without waiting for a clock edge. The outputs can be changed
more than once per state or per clock cycle.

The Moore machine has outputs that are dependent only on the current state but NOT on the inputs.
The outputs are changed only when the current state changes.

There is a very good example on the Altera and Xilinx web sites for both types of state machine.

www.altera.com/support/support-resources/design-examples/design-software/vhdl/vhd-state-
machine.html

www.xilinx.com/support/documentation/university/Vivado-Teaching/HDL-Design/2015x/VHDL/docs-
pdf/lab10.pdf

It doesn't matter which type you use. The more important thing is how you write your FSM in VHDL
(VHSIC (very high speed integrated circuit) Hardware Description Language). Listing 11-1 is a Moore-style
state machine. In the code, we separate the state machine into three process statements (fsm_p1, fsm_p2,
and fsm_p3) (see Figure 11-2). The first part (fsm_p1) only takes care of updating the current_state flip-flops
(registers) to next_state value when there is a rising edge on the input clock. The second part (fsm_p2) takes
care of all of the decision making for the next state condition. The last part (fsm_p3) is used to create the
output combinational logic. This three-part FSM style can help you to design your FSM.
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Figure 11-2. Moore-style FSM block diagram

Tip We suggest you add a flip-flop after each of the combinational logic outputs. The flip-flop outputs
works like a camera to take a snapshot of the combinational logic output every clock cycle. Therefore, all the
flip-flop output values are changed at the same time and going stable for the whole clock cycle. This can avoid
glitches in the outputs. We will show you how it's done in the next example.

Listing 11-1. Using FSM to Design 4-Bit Up Counter

library ieee;
use ieee.std logic_1164.all;
use ieee.numeric_std.all;

-- All of the design need ieee library
-- Using std_logic_1164 package
-- Using numeric_std package

entity counter 4bit is

port (
CLOCK : in std_logic;
RESET : in std_logic;
ENABLE : in std logic;
COUNTER : out std logic vector(3 downto 0) -- 4 bit counter output
)

end counter 4bit;
architecture behavioral of counter 4bit is

-- define our own data type state for the 4-bit up counter state machine
type state is (S0,51,52,53,54,55,56,57,58,59,510,511,512,513,514,515) ;

signal current_state :
signal next_state

state; -- Current state value
: state; -- Next clock cycle state value

begin -- architecture behavioral of counter_4bit

-- FSM state register sequential process
fsm_p1: process(CLOCK, RESET) -- Only execute this process when CLOCK or RESET changes state
begin
if ( RESET = '1' ) then -- when RESET is HIGH, the FSM set to SO
current_state <= SO;
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elsif ( rising edge(CLOCK) ) then -- rising edge of clock happen

end if;

end process;

current_state <= next_state;

fsm_p2: process(ENABLE,current state) -- Only execute when current state or ENABLE changes

state
begin

case current state is -- in this case statements, we
between states
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when SO =>

when

when

when

when

when

if ( ENABLE = '1') then
next_state <= S1;
else -- ENABLE = 'O’
next_state <= current_state;
end if;

S1 =>
if ( ENABLE = '1') then
next_state <= S2;
else -- ENABLE = '0'
next_state <= current_state;
end if;
S2 =>
if ( ENABLE = '1') then
next_state <= S3;
else -- ENABLE = 'O’
next_state <= current_state;
end if;
S3 =>
if ( ENABLE = '1') then
next _state <= S4;
else -- ENABLE = '0'
next_state <= current_state;
end if;
S4 =>
if ( ENABLE = '1') then
next_state <= S5;
else -- ENABLE = 'O’
next_state <= current_state;
end if;
S5 =>

if ( ENABLE = '1') then
next_state <= S6;
else -- ENABLE = 'O’
next_state <= current_state;
end if;

define all of the possible transitions



when

when

when

when

when

when

when

when

S6 =>

if ( ENABLE = "1’
next_state <

else -- ENABLE
next_state <=

end if;

I~

S7 =>

if ( ENABLE = '1'
next_state <

else -- ENABLE
next_state <=

end if;

I~

S8 =>

if ( ENABLE = '1'
next_state <

else -- ENABLE
next_state <=

end if;

N~

S9 =>

if ( ENABLE = '1'
next_state <

else -- ENABLE
next_state <=

end if;

I~

S10 =>

if ( ENABLE = '1'
next_state <

else -- ENABLE
next_state <=

end if;

I~

S11 =>

if ( ENABLE = '1'
next_state <

else -- ENABLE
next_state <=

end if;

I~

512 =>

if ( ENABLE = '1'
next_state <

else -- ENABLE
next_state <=

end if;

[

513 =>
if ( ENABLE = '1")
next_state <=

CHAPTER 11

then

S7;

o
current_state;

then

S8;

0
current_state;

then

59;

lol
current_state;

then

S10;

o'
current_state;

then

S11;

0
current_state;

then

S12;

o'
current_state;

then

513;

IOI
current_state;

then
S14;
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else -- ENABLE = 'O’
next_state <= current_state;
end if;
when S14 =>

if ( ENABLE = '1') then
next_state <= 515;

else -- ENABLE = '0'
next_state <= current_state;
end if;
when S15 =>

if ( ENABLE = '1') then
next_state <= S0;
else -- ENABLE = 'O’
next_state <= current_state;
end if;

end case;
end process;

fsm_p3: process(current state) -- this counter output ONLY depends on current state
begin

case current state is -- in this case statements, we define all of the possible transition

between states
when SO => COUNTER <= "0000";
when S1 => COUNTER <= "0001";
when S2 => COUNTER <= "0010";
when S3 => COUNTER <= "0011";
when S4 => COUNTER <= "0100";
when S5 => COUNTER <= "0101";
when S6 => COUNTER <= "0110";
when S7 => COUNTER <= "0111";
when S8 => COUNTER <= "1000";
when S9 => COUNTER <= "1001";
when S10 => COUNTER <= "1010";
when S11 => COUNTER <= "1011";
when S12 => COUNTER <= "1100";
when S13 => COUNTER <= "1101";
when S14 => COUNTER <= "1110";
when S15 => COUNTER <= "1111";

end case;

end process;

end behavioral;

11.2.1 Using Altera Quartus to Understand the FSM

You can use the Altera Quartus tools to help you better understand the design. You'll need to compile the
code in Listing 11-1 in Altera Quartus and open the RTL viewer (Figure 11-3).
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Project Navigator | % Hierarchy |E@E x I @ combinational_lock vhd

Entity-Instance | T2ble of Contents @e
2 MAX 10: 10MOBDAF484C8G E8 Flow :u"jmaw z'::ni‘:;
B courter 4t 2 /' Settings... Ctrl+Shift+£ FN::giiauit Global Settings | |Revision N
Locate Node E Locate in Assignment Editor
Copy Ctrl+C Locate in Pin Planner
Locate in Chip Planner C
Epand 2 Locate in Resource Property Editor
Efivsa A8 Locate in RTL Viewer :
Properties Locate in Technology Map Viewer !
0O F Locate in Design File
‘ ‘ © Flow Suppressed Messages || Total wrtua

Figure 11-3. How to open the RTL viewer

The RTL viewer should look something like Figure 11-4. In the viewer, there are output combination
logic and finite state machine logic which is inside the "yellow" box. Double-clicking the “yellow” box will

open the state machine viewer (Figure 11-5). It shows all the states in the FSM and all the relationships
between the states.
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” ~ -——
’ current_state =
4 S0 RN
’
, st COUNTER[3]~nf +,
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\ s11 U
\\ s12 | /
| /
\ s13

|
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Figure 11-4. Quartus RTL view of 4-bit counter—FSM version
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Figure 11-5. Quartus State Machine viewer

In here you may become rather excited and think that you can use FSM to solve all your digital
problems. Yes, you are 100% correct. You can solve all kinds of digital problems with FSM in the simulation
world. In the real world, however, we are all constrained by the hardware—FPGA (field-programmable gate
array). Everything depends on how many resource you can use for your design.

Let us show you the resource usage difference between the design in Chapter 10 and this chapter's 4-bit
up counter design. There is a compilation report after each compilation. In Chapter 1, we mentioned the
basic gate design block: logic element. You can find out how many logic elements are used by the compiled
design. Figure 11-6 is the compilation report for the FSM 4-bit adder. You can see that the total logic
elements is 17/8064 (<1 %). 17/8064 means that the 4-bit up counter with FSM uses 17 logic elements out of
8064. The FPGA (MAX10 10M08DAF484C8G) has a total of 8064. Figure 11-7 is the compilation report from
Chapter 10's 4-bit up counter design. It shows that the Chapter 10 version only used six logic elements. The
FSM version used nearly three times more logic than the normal up counter design.

If you have a design need to create more than 500 4-bit up counters in the FPGA, then you need to
use the Chapter 10 version; otherwise you will not have enough logic elements (500 x 17 = 8,500). There is
another benefit to using the Chapter 10 version, which is that the counter can run faster (assuming a faster
clock). In general, the smaller the design (i.e., the fewer logic elements used), the faster the clock it can use.

Please don’t use FSM to design a simple counter when working on a real design. It would be like using
the Titan (US supercomputer) or the Tianhe-2 (Chinese supercomputer) to do the elementary maths.

You can use VHDL to design a real counter that's far smaller, faster, and simpler (only a few lines of code
compared with two pages of code). If your design only has a linear sequence, you can use a simple up
counter to help you "count” the states.

Caution Don't use FSMs to design a simple counter or linear design, even though an FSM can certainly do it.
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O Compilation Report - fsm (x|
Table of Contents @me

B8 Flow Summary Flow Status Successful - Sun Jun 12 13:05:35 2016
BE Flow Settings Quartus Prime Version 15.1.0 Build 185 10/21/2015 SJ Lite Edition
B Flow Non-Default Global Settings | |Revision Name fsm
B Flow Elapsed Time Top-level Entity Name counter_4bit
BH Flow OS Summary Family MAX 10
= Flow Log Device 10M0BDAF484C8G
> B Analysis & Synthesis Timing Models Final
> Bm Fitter Total logic elements 17/8,064 (<1%)

> B Assembler Total combinational functions 1378
> B TimeQuest Timing Analyzer Dedicated logic registers 16 /8,064 (
> Bm EDA Netlist Writer Total registers 16
© Flow Messages Total pins 7/250(3%)
© Flow Suppressed Messages Total virtual pins 0
Total memory bits 0/387,072(0%)
Embedded Multiplier 9-bit elements  0/48 (0% )
Total PLLs 0/2(0%)
UFM blocks 0/1(0%)
| |ADC blocks 0/1(0%)

Figure 11-6. Compilation report for 4-bit up counter with FSM

| @ Compilation Report - Sequential_Logic_IF_this_THEN_that [x]
Table of Contents @&

E8 Flow Summary Flow Status Successful - Sun Jun 12 13:02:29 2016
E Flow Settings Quartus Prime Version 15.1.0 Build 185 10/21/2015 SJ Lite Edition
E8 Flow Non-Default Global Settings Revision Name Sequential_Logic_IF_this_THEN_that
E= Flow Elapsed Time Top-level Entity Name counter_4bit
BB Flow OS Summary Family MAX 10
2 Flow Log Device 10MOBDAF484C8G
> [ Analysis & Synthesis Timing Models Final
> I Fitter Total logic elements 6/B,064(<1%)
b B Assembler Total combinational functions 6/8, <1%)
> Im TimeQuest Timing Analyzer Dedicated logic registers 4/8,064 (<
i Bm EDA Netlist Writer Total registers 4
© Flow Messages Total pins 7/250(3%)
© Flow Suppressed Messages Total virtual pins 0
Total memory bits 0/387,072(0%)
Embedded Multiplier 9-bit elements 0/48(0% )
Total PLLs 0/2(0%)
UFM blocks 0/1(0%)
ADC blocks 0/1(0%)

Figure 11-7. Compilation report for 4-bit up counter in Chapter 10

11.3 Combinational Lock Example

This combinational lock works like a simple state machine. It has different states (Lock, Unlocked, Key, etc.),
inputs (key numbers and lock), and an output lock condition (unlock = Low or High). Different companies
have their own ways to design a combinational lock. Let's try to design a combinational lock with a FSM in
VHDL.
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We assume the combinational lock is unlocked when the user uses it for the first time (the FPGA has
just been reset). The lock has four numbers for the combination and each number ranges from 1 to 15.
Number 0 is not included as it is used to represent the unlock state. The default combination number is
1-2-3-4. Lock the lock by setting the lock input to High. Figure 11-8 shows the inputs and output for the
combinational lock.

Combinational Lock
- CLOCK UNLOCKED p———p-
= RESET
—4f—> KEY_VALUE
—  LOCK

Figure 11-8. Combinational lock block diagram (inputs and output)

There are two operation sequences for this design—set key and unlock. Figure 11-9 shows the
sequences in state diagram form.

11.3.1 SetKey Sequences

1. Unlock the lock, the key input is 0, and wait for one clock cycle
Change the key value to your first key value and wait for one clock cycle
Change the key value to your second key value and wait for one clock cycle
Change the key value to your third key value and wait for one clock cycle

Change the key value to your fourth key value and wait for one clock cycle

S o~ w Db

Set the lock to lock (the lock is locked with the new keys)

11.3.2 Unlock Sequences

1. Setkeyinput to 0 and wait for one clock cycle
Change the key value to your first key value and wait for one clock cycle
Change the key value to your second key value and wait for one clock cycle
Change the key value to your third key value and wait for one clock cycle
Change the key value to your fourth key value and wait for one clock cycle

Set key input to 0 and wait for one clock cycle

N o a &~ DN

Lock is unlocked
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SET
KEY2

00,00
()

Figure 11-9. State diagram for combinational lock design

11.3.3 Code for the Combinational Lock Design

Based on the foregoing requirements for the combinational lock, the code in Listing 11-2 is an example of
how to implement the combinational lock. You can copy the following code and save it as combinational _
lock.vhd. You need to create a new project as we showed in Chapter 4—create a new project and add the
combinational_lock.vhd file to the new project and set the VHDL file as top level.

Listing 11-2. Combinational Lock FSM Design in VHDL

library ieee; -- All of the design need ieee library
use ieee.std logic 1164.all; -- Using std logic_1164 package
use ieee.numeric_std.all; -- Using numeric_std package

entity combinational lock is

port (
CLOCK : in std_logic;
RESET : in std logic;
KEY_VALUE : inm unsigned(3 downto 0); -- only from 1 to 15 is valid key number
LOCK 1 in std_logic; -- 1 mean lock the lock
UNLOCKED  : out std logic -- 1 mean locked 0 mean open
)s

end combinational lock;
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architecture behavioral of combinational lock is

-- define our own data type state for the combinational lock state machine
type state is

(UNLOCK, SET_KEY1,SET_KEY2,SET_KEY3,SET_KEY4,LOCKED,KEY1,KEY2,KEY3,KEY4);

signal current state : state; -- Current state value

signal next_state : state; -- Next clock cycle state value
signal save key ¢ std_logic;

signal shift_key : std_logic;

signal key shifter : std _logic_vector(15 downto 0);

signal stored _keyl : unsigned(3 downto 0);

signal stored _key2 : unsigned(3 downto 0);

signal stored key3 : unsigned(3 downto 0);

signal stored key4 : unsigned(3 downto 0);

begin -- architecture behavioral of combinational lock

-- FSM state register sequential process
fsm_p1: process(CLOCK, RESET) -- Only execute this process when CLOCK or RESET changes state
begin
if ( RESET = '1' ) then -- when RESET is HIGH, the FSM set to SO
current_state <= UNLOCK;
elsif ( rising edge(CLOCK) ) then -- rising edge of clock happen
current_state <= next_state;
end if;
end process;

fsm_p2: process(LOCK, KEY VALUE, current state , stored keyi, stored key2, stored key3,
stored_key4)
begin
case current state is -- in this case statements, we define all of the possible transition
between states
when UNLOCK =>
if (LOCK = '1') then
next _state <= LOCKED;
elsif (KEY VALUE /= 0) then -- Only allow to set key when it is in OPEN state
next_state <= SET _KEY1; -- The first non-zero value will NOT use as KEY
else
next_state <= current_state;
end if;

when SET KEY1 =>
if (LOCK = '1') then
next_state <= LOCKED;
elsif (KEY VALUE /= 0) then
next_state <= SET_KEY2;
else
next_state <= UNLOCK;
end if;

when SET KEY2 =>
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if (LOCK = '1") then
next_state <= LOCKED;
elsif (KEY VALUE /= 0) then
next_state <= SET_KEY3;
else
next_state <=
end if;

UNLOCK;

when SET_KEY3 =>
if (LOCK = '1') then
next_state <= LOCKED;
elsif (KEY VALUE /= 0) then
next_state <= SET_KEY4;
else
next_state <=
end if;

UNLOCK;;

when SET KEY4 =>
if (LOCK = '1") then
next_state <= LOCKED;
elsif (KEY VALUE = 0) then
next_state <= UNLOCK;
else
next_state <=
end if;

SET KEY1;

when LOCKED =>
if (KEY_VALUE = stored key1) then

next_state <= KEY1; -- First key is correct
else -- ENABLE = 'O’
next_state <= current_state;
end if;
when KEY1 => --
if (KEY_VALUE = stored key2) then
next_state <= KEY2; -- Second key is correct
else
next_state <= LOCKED;
end if;
when KEY2 =>
if (KEY_VALUE = stored key3) then
next_state <= KEY3; -- Third key is correct
else
next_state <= LOCKED;
end if;
when KEY3 =>
if (KEY_VALUE = stored key4) then
next_state <= KEY4; -- Fouth key is correct
else
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when

end process;

next

end if;

state <= LOCKED,

KEY4 => -- after all four keys are match, it need KEY_VALUE to unlock it
if ( KEY_VALUE = 0 ) then

next_

else

next_

end if;

state <= UNLOCK;

state <= LOCKED;

fsm_p3: process(current state, KEY VALUE,LOCK) -- output depends on current state and

inputs.
begin

-- Defualt output values
UNLOCKED <= '1';

save_key
shift_key

<= '0";
<= '0";

case current_state is --

between states
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when

when

when

when

when

when
when

UNLOCK

SET KEY1 =>

SET KEY2 =>

SET KEY3 =>

SET_KEY4 =>

LOCKED
KEY1

in this case statements, we define all of the possible transition

shift_key <= '1';

UNLOCKED<= '1';
if (KEY_VALUE /= 0) then

end if;

UNLOCKED <= '1';

shift_key <= '1';

shift_key <= '1';

if (KEY_VALUE /= 0) then
end if;

UNLOCKED <= '1';
if (KEY VALUE /= 0) then

end if;

UNLOCKED <= '1';

shift_key <= "1

-- After all four

save_key <= '1';

=> UNLOCKED <= '0';
=> UNLOCKED <= '

if (KEY_VALUE /= 0) then

)

end if;
key are set, it need LOCK = '1' to save the key
UNLOCKED <= '1';
If (LOCK = '1") then

end if;

0';
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when KEY2 => UNLOCKED <= '0';

when KEY3 => UNLOCKED <= '0';

when KEY4 => UNLOCKED <= '0';
end case;

end process;

-- This process manage the key for unlock the lock
internal key p: process(CLOCK, RESET)
begin
if ( RESET = '1' ) then -- when RESET is HIGH, keys set to "1234"
stored key1l <= "0001";
stored_key2 <= "0010";
stored _key3 <= "0011";
stored_key4 <= "0100";
elsif ( rising edge(CLOCK) ) then -- rising edge of clock happen
if ( shift key = '1' ) then
key shifter <= key shifter(11 downto 0) & std_logic_vector(KEY_VALUE);
end if;

if ( save key = '1') then
stored_keyl <= unsigned(key shifter(15 downto 12));
stored key2 <= unsigned(key shifter(11 downto 8));
stored key3 <= unsigned(key shifter(7 downto 4));
stored_key4 <= unsigned(key shifter(3 downto 0));
end if;
end if;
end process;
end behavioral;

In the Quartus's state machine viewer, you can see how the states relate to each other. Figure 11-10
shows the combinational lock design FSM.

R State Mactine Viewer - F/F_work/Begining FPGABock_chapter/chl 1fvm - fm Bl B

_ St Mo [enmtmmond bkt se =] G v o [ v @S @

Figure 11-10. State diagram for the combinational lock FSM
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11.3.4 Simulate the Combinational Lock with ModelSim Script

We will walk you through how to simulate the FSM with simple ModelSim script.

11.3.4.1 Steps to Start ModelSim and Run Simulation

1. Set ModelSim-Altera ver. as the default simulator in Quartus Prime. Assignments
» Settings » Tool name: ModelSim-Altera (shown in Figure 11-11)

¢ setings - fsm (= E s
Category
General
Files
Libearies Specify options for generating output files for use with other EDA tools
4 |P Settings
IP Catalog Search Locations | | 720! nome: (ModelSim-Aeca -
Design Templates il m““' Sevel e ity after
4 Operating Settings and Condit
Voltage A Netlist Writer settings
Temperature )
4 Compilation Process Settings Format for output netlist Time scale: (100 us
Incremental Compilation - - —
4 EDA Tool Settings Output directory: simulation/modelsim _l
s nnig kel Map illegal HOL characters Enable glitch fitering
Options for Power Estimation
Board-Level [7] Generate Value Change Dump (VCD) file script  Script Settings
4 Compiler Settings
VHDL Input Design inslance name

Figure 11-11. Set ModelSim-Altera as simulation tool in Quartus
2. Click Tools » Run Simulation Tool » RTL Simulation (Figure 11-12)

a Quartus Prime Lite Edition - E:/P_work/Begining pRGdJBapk_chapter/ch11l/fsm - fsm
File Edit View Project Assignments Processing [Tools || Window Help @

AL AR SR — i -
. - 2. Launch Simulation Library Compiler (%Y Gate Level Simulation...
Project Navigator | 2 Hierarchy = |E @ 38, Launch Design Space Explorer Il T

- : aULANE
EntityIns @) TimeQuest Timing Analyzer '} II:D @ ALY !I,j |:
[ MAX 10: 10M0BDAF434C8G i - - —ATT oF 3
BB combinational_lock & | Advisors * 11164211 . -- Using st
€ Chip Planner d.all; -- Using m
0 Design Partition Planner 1_lock is
Netlist Viewers b . .

« | 1l ] :in std_logic;

=@ SignalTap Il Logic Apalyzer : in std_logic;
Tasks [Compllauon 'IEEE- In-System Memary Content Editor s i in Uns‘lgngd_@_?OE
3 : in std_logic; 3
Task | = Logic Analyzer Interface Editor ED : out std_logic -- :

4 P Compile Design nf_ Irl.;Systeln Su-.!rtes and Probes Editor ock;
4 P Analysis & Synthesis SignalProbe Pins...

W Edit Settings & Programmer oral of combinational_l¢
BB View Report &‘ JTAG Chain Debugger ata type state for the ¢

Figure 11-12. Set ModelSim-Altera as simulation tool in Quartus
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3. ModelSim Altera Starter Edition main window (Figure 11-3) and wave window
(Figure 11-4) will bring up. The ModelSim transcript Window should show
Error:0, Warnings: 0 in the last line of the Transcript window (Figure 11-14)

M ModeiSim ALTERA STARTER EDITION 1040

file Edit View Compile Simulate Add Tramscript Tools Layout Bookmarks Window Help |
D-FETS I RBDO-AL _JJ$E&ﬂ1ﬂN“ 490':3:;,1“ Wros[simalace  w]|| Colmotaout iicotumna -
ia-ga-9) \_qjjj_J_J. %

M brary uz]g ) - —m— 8 xg wetch —— o ——
“num

;-l straton_essi
I strotoo_hssi_ver (empty)

Modelsim> do fsm_run_msim_rel_vhdl.do
if [[#ile exists r:zl_work]} {
wdel -1ib rtl_work -all

Transcript Window
wlib rzl_work

wvmap work rel_work

Mzdel Technology ModelfSim ALTERA wmap 10.4b Lib Mapping Utility 2015.05 May 27 2015

vmap -modelsim guiet work rrl_work

Modifying C:/altera_lite/15.1/modelsim_ase/win3Zaloem/modelsim.ini

Model Technology ModelSim ALTERA wveom 10.4b Compiler 2015.05 May 27 2015

8tart time: 00:06:07 on Cot 03,2016

woom -reportprogress 300 -%3 -work work E:/P_work/Begi FPGA/Book fehll/combinational lock.vhd

-= Loading package STANDARD

-= Leading package TEXTIO

-- Loading package std_logic 1164

-~ Loading package NUMERIC STD

-- Compiling entity combinational_leck

-- Compiling architecture behavicral of combinaticnal_lock
End time: 00:06:08 cn Oct 03,2016, Elapsed time: 0:00:01
Erzors: 0, warnings: 0

¥
4
i
¥
4
i
¥
4
i
¥ vcom -93 -work work (E:/P_work/Begining FPGA/Book_chapter/chll/combinational lock.whd}
i
i
¥
i
'
¥
i
i
’

-

SR o =

Figure 11-13. ModelSim-Altera started from Quartus Prime
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File Edit View Add Format Tools Bookmarks Window Help
1l Wave - Default LEA
L-‘A"".’.ii*! |20 \'q,-‘:n:‘:- ﬂ:- e
3% 1§ BR B
| | |

0 ns o 9612 ns

Figure 11-14. ModelSim-AlteraWave window

4. Type the following in the Transcript window after ModelSim> and then hit Enter
(Figure 11-15). The text color in the Transcript window will change to blue and
ModelSim> will change to VSIM 3> (Figure 11-16). The ModelSim is now in the
simulation mode. The combinational_lock design simulation is started at time

equal to 0. vsim work.combinational_lock
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MUY A ALY AN o
-- Compiling entity combinational lock

-- Compiling architecture behavioral of combinational lock
End time: 00:06:08 on Oct 03,2016, Elapsed time: 0:00:01
Errors: 0, Warnings: 0

ke He e e

ModelSim> vsim work.combinational lock

|<No Design Loaded> '<No Context>

Figure 11-15. Start combinational lock simulation in ModelSim

vsim work.combinational lock

vsim work.combinational lock

Start time: 00:26:35 on Oct 03,2016
Loading std.standard

Loading std.textio (body)

Loading ieee.std_logic_1164 (body)

Loading ieee.numeric_std (body)

Loading work.combinational lock(behavioral)

W R A

VSIM 3> |

INow: 0 ps Delta: 0 \sim:/combinational_lock

Figure 11-16. Simulation started

5. Addall of the combinational_lock signals to the wave window by right-clicking
the combinational lock in the Sim box in the ModelSim window (Figure 11-17)
or run the following script in the Transcript window. The wave window will be
updated as in Figure 11-18

e add wave -position insertpoint sim:/combinational_lock/*
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™ ModelSim ALTERA STARTER EDITION 10.4b

File Edit View Compile Simulate Add Structure Tools Layout Bookmarks Window Help

B-FE2E iBE0T | 0-NE || S2ERE|| 4 @ B[ 10 p-4UBE

Layout Isimulate

1[ ColumnLayout [A11columns

vl a-a-ca-

6 Library —

T [T

v Name

olpath B

i stratiov_hssi
M. stratixv_hssi_ver (empty)
=l stratixv_pcie_hip

M stratixv_ver (empty)
ooda o s

M stratixv_pcie_hip_ver (empty) $MODEL_TECH/../alt _

$MO DEL_TECH,"..}aIt
$MODEL_TECH/../alt
$MODEL_TECH/../alt

$MODEL_TECH/../alt J

ApammE sl G

B2 combinational_lock

View Declaration
View Instantiation

(@ fsm_p3

@ internal_key_p

M standard

M textio

M std_logic_1164 :

M numeric_std Add Wave To »
< | Add Dataflow Ctrl+D

»

§ Transcript Add o
*
ModelSim> error writing "file COPY Cri+C
vsim work.combinational_ loc| Find.. Ctri+F
$ vsim work.combinational l| Save Selected...
§ start time: 00:26:35 on O
§ Loading std.standard Expand Selected
§ Loading ?td.textio (body) Collapse Selected
§ Loading ieee.std logic 11 e Al
f Loading ieee.numeric_std( fpes
# Loading work.combinationa Code Coverage >
VSIM 3> Test Analysis »

[Now: 0 ps Delta: 0

[ XML Import Hint
|

al_lock(behavioral)
al_lock({behavioral)
al_lock(behavioral)
al_lock(behavioral)

l:a-a

nent

) o RS »

Figure 11-17. Add all of the signals to the wave window
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[
1l Wave

| pm] Wave - Default

Elle Ecllt lﬂew é.dd FQrmat Iools Bookrnarks ﬁin&ow Help |

[‘@:r’y.-}..‘-.ﬂ_u | %lfa-;_l* 100 Fs_:,lllfigr_}ﬂ@ F;‘] ‘°| +H T 2GS .' N ,—qt-%o' llﬂ.,l HD|

N

# cLock

P KEY_VALUE
# Lock

W current_state
& next_state
* save_key
T @ chift_key
+ 4 key_shifter
+ 4 stored_keyl
« ¥ stored_key2
2 4 stored_key3
« ¥ stored_keyd

:

0 ps to 9761 ps
L

@ UNLOCKED

M

LW

I [

i [[ 30~ 963 | seorch ETTY r[aeassa

|
| ]
N

-

Figure 11-18. Wave window with all the signals of combination lock design

11.3.4.2 Simulate the Design with ModelSim Script

After you are in ModelSim and have run the simulation by vsim work.combinational lock and added all of
the signals to the waveform window, run the following script Listing 11-3 to try to LOCK the lock, unlock,
and rekey the lock

Listing 11-3. Combinational Lock simulation Script

force -freeze
force -freeze
force -freeze
force -freeze
run 200 ps
force -freeze
run 100 ps
force -freeze
run 100 ps
force -freeze
run 100 ps
force -freeze
run 100 ps
force -freeze
run 100 ps
force -freeze
run 100 ps

sim:
sim:
:/combinational_lock/KEY_VALUE 0000 O
sim:

sim

sim:

sim:

sim

sim

sim:

sim:

/combinational lock/CLOCK 1 0, 0 {50 ps} -r 100
/combinational_lock/RESET 1 O

/combinational_lock/LOCK 0 O
/combinational_lock/RESET 0 0

/combinational_lock/LOCK 1 0

:/combinational_lock/LOCK 0 O

:/combinational_lock/KEY_VALUE 1 0

/combinational_lock/KEY_VALUE 2 0

/combinational_lock/KEY_VALUE 3 0
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force -freeze sim:/combinational lock/KEY_VALUE 4 0
Tun 100 ps

force -freeze sim:/combinational_lock/KEY_VALUE 0 O
Tun 100 ps

run 100 ps

run 100 ps

force -freeze sim:/combinational lock/KEY_VALUE 8 0
Tun 100 ps

force -freeze sim:/combinational_lock/KEY_VALUE 9 0
run 100 ps

force -freeze sim:/combinational_lock/KEY_VALUE A O
run 100 ps

force -freeze sim:/combinational lock/KEY_VALUE B 0
Tun 100 ps

force -freeze sim:/combinational lock/LOCK 1 0

run 100 ps

force -freeze sim:/combinational lock/LOCK 0 O

run 100 ps

When the script is finished, the wave window will show all of the signals between time 0 and 1800 pS.
Figure 11-19 shows the updated wave window. Click the Magnifying glass (shown in Figure 11-19) to zoom
in to the time. Figure 11-20 shows the result.

W e e

file Edit View Add Format Tools Bookmarks Window Help \

Hex
LSS 5. FUE L

B/W W]

BF| woopsdEIEME | TS| TS

w| jang ¥

¥ aox 1
& RESET []
+ & KEY_VALUE 1
& Lo 0
4 UNLOCKED 0
& current_state KEY1
¥ next_state LOCKED
& save_key 0
& shift_key ]
D key shifter |00

+ 4 stored_keyl 1
+ & stored_key2 2
1 ¥ stored_key3 3

4

Now 1.8ns

.
L £ KB | |4
| 0 psto 9761 ps key_shifter

Figure 11-19. Wave window with simulated signals
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m Wave

File Edit View Add Format Tools Bookmarks Window Help
15 Wave - Default

‘@";’.---Qﬂi_ Gl s [3F] 100 pod{BIEIEING _':;j[',"-;_?,l_ tat ’ﬁr* % B L 3 uoi_gg‘.“ﬁ el E

Figure 11-20. Wave window with simulated signals—Zoom in

EXERCISE TIME

The script will NOT test all of the state's transitions. It is time for you to write a test bench VHDL file for
this combinational lock.

Please try to create one that will generate exactly the same results as the script. The answer for this
task is in the next two pages. You can try to modify the basic test bench to be more advanced if you are
feeling up for a challenge. Figure 11-21 shows the simulation result.

anc
WET_vaLLE
e
RESET
L CCRED
ao
el
AEY_VALLE
Lok

- UMLCOKED
Currenl_sste
ot state
voe_bey
oy
ey _shter
sared beyl

Figure 11-21. Combinational lock simulation result from script/vhdl test bench
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Exercise Answer

LIBRARY Teee;
USE jeee.std_logic_1164.al11;
use ieee.numeric_std.all; -- Using numeric_std package

LEND combinational_lock_vhd_tst; .
BIARCHITECTURE combinational_lock_arch OF combinational_lock_vhd_tst IS

1
2
3
4
g BIENTITY combinational_lock_vhd_tst IS
T
& @g-- constants

F-- signals
10 [ SIGNAL CLOCK : STD_LOGIC;
11 | SIGNAL KEY_VALUE : unsigned(d DOWNTO 0) := "0000";
12 [ SIGNAL LOCK : STD_LOGIC := '0'
13 SIGNAL RESET i STD_LOGIC := "l';
%; SIGNAL UNLOCKED : STD_LOGIC;
16 E‘ICOHDONENT combinational_lock
17 PORT (
18 CLOCK : IN STD_LOGIC;
19 KEY_VALUE : IN unsigned(} DOWNTO 0);
20 LOCK : IN STD_LOGIC;
21 RESET : IN STD__l.OGIC;
%;; l)JNLOCKED : BUFFER STD_LOGIC
%g END COMPONENT;
26 | BEGIN
27
28 uut : combinational_lock
29 B  PORT MAP (
30 -- Tist connections between master ports and signals
31 CLOCK => CLOCK,
32 KEY_VALUE => KEY_VALUE,
33 LOCK => LOCK,
34 RESET => RESET,
35 UNLOCKED => UNLOCKED
36 i1}
SIa
38 -- genrate 100ps period clock --
33 CLOCK <= not CLOCK after 50 ps;
41 QEreset_p : PROCESS
42 | BEGIN

43 |RESET <= '1';
44 | wAIT for 200 ps;
45 |RESET <= '0';

46 WAIT;

47 END PROCESS reset_p;
48 |

49 glock_p : PROCESS

50 BEGIN

51 LOCK <= '0';
52 WAIT for 300 ps;
b

53 LOCK <=

54 | WAIT for 100 ps;

55 LOCK <= '0';

56 | WAIT for 1200 ps;
57 LOCK <= '1'

58 WAIT for' 100 ps;
59 LOCK <= '0';

60 | WAIT for' 100 ps;
(28 WALT;

gg END PROCESS Tock_p;
64 Bkey_p : PROCESS

65 BEGIN

(i1 -- code that executes only once

67 KEY_VALUE <= "0000";

68 WALT for 500 ps;

09 KEY_VALUE <= "0001";

70 | WAIT for 100 ps;

Tk KEY_VALUE <= '0010";

72 WALT for 100 ps;
"0011";

ps;

75 KEY_VALUE <= "0100";
ps;

77 KEY_VALUE <= "0000";

ps;
79 KEY_VALUE <= "1000";
80 |wAIT for 100 ps;
81 KEY_VALUE <= "1001";
82 WALIT for 100 ps;
83 | KEY_VALUE <= "1010";
84 WAIT for 100 ps;
85 KEY_VALUE <= "1011";
86 WAIT for 100 ps;

WALT;
88 |END PROCESS key_p;

91 END combinational_lock_arch;

Figure 11-22. Combinational lock simulation VHDL code answer
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11.4 A Little Bit More About FSM in Digital Design

You may also hear about different encoding for state machines in digital design. The encoding means

how the hardware interprets the state. In our combinational lock example, we have ten states. We can use
4-bit registers to interpret all ten states (e.g., "0000" is UNLOCK, "0001" is SET_KEY1..., "1001" is the last

state KEY4). This is called full encoding. We can also use 10-bit registers to represent ten states. One bit of
the register is mapped to exactly one state. This is so-called one-hot encoding. There is only one bit of the
register set HIGH for any current state. All other state bits are set LOW. There is another approach called gray
code encoding.

In general applications, you can let the FPGA tools help you to pick the encoding method. It is usually
good enough. If we really need to pick one, we will select one-hot encoding because it uses minimum logic
to decode each state which can run faster than other types of encoding. You can force the Altera tools to use
one-hot. It is under menu: Assignments » setting » Compiler Settings » Advanced Settings (Synthesis).
You can follow Figure 11-23 to set the state machine processing to One-Hot.

] Settings - fsm = & =% I-. @ cc
Category Device.. i )

General
iles Specily highevel optimization setl] Advanced Analysis & Synthesis Settings :

Libranies :
sattings control the oplimization fod
4 |F Settings # 4| Specify the settings for the logic options in your project. Assignments made to an indnidual

IP Catalog Search Locations Optimization mode node or entity in the Assignment Editor will override the option settings in this dialog box
Design Templates
4 Operating Settings and Conditions @ Balanced (Normal flow)

e

&, <<Filter>> Show: |All »
Vokae Performance (High effort - incl
Temperature T
4 Compilation Process Settings Performance (Aggressive - ing P ————— Name —— Selting -
2 ED’:,;:J\;T::"E:NNHIM Power (High effort - increases SDC constraint protection Off
Design Entry/Synthesis Power (Aggressive - increasel Safe State Machine off
Simulation o E d Shift Register Replacement - Allow Asynchronous Clear Signal On
Formal Venfication i (Aggressbs - ecicws | State Machine Processing
Board-Level P Strict RAM Replacement
: Prevent register optimizations
4 (ComplcSations 1 _ ) Synchronization Register Chain Length
X ot Prevent register merging Synthesis Effort
Verilog HOL Input =i
Default Parameters .| Prevent register duplication Timing-Oriven Synthesis =
TimeQuest Timing Analyzer Prevent register retiming L_.Ise I.cg_:i_ock Constraints Elr_m?_Resonr:e Elalan:in_g_ | User-Encoded - |
gssemi:r = Description
esign Assistan! [ Y
SignalTap Il Logic Analy |Advanced Settings (Synthesis)...| Specifies the pracessing style used to compile a state machine. You | ——————
Logic Analyzer Interface can use your own User-Encoded style, or select One-Hot', Minimal Reset |
PowerPlay Power Analyzer Setting Bits'. ‘Gray’. Johnson', "Sequential’ or ‘Auto’ (Compiler-selected)
SSN Analyzer ncodng o]
Description | ResetAR |

Controls the Compiler's high-level g
optimizes in a balanced mode, targ 0K i [ Cancel | | Help
Compiler to priontize a particular of L

optimizations that increase compil{ -
also make trade-offs that may harn

| High Performance Effort” mode will cause the compiler to target increased positive timing margin (Wa ]

Ar i » [ W Buy Software I OK I Cancel | Apply Help

Figure 11-23. Altera Quartus state machine processing set to One-Hot

To show you that one-hot encoding can run faster than most of the other methods, we compiled the
combinational_lock design with four different encoding methods: one-hot (362.19 Mhz), sequential (326.69
Mhz), gray code (333.33 Mhz), and minimal bits (328.19 Mhz). You can find the maximum clock speed of the
design in the Compilation report » TimeQuest Timing Analyzer » Slow 1200mV 0C Model (Figure 11-24).
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From high speed to low speed order: one-hot maximum clock speed is 362.19MHz. Gray code
maximum clock speed is 333.33MHz. Minimal bits maximum clock speed is 328.19MHz. Sequential
maximum clock speed is 326.69MHz.

- - - — - — - ke

|® cornhinational_l-o_ckd:d_ EE Compilation Report - fsm
Table of Contents
B8 Flow Summary - | Fmax Restricted Fmax Clock Name
EE Flow Settings [[1  32819MHz  250.0 MHz CLOCK limit due to mini

B=¥ Flow Non-Default Global Settings
B Flow Elapsed Time
B Flow OS Summary
£ Flow Log
> B Analysis & Synthesis
> I Fitter
> B Assembler
4 I~ TimeQuest Timing Analyzer
EB Summary
B8 Parallel Compilation
EH Clocks

4 I~ Slow 1200mV 0C Mode
&8 Fmax Summary
TS SuTaTy
EE Hold Summary
=
| Recovery Summary
| Removal Summary

Figure 11-24. Altera Quartus Compilation report—TimeQuest Timing Analyzer(FSM set to Minimal Bits)

Sequential encode is the most area efficient. It will use minimum gates and registers to implement the
FSM resulting the smallest overall area in FPGA.

Tips  Description of each encoding method from Altera web site http://quartushelp.altera.com/15.0/
mergedProjects/hdl/vhdl/vhdl file dir_enum_encoding.htm.

11.5 Wrap-up

We use FSMs as the last topic in this part because they include everything we learned in Chapters 6 to 10.
If you can design an FSM, then you know how to do basic VHDL design. This doesn't mean that you need
to use FSM to prove you know VHDL and digital design. It all depends on the needs of the design and you
always want to keep the design simple (K-I-S-S, Keep It Simple Stupid).
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11.5.1 Review FSMs

Complex circuits may be constructed using FSMs. FSMs are easily specified using three processes and the
CASE statement. Let’s review the steps for designing an FSM.

1. Define all of the inputs and outputs (it needs a clock and a reset)
2. Define the number of states for the design and draw a state diagram

3. Write VHDL code with three separate processes:

a. Sequential register state process (current_state <= next_state)

b. Next state decoding process with CASE statement which is used for making
the decision for the next_state

c. Output decoding process: The output it generates depends on current_state
and may depend on the input.

Tip  Always explicitly define behavior for all states and outputs.

Keep in mind of that that all of the design to solve the problems is in step 2, NOT step 3. Step 3 should be
straightforward to implement what step 2 asks for, if the state diagram is well defined. It is similar to writing
software. If you have a flow chart (step 2) before you start coding (step 3), then you will have a better code
than you will without a flow chart. You can get a lot of FSM examples or templates from the Internet. The
following link is from Altera:

www.altera.com/support/support-resources/design-examples/design-software/vhdl/vhd-state-
machine.html

“It depends.”
—A professor at Hong Kong Polytechnic University
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CHAPTER 12

Light Sensors: Turning a Laser
Pointer into a Hi-Tech Tripwire -

12.1 Introduction

In Chapters 12 through 14, we will start to bring in the BeMicro Max10 board as a platform to show you how to
really do something fun with FPGAs (field-programmable gate arrays) and hardware. In this chapter, we will
show you how to use some hardware on the BeMicro Max10 board, the analog-to-digital converter (ADC),

the photo resistor to build a light sensor, some LEDs (light-emitting diodes), and a button. Figure 12-1 shows
the location of the ADC, which is built into the FPGA, and Photo resistor, which is in the top left corner. This
chapter will show you what FPGA IP (Internet Protocol) is and how to use it.

T ——— i e— »
BeMicro Max10

%w. | .n P

\ \zﬁﬂl\u\j\qu '| Wit

— 'S_' — - b

Figure 12-1. BeMicro MAX10 board—photo resistor, LEDs, and ADC locations
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12.2 Photo Resistor Circuit 101

A photo resistor is a light-controlled variable resistor. Its resistance decreases with increasing incident light
intensity; in other words, a phoo resistor exhibits photoconductivity (https://en.wikipedia.org/wiki/
Photoresistor). In plain English, this simply means that the more light there is, the higher the voltage drop
through the photo resistor.

Figure 12-2 shows the circuit for connecting the photo resistor to the FPGA's internal ADC.

3.3V

Figure 12-2. Photo resistor circuit in the BeMicro MAX10

The photo resistor datasheet states that when NO light hits the photo resistor, the resistance is around
1M ohm. The resistance will change to around 8~20k ohm when light falls on it. R2 = 1k ohm, R1 = 12.7 ohm.

By using the voltage divider equation: Output Voltage equal to 3.3V x [R2 / (R2 + PR)]

PR: resistance of photo resistor

Output Voltage equal to 0.366V when light is on

Output Voltage equal to 0.003V when light is off

12.3 BeMicro MAX10 LED Circuit

The BeMicro MAX10 has eight LEDs. Figure 12-3 is a LED symbol. If the voltage on (+) side is higher than
(-) side by at least 0.8 V, then the LED will light up. The user LEDs are all green color on the BeMicro MAX10
board. We will use these LEDs to show how many times the tripwire got crossed.

"'\\\I‘
() ")

Figure 12-3. LED symbol
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Have some fun: Do you know what the first LED color is and what color was missing before we had LED
light bulbs?

Note The world's first LED color is RED. It was built by GE physicist Nick Holonyak in 1962. We need a blue
color LED to build a white color LED. It is because we need primary colors (red, green, and blue) to form white.

The LED (+) side is connected to 2.5V (Logic High) in series with a resistor R3. The (-) side of the LED
is directly connected to an output from FPGA. We know that the (+) side needs to be higher than (-) by at
least 0.8V to turn on the LED. Therefore, 0V (Logic low) output from the FPGA will turn on the LED and 2.5V
(Logic High) output from the FPGA will turn off the LED. It is kind of inverting the normal logic. Figure 12-4
shows the circuit on the BeMicro MAX10 board.

2.5V
0

Output frgm FPGA §

LED

Figure 12-4. BeMicro MAX10 LED circuit

You may start to think, How can I define that 2.5V is logic high and 0V is logic low? The project template
from the Altera store for the BeMicro MAX10 defined all of the inputs and outputs. You can read or modify
the I/0 (input/output) definitions in the Altera Quartus Prime—Pin Planner (Figure 12-5). Open the pin
planner: Open/Create a BeMicro MAX10 project, click Assighments menu, and then click Pin Planner or
Ctrl + Shift + N.

Figure 12-5 shows that all of the USER LED 1/0 standards are 2.5V.
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%: USER LED{6] Output PIN T 2 B2 NO PIN T6 25V EmA 0
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Figure 12-5. Altera Quartus Prime—Pin planner 1/0 standard

12.4 FPGA IP—Altera ADC IP (Hard IP and Soft IP)

Altera MAX10 FPGA provides an ADC IP which contains a hard IP block in the MAX10 device to deal with
external inputs and soft logic through the Altera Modular ADC soft IP core which is our VHDL (VHSIC (very
high speed integrated circuit) Hardware Description Language) code needed to interface with it. The ADC
hard IP block has the magic piece "Sampling and Hold with 12 bit 1 Mbps ADC." This piece provides you
the capability to translate analog voltage levels to digital numbers. The basic function is to provide a 12-bit
digital value of the analog signal being observed. Figure 12-6 shows you the ADC analog inputs to the ADC
hard IP block and the connection between the hard IP block and Altera modular ADC soft IP core.
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PLL Clock In
Dedicated ADC Hard IP Block M
Analog Input Sequencer [4:0]
—
= I |
- DOUT[11:0)
ADC Analog Input . Mux _Sampling 12 bit 1 Mbos ADC
(Dual Function) (16:1] and Hold_~ P
. > Control/Status
\ >

Altera Modular ADC IP Core

Temperature Sensor d)L
O

ADC Vg |

Internal Vg

Figure 12-6. ADC in MAX10 FPGA—source from Altera MAX10 Handbook

12.4.1 HardIP

By the way, the term “IP core” in FPGA means a block of logic that is used in making an FPGA. If the IP
physically exists inside the FPGA before the user programs it (like the logic inside the ADC hard IP block,
logic element, internal RAM, and 1/0 block), then we call it hard IP core. Most of the time, FPGA vendors
only provide the name of the module for you to call when you need to use it. They may only provide a
simulation model for you to do the simulation but not the detail of how those logic blocks are built. It is their
secret recipe (integrated circuit mask layout) to build the FPGA chip and sell it to you. This also means that
you cannot change it after you get the FPGA. The good thing about using hard IP is that you can use it as is.

12.4.2 SoftIP

Soft IP can be changed after the FPGA has left the manufacturer. Often soft IP is in the form of HDL
(Hardware Description Language). It means that you can simulate it and know what is happening inside the
IP. You can get soft IP from the FPGA vendor or some other company that only provides soft IP for FPGAs.
Using soft IP involves a lot more work than hard IP. You need to make sure the soft IP gets synthesized
correctly. This means that it is NOT plug and play. You need to spend some time on it. Most of the free soft
IPs come with the design VHDL files. You can go to the following web site to get some free VHDL IP. It's
worth noting, however, that soft IP, while more time-consuming and complex than hard IP, is most likely a
lot easier and faster to use than trying to create your own from scratch. Soft IP is then a great way to leverage
others' expertise so that you can focus on the problem at hand.

Note Web sites for free soft IP sources:
Open Cores: http://opencores.org/

Gaisler SOC library: www.gaisler.com/index.php/products/ipcores/soclibrary

Most of the time we only configure hard IP in the FPGA design, and soft IP needs to be generated by the
FPGA vendor tools or tools from the third-party company that provided you with the VHDL code. Table 12-1
summarizes the differences between hard and soft IP in FPGA.
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Table 12-1. Hard vs. Soft IP in FPGA

Hard IP Soft IP
Cost FREE FREE to Expensive
Easy to use YES NO
Flexibility NO YES
Changeable = NO YES
Speed Guaranty by FPGA vendor  Depends

Note For more detail about the ADC MAX10 Analog to Digital Converter User Guide link, see

www.altera.com/literature/hb/max-10/ug_m10_adc.pdf.

12.4.3 How to Configure Your First IP

Step 1: Create a new bank Quartus project in a manner similar to the way we did it in Chapter 4.

Step 2: In the IP Catalog, search for ADC, select the Altera Modular ADC core, and double-click it as shown
in Figure 12-7.

IP Catalog @6 =
® ADC X =
4 g Installed IP

4 Library
4 Processors and Peripherals
4 Peripherals

# Altera Modular ADC core
# Altera Modular Dual ADC core
4 University Program
4 Generic IO
# ADC Controller for DE-series Boards
# DEO0-Nano ADC Controller
# DE1-SoC ADC Controller
@ Search for Partner IP

Figure 12-7. IP Catalog search for ADC
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Step 3: A new IP variation window will appear as Figure 12-8. Enter adc_interface in Entity name. The
Save in folder location is your project folder location. You don’t need to change the family and device setting.
Click OK.

«s New IP Variation %

Your IP settings will be saved in a .qsys file.

Create IP Variation

Entity name: | adc_interface

Save in folder: E:\P_work\Begining FPGA\Book_chapter\ch12 _
Target Device

Family: 'MAX 10 v
Device: | 10MOSDAF484C8GES v

@ Info: Your IP will be saved in E:\P_work\Begining FPGA\Book_chapter\ch12/adc_interface.qsys.

Figure 12-8. New IP variation window for ADC interface IP

Step 4: A new IP Parameter Editor window will appear as Figure 12-9 and we can set our preferred
parameters. We want it to constantly send out ADC samples and we want to check and control the IP's status
and command registers, so we should select the Core Variant to be Standard sequencer with external
sample storage on the General tab. For this design we are only interested in channel 4 which is connected
to the photo sensor on the BeMicro Max10 board. Check Use Channel 4 in the Channels tab and CH4 tab.
Figure 12-9 shows the setting.
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& 1P Parameter Editor - ade_interface qsys* (EAP_work\Begining FPGA\Book chapterichl Z\adc_interface.qsys) =@ 8 |
File-Edit: System Generte: View Tools: Help
o o[ cenis_c: [P OE SRR oo
maodular_adc 0
fock avaion_ L8500,
ik, reset
ook
I locked 3
Ly favalon
allera_modular_adc
mmm[ﬁ"_v'\r‘ :
Charess | Sequencer|
[#] uise Channel 4 g =0

Prassts for modular_adc_0

a9 x

aject
Chek Mew_. to creste 8 presel
Library
| = Hi prasats for Altera Modular ADC core 15.1
[Fvemge B =
Type Path Message
i & [Coorty ] [[vedse... ] [Coeiene | [ ]
: =

0o, 0 Warmegs

Figure 12-9. Altera Modular ADC core IP parameter editor

Step 5: The sequencer tab settings default to no channel, so make sure you select CH 4 where the

number of slots used is 1. Figure 12-10 shows the setting.

228



CHAPTER 12 LIGHT SENSORS: TURNING A LASER POINTER INTO A HI-TECH TRIPWIRE

File Edit System Generate View Tools Help

ﬁ adc_interface  Path: modular_adc_0

Altera Modular ADC core
altera_modular_adc

General

ADC Input Clock: 10Mhz ¥

" Raforence Voltage Source:
External Reference Voltage: [C] v

Sequencer

Figure 12-10. Altera Modular ADC core IP parameter editor—sequencer tab

Step 6: Click Generate HDL... and Figure 12-11 window will pop up. Select VHDL for synthesis and the

path for storing the generated IP VHDL files. Click Generate. Figure 12-12 will pop up when generation is
going to begin.
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( #& Generation L&y

Synthesis files are used to compile the system in a Quartus Prime project.
Create HDL design files for synthesis: Eﬂ.
[] Create timing and resource estimates for third-party EDA synthesis tools.
[/] create block symbol file (.bsf)

The i’ model q 1 HDL files for the simulator, and may include simulation-only features.

Simulation scripts for this component will be generated in a vendor-specific sub-directory in the specified output directory.

Follow the guidance in the generated simulation scripts about how to structure your design's simulation scripts and how to use the
ip-setup-simulation

and jp-make i J-line utilities to compile all of the files needed for simulating all of the IP in your design.

Create simulation model: M*‘
[ ] Allow mixed-language simulation

Enable this if your 1 supports mixed-|

: Path: EE:ﬂ:_

/Begining FPGA/Book_chapter/ch12/adc_interface | s

Figure 12-11. Altera Modular ADC core IP generation setting
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" .|

Integration with Quartus Prime Software DS

The following new files were created:

E:\P_work\Begining FPGA\Book_chapter\ch12\adc_interface.qsys

To edit or modify a .qsys file in your design, do one of the following in the Quartus Prime
software main window:

- Open the .gsys file with the Open command on the File menu

- Double-click the .qsys file on the Files tab in the Project Navigator

- Open Qsys from the Tools menu

- Use the gsys-edit command at the command line

To generate HOL files from a .qsys file, do one of the following in the Quartus Prime software:
- Open Qsys from the Tools menu

- Use the gsys-edit command at the command line
- Open Qsys from the Quartus Prime software and click on the 'Generate HDL..." button

[} Do not show this message again

Close |

[ ¥

Figure 12-12. Message shows up after generation is finished

Step 7: Generate Completed window (Figure 12-13) will show up after you click the generation in the
last step. Next click Close on the Generate Completed window and click Finish in the IP parameter editor
window. Figure 12-14 shows all the files generated by the Altera IP tools. The name of the generated IP is
adc_interface.
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-
s& Generate Completed | DX
e Ao
© Progress: Parameterizing connections -

© Progress: Validating

© Progress: Done reading input file

@ Info: adc_interface: Generating adc_interface "adc_interface" for QUART
© Info: modular_adc_0: "adc_interface" instantiated altera_modular_adc "r
© Info: control_internal: "modular_adc_0" instantiated altera_modular_adc
@ Info: sequencer_internal: "modular_adc_0" instantiated altera_modular_[

© Info: adc_interface: Done "adc_interface" with 4 modules, 12 files
© Info: qsys-generate succeeded.

© Info: Finished: Create HDL design files for synthesis ¥
< I ] »

© Generate: completed successfully.

[ stop _

Figure 12-13. Altera Modular ADC core IP generate completed

| simulation
| . synthesis
@adc_interface.bsf
adc_interface.cmp
£h)adc_interface.csv
€ adc_interface.html
| adc_interface.ppf
adc_interface.spd
'® adc_interfacexml
| adc_interface_bb.v
| adc_interface_generation.rpt
| adc_interface_generation_previous.rpt
| adc_interface_inst.v
&) adc_interface_inst.vhd

Figure 12-14. ADC interface—Altera Modular ADC core IP generated file list
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12.5 FPGA IP—Altera PLL IP

Altera PLL IP can generate a very wide range of clock frequencies. A phase-locked loop (PLL) is a closed-
loop frequency-control system based on the phase difference between the input clock signal and the
feedback clock signal of a controlled oscillator. It has a lock pin output to indicate that the output clock is
stable and ready to use. We use this lock output as an active low reset to our system.

We need to create two PLL Clock IPs for the Altera ADC IP. This is because the MAX10 FPGA’'s ADC
requires a specific PLL inside the FPGA as its clock source. It is called adc_pll in the diagram below
(Figure 12-15). The BeMicroMax10 board’s 50MHz clock source can only drive directly into the other PLL.
We called it cascade_pll in this design. Two PLLs need to connected, as in Figure 12-15, to provide the clock
for the ADC (adc_pll CO output)

cascade_pll:cascade_pll_inst adc_pll:adc_pll_inst

areset c0

\_h inclkO cl

locked

SYS_CLK

Figure 12-15. Altera PLL cascade connection

12.5.1 Generate ADC PLLIP

Step 1: In the IP Catalog, search for altpll, select the ALTPLL, and double-click it as shown in Figure 12-16.

IP Catalog

_ altpl 1l

4 g Installed IP
4 Library
4 Basic Functions
4 Clocks; PLLs and Resets
4 PLL

# ALTPLL 2
# ALTPLL_RECONFIG

@ Search for Partner IP

Figure 12-16. IP Catalog—Altera PLL IP

Step 2: A new IP variation window will appear as in Figure 12-17. Enter adc_pll at the end of the IP
variation file name. Select VHDL. Click OK.
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Q Save IP Variation | Y
IP variation file name: name [I]
vork/Begining FPGA/Book_chapter/ch12/adc_pll [...]

IP variation file type Cancel
© VHDL

. Remember select VHDL
() Verilog

Figure 12-17. Save IP Variation for adc_pll

Step 3: A MegaWizard Plug-In Manager window will appear as in Figure 12-18. Under the 1: Parameter
Settings tab, on the General/Modes tab, change the inclk0 input to 50 MHz which is the on board clock
frequency. On the Bandwidth/SS tab in Figure 12-19, change the Bandwidth Setting to Preset High.

% MegaWizard Plug-In Manager [page 1 of 12] | @ | P

"2 ALTPLL

Currently selected device family: |2 10 -
adc_pll -
P [¥] Match project/default
pnctkd | ciko requency: 50.000 MHz <0, Able to implement the requested PLL
reset Operation Mode: Normal lock
General
[Cik|RatidfPh (dg]DC (%]
[cof 1] ooo | so.00]
Which device speed grade will you be using?
RARAD | Use military temperature range devices only
| J
What is the frequency of the inclk0 input? 50
Set up PLL in LVDS mode Data r§te: | Not Available -_' Mbps

Figure 12-18. MegaWizard Plug-In Manager for ADC IP—1
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£ ALTPLL

adc_pll

n

inclk0
RECSE ) inciko frequency: 50.000 MHz
set Operation Mode: Normal

| s0.00]

'}

locks

MAX 10

Able to implement the requested PLL

Spread Spectrum

The spread spectrum feature allows for a modulation of
the PLL clock frequency. The range of the clock
frequency deviation is determined by the 'down spread'
while 'modulation frequency’ controls their period.

| Use spread spectrum feature and

Set down spread to | 0.500 | '+ percent
Set modulation frequency to 50.000 :KHz >
Bandwidth

A lower bandwidth will result in better input jitter rejection
and less drift during switchover at the expense of a slowe

More Details >>

More Details >>

Howmddynu like to specify the bandwidth setting?

) Auto
© prese

Custom:

Set bandwidth to 1.000 [MHz ~]
Adtual achieved bandwidth 0.000000 MHz

Figure 12-19. MegaWizard Plug-In Manager for ADC IP—2

Step 4: Under the 3: Output Clocks tab, the ADC requires a 10 MHz clock from the c0 output of PLL_1
on our BeMicro Max10 board. On the clk c0 tab in Figure 12-20, change the division factor to 5. On the clk c1

tab in Figure 12-21, tick the Use this clock checkbox and leave the rest of the parameters at their defaults.

235



CHAPTER 12 LIGHT SENSORS: TURNING A LASER POINTER INTO A HI-TECH TRIPWIRE

g T |1

% MegaWizard Plug-In Manager [page 6 of 12] | @ P

-;Jp ALTPLL

Reconfiguration

c0 - Core/External Outnut Clock
adc_pll Able to implement the requested
(V] use this dock
: Clock Tap Settings -
LSLUR [P 50.000 MHz ¢ i Requested Settings fcil odktinoe
areset | Operation Mode: Mormal locke t?, Enter output clock frequency: 100.00000000 MHz ~ 10.000000
[Cik|Ratiol @ Enter output clock parameters: ) & [1
[col 151 000 [ 5000] Clock multplcaton factor s
e Clock division factor 5 S | 5
e Clock phase shift / 0.00 ¥ |deg | 0.00
Clock duty cycle (%) 50.00 2 50.00
Description '
Note: The displayed internal settings | Primary clock VCO frequency (MHz) 5 —]
of the PLL is recommended for use by | padiis for M cnamter
advanced users only ‘ I | r

Figure 12-20. MegaWizard Plug-In Manager for ADC IP—3

. MegaWizard Plug-In Manager [page 7 of 12] P X |
) ALTPLL
[L]Parameter  |[Z]PLL
R
c1 - Core/External Outnut Clock
adc_pll Able to implement the requested
[¥] Use this clock
3 Clock Tap Settings -
ek 1 k0 requency: 50.000 Mz <l / P Requested Settings ~ Actual Settings
reset Operation Mode: Normal [ ") Enter output dock frequency: 100.00000000 MHz - | 50.000000
[cix]ratdPn (agfDC % locked, @ Enter output dock parameters: v S I
cof 15] 000 | S0.00 Clock multiplication factor . |
c1] 11| 000 | 50.00 Clock division factor 1 &3 [ <<.Copy ] 1
MAX 10 Clock phase shift 0.00 [% |deg »| 0.00
Clock duty cycle (%) 50.00 s 50.00
Description Ve &
Note: The displayed internal settings | Primary clock VCO frequency (MHz) 53
of the PLL is recommended for use bY | yndulue fnr M eounte m
advanced users only < e i | = »

Figure 12-21. MegaWizard Plug-In Manager for ADC IP—4

Step 5: Click the Finish button in Figure 12-22, It may pop up another sub-window. Click the Finish
button on the sub-window and note that the resulting files were added to the Files tab of the Project Navigator.
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% MegaWizard Plug-In Manager [page 12 of 12] 1P = |

"2 ALTPLL

Turn on the files you wish to generate. A gray checkmark indi a file that is Ih
adc_pll generated, and a green checkmark indicates an optional file. Clld( Finish to generate the selected
files. The state of each checkbox is maintained in subseq q d Plug-In Manag
sessions.
inclk0 | o frequency; 50.000 MHz <Ol The MegaWizard Plug-In Manager creates the selected files in the following directory:
reset | Operation Mode: Normal £ E:\P_work\Begining FPGA\Book_chapter\ch12\
[cik]Rratic]Pn (gg]DC (3% lock
0| 15| 000 | 5000 i Description
1| 11 | 000 | 5000 1| adc_pll.vhd Variation file
/| adc_pll.ppf PinPlanner ports PPF file
A% 10 J |Cladepiline AHDL Include file
|| adc_pll.cmp VHDL component declaration file
| |adc_pll.bsf Quartus Prime symbol file

|_|adc_pll_instvhd  Instantiation template file

[ Cancel | [ <Back || tiext > | [ Eish |

Figure 12-22. MegaWizard Plug-In Manager for ADC IP—5

12.5.2 Generate Cascade PLL IP

Step 1: In the IP Catalog, search for altpll, select ALTPLL, and double-click it as shown in Figure 12-23. A
new IP variation window pops up. Enter cascade_pll at the end of the IP variation file name. Select VHDL.
Click OK
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IP Catalog
& altpll

4 & Installed IP
4 Library
4 Basic Functions
4 Clocks; PLLs and Resets

4 PLL
* ALTPLL

# ALTPLL_RECONFIG

@ search for Partner IP

(O Save IP Variation

IP variation file name:
Begining FPGA/Book_chapter/ch12/cascade_pll [...]
IP variation file type
@ VHDL
(©) Verilog

Figure 12-23. IP Catalog—Altera PLL IP for cascade

Step 2: A MegaWizard Plug-In Manager window will appear as Figure 12-24. Under the 1: Parameter
Settings, on the General/Modes tab, change the inclk0 input to 50 MHz which is the on board clock
frequency. On the Bandwidth/SS tab in Figure 12-25, change the Bandwidth Setting to Preset Low.

r

. MegaWizard Plug-In Manager [page 1 of 12]

"2 ALTPLL

-

L2] x93

cascade_pll
incl
nclkd ko . 50.000 MHz
EI‘BSH Operation Mode: Normal
[Cik|RatiofPh (dg]DC (%)
Lco] 1111 0.00 [ 50.00]

MAX 10

Currently selected device family: | max 10 -

Able to implement the requested PLL
General

Which device speed grade will you be using?
Use military temperature range devices only
What is the frequency of the inclk0 input?
] Set up PLL in LVDS mode

PLL Type

Figure 12-24. MegaWizard Plug-In Manager for Cascade IP—1
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-

* MegaWizard Plug-In Manager [page 3 of 12] ? =

"2 ALTPLL

Eeu [Eloutput [[@]EDA Summary
Reconfiguration
5 A Ing K _ - r

cascade_pll Able to implement the requested PLL
incl
jinclk0 | . ko frequency 50.000 MHz  |——S
set Operation Mode: Normal locked, Spread Spectrum

[Cik|Ratio]Ph (agDC (%] The spread spectrum feature allows for a modulation of

Eﬂm 50.00 the PLL clock frequency. The range of the dock More Details >>
frequency deviation is determined by the 'down spread’

MAX 10 while "'modulation frequency’ controls their period.

Use spread spectrum feature and

Set down spread to 10.500 | [v| percent
Set modulation frequency to 50.000 |KHz ~
Bandwidth

A lower bandwidth will result in better input jitter rejection
and less drift during switchover at the exp of a slower -
PLL lock time. More Details >>

Iﬁm would you like to specify the bandwidth setting?
Auto

Custom

Figure 12-25. MegaWizard Plug-In Manager for Cascade IP—2

Step 3: Under the 3: Output Clocks tab, the ADC PLL requires a 50 MHz clock. On the clk ¢0 tab in
Figure 12-26, change the division factor to 1 and click Finish. Figure 12-27 will show up. Click Finish. All of
the IP files will be added to the project.

-

“ MegaWizard Plug-In Manager [page 6 of 12] @ XS r
'#j ALTPLL

‘
Reconfiguratio Clocks

ok o4 .

c0 - Core/External Outnut Clock
cascade_p!l Able to implement the requested PLL
[¥] Use this dock
; Clock Tap Settings =
nclkd_{ . ko frequency: 50.000 MHz <0, Requested Settings Actual Settings
reset | Operation Mode: Normal locke: () Enter output clock frequency 100.0( MHz = 50.000000
[cik[Ratil (@) Enter output clock parameters: 1 o3| (7
Lcol 1] 0.00 | 50.00] Clock multiplication factor = |
Clock division factor 1 % |1
MAX 10 ==
T Clock phase shift 0.00 %) [deg v] 0.0

Figure 12-26. MegaWizard Plug-In Manager for Cascade IP—3
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% MegaWizard Plug-In Manager [page 12 of 12] | ® | X

"2 ALTPLL

Turn on the files you wish to generate. A gray checkmark indicates a file that is automatically

cascade_pll generated, and a green checkmark indicates an optional file. Click Finish to generate the selected
- files. The state of each checkbox is maintained in sub it Meg Plug-In Manag
sessions.
inclk0 | ;- ko frequency: 50.000 Mz OB The Meg Plug-In Manager creates the selected files in the following directory:
areset | Operation Mode: Normal locke E:\P_work\Begining FPGA\Book_chapter\ch12\
(Cik|RatiolPh (dafOC (%) File Description
2 cascade_pll.vhd  Variation file
MAX 10 cascade_pll.ppf  PinPlanner ports FPF file
| cascade_plline  AHDL Include file

|| cascade_pll.emp  VHDL component declaration file
[ | cascade_pll.bsf  Quartus Prime symbol file
— cascade_pll_ins... Instantiation template file

|.

Figure 12-27. MegaWizard Plug-In Manager for Cascade IP—4

12.6 Hi-Tech Tripwire Design Example

The purpose of this design example is to become familiar with the Max10’s ADC and with using IP functions
as well as integrating them into VHDL. The most important part is of course having fun with the FPGA!

The Hi-Tech Tripwire design includes five VHDL files: 1ight_sensor_top.vhd, adc_interface.vhd,
adc_pll.vhd, cascade_pll.vhd, light sensor adc_sequencer.vhd, and 1ight sensor_ counter_led.
vhd. They will use the eight user-LEDs on the board to show the number of people who passed the tripwire.
Figure 12-28 shows a block diagram on this design. The eight LEDs form an 8-bit binary unsigned value. This
function is done by the module name “Light sensor counter LED.

The ADC interface (Altera IP) needs to have a controller to turn on the ADC conversion operation. The
light sensor ADC sequencer will provide the right sequence to turn on the ADC.
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MAX10 FPGA
Light Sensor top

ADC Interface
Light sensor
ADC sequencer

ADC
Hard IP Light sensor
Counter LED
10MHz 'y
ADC PLL S0MHz
— ALTERAIP
Cascade PLL
i USER Design
50MHz Clock Push button 4

Figure 12-28. Hi-Tech Tripwire design block diagram

12.6.1 Light Sensor ADC Sequencer Module

The ADC interface Altera IP needs a module to send a turn on command to it. Please open the generated
adc_interface.vhd file under the folder adc_interface/synthesis/; then the first few lines show the adc_
interface module port list (Figure 12-29). The ADC sequencer interface includes four inputs and one output
from ADC_interface side. They are Altera's Avalon-Memory Map interface. It means that we need to have a
module which has four inputs and one output to match it.

Bentity adc_interface is

B  port (

adc_p11_clock_clk : in std_logic ="'0";
adc_p11_locked_export : in std_logic ='0";
clock_clk :in std_logic = '0';
reset_sink_reset_n : in std_logic = '0';
response_valid : out std_logic;
response_channel : out std_logic_vector(4 downto 0);
response_data : out std_logic_vector(11l downto 05;
response_startofpacket : out std_logic;
response_endofpacket : out std_logic;
sequencer_csr_address :in std_logic ='0";
sequencer_csr_read :in std_logic ="'0';
sequencer_csr_write : in std_logic = "'0";
sequencer_csr_writedata : in std_logic_vector(31 downto 0) := (others => '0");

) sequencer_csr_readdata : out std_logic_vector(31 downto 0)

end entity adc_interface;

Figure 12-29. Port list of adc_interface module
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We need to find out what address and value we need to write into the adc_interface to start the ADC.
You can get the information from the MAX10 Analog to Digital Converter User Guide: Altera Modular ADC
Register Definitions—Sequencer Core Register. The address offset is 0x0 and bit 1 is the Run bit. It means
that we only need to write 0x1 to address 0x0 to start the sequencer in the Altera IP. Figure 12-30 is the output
from light sensor adc_sequencer.vhd.

r-Wave

File Edit View Add Format Tools Bookmarks Window Help

dm_mm
8- Gl LB O- &L@iﬁ@ﬂ|@i«@;#1mmﬁﬂﬁ§§&éﬂﬁ
B Yienzlaqassa| L UNINT T T]

< dk

B+ avm_m0_address
‘s avm_mo0_chipselect
“a avm_mo0_read

B avm_m0_readdata
“a avm_m0_write
B+ avm_m0_writedata

4

seq_fsm

Figure 12-30. Simulation result of the light sensor ADC sequencer module

The FSM (seq_fsm) is jumping between idle state and write control register state. It will set writedata bit
0 to 1 when in the write control register state with chipselect and write set High to create a write operation to
address 0x0 with value 0x1 to the adc_interface.

In Figure 12-31, line 18, it defines two states for the FSM: s_idle and s_write_ctrl_reg. It is used by the
line 19 seq_fsm. Lines 22-34 are the sequential process with the state jump between s_idle and s_write_ctrl_
reg. Lines 38-62 in Listing 12-1 defined the outputs which are only depends on the seq_fsm (current state).

Using state machine to build this 1ight_sensor_adc_sequencer.vhd is a little bit of overkill. You can go
to open the RTL viewer for the light_senssor_adc_sequencer after you copy my code into your machine. You
will find it only uses one register and some wire connections. It is only used for demonstrating FSM design.

|18 I type seq_fsm_type is (s_idle, s_write_ctrl_reg);

19 signal seq_fsm : seq_fsm_type := s_idle;
20 @Ebegin

210 |

22 B sequences_proc : process(clk)

23 | begin

24 B 1f rising_edge(clk) then

25 B8 case seq_fsm is

26 when s_idle =>

27 seq_fsm <= s_write_ctrl_reg;
28 when s_write_ctrl_reg =>

29 seq_fsm <= s_idle;

30 when OTHERS =>

31 seq_fsm <= s_idle;

32 end case;

33 end if;

34 end process;

Figure 12-31. light sensor ADC sequencer VHDL code (part of it)
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12.6.1.1 Code for Light Sensor ADC Sequencer

Listing 12-1 shows the VHDL code for light sensor ADC sequencer.

Listing 12-1. light_sensor_adc_sequencer.vhd

library ieee;
use ieee.std logic_1164.all;
use ieee.numeric_std.all;

entity light sensor adc_sequencer is

port(
clk : in std_logic := '0';
avm_mO_address : out std logic vector(9 downto 0);
avm_mO0_chipselect : out std_logic;
avm_mo0_read : out std_logic;
avm_m0_readdata : in std logic vector(31 downto 0) := (OTHERS => '0');
avm_mo_write : out std_logic;
avm m0 writedata : out std logic vector(31 downto 0)
)

end light sensor_adc_sequencer;

architecture arch of light sensor_adc_sequencer is
type seq_fsm_type is (s_idle, s write ctrl reg);
signal seq_fsm : seq fsm_type := s_idle;

begin

sequences_proc : process(clk)
begin
if rising edge(clk) then
case seq_fsm is
when s_idle =>
seq_fsm <= s_write ctrl reg;
when s_write ctrl reg =>
seq_fsm <= s_idle;
when OTHERS =>
seq_fsm <= s_idle;
end case;
end if;
end process;

process(seq_fsm)
begin
case seq_fsm is
when s_idle =>
avm_m0_address <= std_logic_vector(to_unsigned(16#0000#, avm_m0_address'length));
avm_mo0_chipselect <= '0';
avm_mo_read <= '0';
avm_mo_write <= '0';
avm_m0_writedata <= (OTHERS => '0');

-- Set RUN bit of CMD reg
when s_write ctrl reg =>
avm_m0_address <= std logic vector(to unsigned(16#0000#, avm m0 address'length));
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avm_m0_chipselect <= '1';
avm_mo_read <= '0';
avm_mo_write <= '1';
avm_mo_writedata <= x"00000001";

when others =>
avm_mo0_address <= (OTHERS => '0');
avm_mo_chipselect <= '0';
avm_mo_read <= '0';
avm_mo_write <= '0';
avm_m0_writedata <= (OTHERS => '0');
end case;
end process;

end;

12.6.2 Light Sensor Counter LED

This counter will only increment by one when the ADC value (the light intensity) changes from a high

value to a low value, which indicates that someone blocked the laser beam. The counter LED will reset to
zero when the button is pushed. Figure 12-32 shows that the design will be armed when the ADC value is
higher than the HIGH_BOUNDARY value. The HIGH_BOUNDARY is a generic value for the design. There

is another generic value for the design which is LOW_BOUNDARY and the number of LEDs (Figure 12-34,
lines 9-11). Figure 12-33 shows that when the ADC data changes from 4072 to 8, it will trigger and increment
the count_number of trip counter and the output LED will change too. Figure 12-34 and Listing 12-2 show
the code for the light sensor counter LED.
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1 Wave : ! i

.| Wave - Default
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received_sample
count_number_of_trip

Figure 12-33. light_sensor_counter_led.vhd increments the counter three times

12.6.2.1 Code for Light Sensor Counter LED
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Tibrary eee;

2 use ieee.std_logic_1164, a]]'

3 use jeee.numeric_std.al

5 Bentity li%ht_sensor_cwnter_"ied is

6 B generic

7 8 -- Adjust sensitivity and offset with these two parameters.

8 -- Find the right Low boundary H1gher than ROOM lighting and adjust the trigger point
9 LOW_BOUNDARY : 1nteger :

10 HIGH_BOUNDARY : integer :

11 NUM_LEDS : integer :

12 ' H

13 B port(

14 :in std_logic;

15 av'l_str_smk valid :in std_logic;

16 avl_str_sink_channel :in std_logic_vector(4 downto 0);

17 avl_str_sink_data :in std_logic_vector(1l downto 05

18 avl_str_sink_startofpacket : in std_logic;

19 av'l_str_smk _endofpacket ‘in std_logic;

20 (l: :in std_logic; -- when push the button, this go Low
g% )ed : ou'c std_logic_vector (NUM_LF_DS 1 downto 0)

%2 end 'I%ght_sensor_counter_hd;

%g Barchitecture arch of light_sensor_counter_led is

27 -- In;l:ut registers

28 signal reg_avl_str_sink_valid : std_logic;

29 signal reg_avl_str_sink_channel : std_logic_vector (a\r'l_str_smk_channe'l range);
30 signal reg_avl_str_sink_data : std_logic_vector(avl_str_sink_data'range);

i1 signal reg_avl_str_sink_startofpacket : std_logic;

gg signal reg_avl_str_sink_endofpacket : std_logic;

34 signal received_sample : std_logic_vector(1l downto 0);

gg signal count_number_of_trip : unsigned(7 downto 0); -- Counter

37 signal arm : std_logic := '0'; -- Go High when the received_sample is High value
38 signal trigger : std_logic := '0'; -- Trigger only when change from High to Low value
23 signal trigger_dly : std_logic := '0';

41 Gbegin

42 |

43 3 process(clk)

:g g : variable received_sample_int : integer range 0 to 2**received_sample’length-1;
egin

46 gf rising_edge(clk) then

47 -- Load the input registers

48 reg_avl_str_sink_valid <= avl_str_sink_valid;

49 reg_avl_str_sink_channel <= avl_str_sink_s dﬂanne'l

50 reg_avl_str_sink_data <= avl_str_sink_data;

51 reg_avl_str_sink_startofpacket <= a\.r'l_str_sink_startofpacket;

;% reg_avl_str_sink_endofpacket <= avi_str_sink_endofpacket;

54 -- Get the data from ADC channel 4, which is the photo sensor

55 B8 if reg_avl_str_sink_channel = "00100" then -- channe

56 8 if reg_avl_str_sink_valid = '1" then

57 received_sample <= reg av'l_str_smk_data,

58 end if;

59 end if;

60

g% received_sample_int := to_integer(unsigned(received_samplel));

63 él --Arm when the ADC input is high

64 'if(tr"lgger = "1' or pb4 = '0") then

65 g rm <= '0";

66 e‘ls1f((recewed_sallp'le_1nt > HIGH_BOUNDARY) and arm = '0')then

67 arm <= '1'

gg end if;

70 B8 ‘|f((r‘ecewed_5amp1e_‘|nt < LOW_BOUNDARY) and arm = '1')then

71 } trigger <= '1';

72 8 else

73 tr‘1gger <= '0";

74 end if;

75

;g trigger_dly <= trigger;

78 B -- Increnment the LED counter evertime the trip trigger

79 } -- The LED counter will clear by push button 1

80 B if(pbd = '0') then

81 } count_number_of_trip <= (others => '0');

82 B elsif (trigger_dly = '0' and trigger = '1"') then -- rising el:lge of the trigger

83 B if (count_number_of_trip < 255% then -- Count to the MAX = 255 (2A12 -1)

84 count_number_of _trip <= count_number_of_trip + 1;

85 end if;

86 end if;

87

88 end if;

gg end process;

91 -- convert unswned value to std logic vector

g;; Ted <= not(std_logic_vector(count_number_of_trip));

94 end;

Figure 12-34. Light sensor counter LED design
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Listing 12-2 is text version for easy copying.

Listing 12-2. light_sensor_counter_led.vhd

library ieee;
use ieee.std logic_1164.all;
use ieee.numeric_std.all;

entity light_sensor_counter led is
generic(
-- Adjust sensitivity and offset with these two parameters.
-- Find the right Low boundary Higher than ROOM lighting and adjust the trigger point
LOW_BOUNDARY : integer := 1000;
HIGH_BOUNDARY : integer := 3000;

NUM_LEDS : integer := 8
)s
port(
clk : in std_logic;
avl str sink valid : in  std_logic;
avl str sink_channel : in std _logic_vector(4 downto 0);
avl str sink data : in std logic_vector(11 downto 0);
avl str sink startofpacket : in std logic;
avl str sink_endofpacket : in std logic;
pba : in std _logic; -- when push the button, this go Low
led : out std logic_vector(NUM LEDS-1 downto 0)
)

end light sensor_counter_led;
architecture arch of light sensor_counter led is

-- Input registers

signal reg avl str sink_valid : std_logic;

signal reg avl str sink channel : std_logic vector(avl str sink channel'range);
signal reg avl str sink data : std _logic vector(avl str sink data'range);
signal reg avl str sink_startofpacket : std logic;

signal reg avl str sink endofpacket : std_logic;

signal received_sample : std_logic_vector(11 downto 0);

signal count number of trip : unsigned(7 downto 0); -- Counter

n
o

signal arm ¢ std_logic : ; -- Go High when the received sample is High value

signal trigger : std_logic := '0'; -- Trigger only when change from High to Low value
signal trigger dly : std_logic := '0';
begin
process(clk)
variable received sample int : integer range 0 to 2**received_sample'length-1;
begin

if rising_edge(clk) then
-- Load the input registers
reg avl str sink valid <= avl str sink valid;
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reg avl str sink channel <= avl_str sink_channel;

reg avl str sink_data <= avl_str sink_data;

reg avl str sink_startofpacket <= avl str sink_startofpacket;
reg avl str sink _endofpacket <= avl str sink_endofpacket;

-- Get the data from ADC channel 4, which is the photo sensor
if reg avl str_sink channel = "00100" then -- channel 4
if reg avl str sink valid = '1' then
received_sample <= reg avl str sink data;
end if;
end if;

received_sample_int := to_integer(unsigned(received_sample));

--Arm when the ADC input is high
if(trigger = '"1' or pb4 = '0') then

arm <= '0';

elsif((received sample_int > HIGH BOUNDARY) and arm = '0')then
arm <= '1';

end if;

if((received_sample_int < LOW_BOUNDARY) and arm = '1')then
trigger <= '1';

else
trigger <= '0';

end if;

trigger dly <= trigger;

-- Increnment the LED counter evertime the trip trigger

-- The LED counter will clear by push button 1

if(pb4 = '0') then
count_number of trip <= (others => '0');

elsif (trigger dly = '0' and trigger = '1') then -- rising edge of the trigger
if (count_number of trip < 255) then -- Count to the MAX = 255 (2712 -1)

count_number_of trip <= count_number of trip + 1;

end if;

end if;

end if;
end process;

-- convert unsigned value to std logic vector
led <= not(std logic_vector(count number of trip));

end;
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12.6.3 Light Sensor Top Level

This module is used to connect all of the IPs and the two modules we created in this chapter. It also provides
inputs and outputs to connect to the external world (anything not inside the FPGA). Examine the code in
Listing 12-3. It defines an entity, which are the inputs and outputs as well as some parameters. Tables 12-2
and 12-3 show the generic and port functions in the design.

Table 12-2. Generic Parameters Functions

Generic Name Function

LOW_BOUNDARY  Define the ADC expected value in room normal light brightness
HIGH_BOUNDARY Define the ADC expected value of laser beam on the photo sensor
NUM_LEDS Number of LEDs. Set to 8 our system.

All three of the generics (parameters) are directly used by light_sensor_counter_led.vhd.

Table 12-3. Port Names Functions

Port Name Function

SYS_CLK Input:
BeMicro MAX10 on board clock and the frequency is 50MHz

USER_LED Output:
All eight LEDs connection

PB Input:
All four user push button connection. In this design we only use the number 4 push
buttons.

SYS_CLK is connected to the cascade_pll.vhd clock input: inclocko. USER_LED and PB(4) are
connected to 1ight _sensor counter led.vhd.

The light_sensor_top.vhd file declares some components and signals which will be used by the top-
level design. After the BEGIN statement, all modules: cascade_pll, adc_pll, adc_interface, light_sensor_adc_
sequencer, and light_sensor_counter_led are stitched together as we saw in Figure 12-28.

In the code in Listing 12-3, we added a NOT gate in the design. Following is the VHDL code of that
NOT gate:

pll _cascade locked reset wire n <= not pll cascade_locked reset wire;

We would like to keep the second PLL (adc_PLL) in reset when the first PLL (cascade_pll) is NOT
locked. The right-hand side of the code statement (pll_cascade_locked_reset_wire) is connected to the first
PLL lock output and left-hand side is using it as a reset signal for the second PLL. We need to add a NOT
gate between the two signals because the second PLL reset is active HIGH reset. When the first PLL is locked
(High), then the second PLL reset is LOW (NOT reset).
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12.6.3.1 Code for Light Sensor Top Level

Listing 12-3. light_sensor_top.vhd
library ieee;
use ieee.std logic_1164.all;

entity light sensor top is
generic(

LOW_BOUNDARY : integer := 1800;
HIGH_BOUNDARY : integer := 2600;
NUM_LEDS : integer := 8
)s

port (

SYS CLK : in std logic;

-- pushbutton switch ins

PB : in std_logic_vector(4 downto 1)

);

end light sensor_top;

-- inclko
USER _LED : out std logic_vector(NUM_LEDS downto 1);

architecture arch of light sensor top is

component cascade_pll is

port
(
areset : in std logic :=
inclko : in std_logic :=
co : out std_logic;
locked : out std_logic
)s

end component;

component adc_pll
port(inclko : in std logic;
areset : in std_logic;

co : out std_logic;
cl : out std_logic;
locked : out std logic
)

end component;

component adc_interface is

port (
adc_pll clock clk : in
adc_pll locked export : in
clock_clk : in
reset_sink reset n : in
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response_valid : out std_logic; -- response.valid
response_channel : out std logic vector(4 downto 0); -- .channel
response_data : out std logic_vector(11 downto 0); -- .data
response_startofpacket : out std_logic; -- .startofpacket
response_endofpacket : out std_logic; -- .endofpacket
sequencer_csr_address : in std logic := '0'; -- sequencer csr.address
sequencer_csr_read : in std logic := '0'; -- .read
sequencer_csr_write : in std_logic := '0'; -- .write
sequencer_csr writedata : in std logic_vector(31 downto 0) := (others => '0');
--.writedata
sequencer_csr _readdata : out std logic_vector(31 downto 0) -- endofpacket
)5
end component adc_interface;
component light sensor adc_sequencer
port

(

clk : in std_logic;

avm_m0_address : out std_logic vector(9 downto 0);

avm_mo_chipselect : out std_logic;

avm_mo0_read : out std_logic;

avm_m0_readdata : in std_logic_vector(31 downto 0);

avm_mO0_write : out std_logic;

avm_mo_writedata : out std logic_vector(31 downto 0)

)5

end component;

component light sensor counter led
generic (LOW_BOUNDARY : integer;
HIGH_BOUNDARY : integer;
NUM_LEDS : integer
)
port(clk
avl_str sink_valid
avl str sink channel
avl str sink data
avl_str sink startofpacket :
avl_str_sink_endofpacket
pb4
led
)

end component;

signal pll adc_clk 50m wire

signal pll cascade cO wire

signal pll _adc_cO wire

signal adc_pll locked wire

signal pll cascade locked reset wire
signal pll _cascade_locked reset wire

: in
: in
: in
: in

in

. 1n
. ou

n:

std_logic;
std_logic;

std logic vector(4 downto 0);
std_logic_vector(11 downto 0);
std_logic;
std_logic;
std_logic;

t std logic vector(NUM_LEDS-1 downto 0)

: std_logic;
: std_logic;
: std_logic;
: std_logic;
: std_logic;
std_logic;
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signal wire avm mO_address : std _logic_vector(9 downto 0);
signal wire avm m0_chipselect : std logic;
signal wire_avm_m0_read : std_logic;
signal wire avm _m0_waitrequest : std_logic;
signal wire_avm mO_readdata : std_logic_vector(31 downto 0);
signal wire avm mO0_write : std_logic;
signal wire_avm_m0 _writedata : std logic_vector(31 downto 0);
signal wire_avl str adc_counter_valid : std_logic;
signal wire_avl str adc_counter_channel : std_logic_vector(4 downto 0);
signal wire_avl_str adc_counter_data : std_logic_vector(11 downto 0);
signal wire avl str adc_counter_ startofpacket : std logic;
signal wire avl str adc_counter_endofpacket : std_logic;
begin

-- The ADC in 10MO8DAF484 needs to be fed by the cO output of PLL_1 in the device.
-- The input clock source SYS CLK on the BeMicro Max10 board is unfortunately placed on
the dedicated input to PLL_2 and can not feed PLL 1
-- Therefore we need to cascade the clock source via PLL_2, which is called "cascade pll"
in this case.
cascade_pll inst : cascade pll
port map (
areset => '0',
inclko => SYS_CLK,

co => pll_cascade_c0 _wire,
locked => pll_cascade_locked reset wire
);

-- The ADC sample clock must use the cO output of PLL 1
adc_pll inst : adc_pll
port map(
inclko => pll_cascade_cO _wire,
areset => pll_cascade_locked_reset_wire n,

co => pll_adc_co wire,

cl => pll adc_clk_50m wire,
locked => adc_pll locked wire
);

pll_cascade locked reset wire n <= not pll cascade locked reset wire;

-- This module is created with Qsys
adc_inst : adc_interface

port map (
clock_clk => pll_adc_clk_50m wire, -- System clock
reset sink reset n = '1',
adc_pll clock clk => pll adc_co_wire, -- ADC clock

adc_pll locked_export => adc_pll locked wire, -- PLL lock condition

sequencer_csr_readdata => wire avm_m0_readdata,
sequencer_csr_writedata => wire avm_m0_writedata,
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sequencer_csr_address => wire_avm_m0_address(0),

sequencer_csr_write => wire_avm_mO_write,
sequencer_csr_read => wire_avm_mO_read,

response_valid => wire_avl_str adc_counter valid,
response_channel => wire_avl_str adc_counter_channel,
response_data => wire_avl str adc_counter data,

response_startofpacket => wire avl str adc_counter startofpacket,
response_endofpacket => wire avl str adc_counter_endofpacket

);

-- This module writes a "run" command into the ADC's CSR register
-- Default address in Qsys was placed on 0x0000 0000. Make sure it corresponds!
sequencer_inst : light sensor_adc_sequencer

port map (
clk => pll_adc_clk_50m wire,
avm_mO_address => wire_avm mO_address,
avm_mO_chipselect => wire_avm mO_chipselect,
avm_mo0_read => wire avm_moO_read,
avm_m0_readdata => wire_avm mO_readdata,
avm_m0_write => wire_avm_mO_write,
avm_m0_writedata => wire_avm mO_writedata
)5

-- This module take the ADC data and detect the lost of light from laser beam
-- Counter number of lost and output the count value to LEDs
counter_led inst : light sensor counter_led
generic map(
LOW_BOUNDARY => LOW_BOUNDARY,
HIGH BOUNDARY => HIGH BOUNDARY,

NUM_LEDS => NUM_LEDS
)

port map(
clk => pll_adc_clk_50m_wire,
avl str sink valid => wire avl str adc_counter valid,
avl str_sink_channel => wire avl str adc_counter channel,
avl str sink data => wire_avl str adc_counter data,

avl str sink_startofpacket => wire avl str adc_counter startofpacket,
avl str sink_endofpacket => wire avl str adc_counter_endofpacket,

pb4 => PB(4),
led => USER_LED
)s

end arch;

12.6.4 Add All Files to the Project and Create the Tripwire Device

You need to add two Altera IPs to the project. Please take the following steps:
Step 1: Right-click the File icon (Figure 12-35) and click Add/Remove Files in Project... or, from the
Project menu, select Add/Remove Files in Project.
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° Quartus Prime Lite Edition - E:/P_work/Begining FPGA/Book_c
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Figure 12-35. Add/Remove Files in Project

Step 2: Browse »project_directory»\adc_interface\synthesis\ and select adc_interface.qip. Click

Open and then Add (Figure 12-36).

" Settings - light_sensor [=]=] =
Catgary.
General
:-'::i“ Select the design files you want to include in the project. Click Add All to add all design files in the proj 1 to the project.
4 |P Settings ) r .
IP Catalog Search Loeations e [ Adg
Design Templates [ i
4 Operating Setti -
Vaoltage Select File
4 Compdation Pr G_Qvl ). « P.work » Begining FPGA » Book chapter » chl2 » adc_interface » synthesis » -| &,|| Search synthests
4 En;::;ﬁ Organize = New folder . - 1 @
Simulation b ch03 ‘ o Date modified Type Size
Formal Verif | chod
5 Bot:;z'll R cos [3) ade_interface.qip 7/3/2016 5:14 PM QIP File 64 KB
VHOL Input L cho? LIRS T 17372016 513 PM VHD File S5KB
Verilog HOL r o r
Default Pacd | chos ). submodules 6/28/2016 3:16 PM  File folder
TimeQuest Timi
Assembier b cho3
Design Assistal L. chl0
SignalTap Il Log
Logie Anil ). chil
PowerPlay Pow ) ch12
A |
S5N Analyzer K qsys.edit ; ﬂ
). adc_interface
). simulation
). synthesis
) db
L. arevbox tmp iE
File name: adc_interface.qip - E_Deﬁgnﬁls[‘.hdf‘.ﬂn:l‘m -
| L

Figure 12-36. Add adc_interface.qip file to the project
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Step 3: After you have added the adc_pll.qip and cascade_pll.qip files, Figure 12-37 shows all the
files in the correct order. You can use the Up or Down button to move the file order up or down. Please follow
this file order, as it is very important for simulation. The top-level design file (1ight_sensor_top.vhd) must
be the last one.

Select the design files you want to include in the project. Click Add All to add all design files in the project directory to the project.

File name: r Add

. AT

| File Name Type Library  Design Entry/Synthesis B

> adc_interface/synthesis/adc_interface.qip |P Variation File (.qip) <None>
BeMicro_MAX10_top.vhd VHDL File <None> Up
BeMicro_MAX10_top.sdc Synopsys Design Constraints File <None>

b adc_pll.gip IP Vanation File (.qip) <None> Down

> cascade_pll.qip IP Variation File (.qip) <None>
light_sensor_adc_sequencer.vhd VHDL File <None> Properties
light_sensor_trigger_led.vhd VHDL File <None>
light_sensor_top.vhd VHDL File <None>

Figure 12-37. File list for the light sensor—tripwire design

Step 4: When all the files are ready, select the 1ight_sensor_top.vhd file as the top-level entity. Right-
click the 1ight_sensor top.vhd file and select Set as Top-Level Entity.

Step 5: Click the or select Start Compilation from the Processing menu. You should see
Figure 12-38 as your result. In the Task window (lower left), it should have all green checks, a 100% progress
bar, and no red errors in the Message window. At this point, you are ready to upload the design to the MAX10
FPGA.
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o Quartus Prime Lite Edition - E:/P_work/Begining FPGA/Book_chapter/ch12/light_sensor - light_sensor

File Edit View Project Assignments Processing Tools

Window Help @

OfFHE A0 9 C it

Project Navigator [ Hiorarchy ~|=ms =

Entity:Instance
A MAX 10: 10MOBDAFAB4CEGES
4 B3 light_sensor_top &
> &% adc_interface:adc_inst
o & ade_plhade_pll_inst
» & cascade_plcascade pll_inst
BB light_sensor_counter_led:counter_led_inst
B2 light_sensor_adc_sequencer sequencer_inst

4| i | »
Tasks | Compilation -l=m@s =
Task [ sl
v 4 P Compile Design 00:4
v 4 P Analysis & Synthesis 00:4
W Edit Settings
BE View Report
o P Analysis & Elaboration

P> Partition Merge
I Netlist Viewers
» P Design Assistant (Post-Mapping)
b P IO Assignment Analysis
v 4 P Fitter (Place & Route)
W Edit Settings
BEE View Report
€ Chip Planner
4, Technology Map Viewer (Post-Fitting)
» P Dasign Assistant (Post-Fitting)

00:4

L4 > P> Assembler (Generate programmeng files) 00:f
of 4 P TimeQuest Timing Analysis 004 1
W Edit Settings i
S View Report
° TimeQuest Timing Analyzer
L 4 P EDA Netlist Writer 00 _
‘ — M ] *

Figure 12-38. Compilation result

1/ QSO D>+ 4.9 CaLVE

| © adc_intedace.gip 1) | € ade_interface.sip [

Table of Contents @a

E8 Flow Summary

ER Flow Settings

S Flow Non-Default Global Sattings
ES Flow Elapsed Time

B8 Flow OS Summary

= Flow Log

B Analysis & Synthesis

b A TimeQuest Timing Analyzer
B EDA Netlist Writer

O Flow Messages

© Flow Suppressed Messages

> light_sensor_ade_sequencervhd (1) | % Compila

| Flow Status

| Quartus Prime Version
Revision Name
Top-level Entity Name
Family
Device
| Timing Models
Total logic elements
Total combinational functions.
Dedicated logic registers
| Total registers
Total pins
Total wriual pins
Total memory bits

B-bit

| Total PLLs
UFM blocks
|ADC blocks

Successful - Mon Jul 04 02-35:48 20
15.1.0 Build 185 10/21/2015 SJ Lite |
light_sensor

light_sensor_top

MAX 10

10MOBDAF484CEGES

Final

103/8,064 (1%)
65/8,064(<1%)

90/8,064 (1%)

90

13/250 (5%)

]

0/387.072(0%)

0/48(0%)

272(100%)

0/1(0%)

171(100%)

Now you have all of the files in the project and you can start simulating the design one block at a
time. You need to make sure the project is compiled and the Project Navigator shows the Hierarchy as in
Figure 12-38 before you move to the simulation section.

Let me show you a trick to generate a TCL script in ModelSim.

We need to open the ModelSim (click Tools » Run Simulation Tools » RTL Simulation) and start the
simulation using the following script in the Transcript window or right-click the light_sensor_counter_led

and click Simulate (Figure 12-39).

vsim work.light sensor_counter_led
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M ModelSim ALTERA STARTER EDITION 10.4b - Custom Altera Version
File Edit View Compile Simulate Add Library Tools Layout Bookmarks Window Help
B-ZE28 IR0 |O-MER||LE S LD E I 3063 sewan [

Layout NeDesign 'V ] ColumnLayout AllColumns Z‘ ” i ER-G R 8
"! Name A|Path
:n]‘ work rtl_work
" E:/P_work/Begining FPGA/Book_chapter/ch12/adc_pll.vhd
'—2] ade_pll_altpll E:/P_work/Begining FPGA/Book_chapter/ch12/db/adc_pll_altpll.v
.ﬂ_EJ cascade_pll E:/P_work/Begining FPGA/Book_chapter/ch12/cascade_pll.vhd

E:/P_work/Begining FPGA/Book_chapter/ch12/db/cascade_pll_altpll.v

E: !F_wurlu'&eghlng FPGA/Book_chapter/ch12/light_sensor_adc_sequencer.vhd
==54 /Book_chapter/ch12/light_sensor_trigger_led.vhd
Book_chapter/ch12/light_sensor_top.vhd

M work_lib (unavailable)
M write_mstr_internal (unavaila  Edit grnal/
_|— Refresh
88 Ubrory - [ Files [E Projed  recompile
R Transcripp ———————  Update
# Reading C:/altera_lit Create Wi im/pref.tcl
ModelSim> cd {E:/P_work/ chl2/simulation/modelsim}
) Delete Delete
ModelSim> Copy ctrlsc
New »
Properties...

Figure 12-39. Start simulation from ModelSim GUI interface

After you run the script or click the simulate selection, the light_sensor_counter_led simulation is
started. You can add all of the design signals to the wave window by right-clicking the target instance in the
sim window and selecting Add Wave (Figure 12-40).

light_sensor_counter_led

@ line_ 43 View Declaration
L@ line 92 View Instantiation
B standard VM >
M textio
M std_logic_1164 UPF »
M numeric_std 1

Add Dataflow Ctri+D
Add to 4

Figure 12-40. How to add wave from the ModelSim GUI interface
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The second tip is how to generate a script to force a signal or generate a clock. Right-click the target
signal and select Clock... or Force... A small window will pop up a for defining a clock or forcing a signal.
After you click OK (Figure 12-41), the script will be generated in the transcript window (Figure 12-42) and
you only need to copy it and use it later.

| ] Define Clock XS
' Clock Name

Object Declaration

Add

sim:/light_sensor_ counter_led/
Edit = = =

offset Duty

UPF 20

Format
Cast to

Combine Signals... Logic Values
Group... High:|1 Low: 0

Ungroup
First Edge

Force... @ Rising C Falling

Clock... _ oK Cancel

Properties...

Figure 12-41. Use ModelSim Wave window to generate script

run
VSIM 52> run
force —-freeze sim:/light_sensor_counter_led/clk 1 0, 0 {50 ps} -r 100

Figure 12-42. Transcript window generates the script for create a clock signal

12.6.5 Program the Tripwire Design to the FPGA

Step 1: Open the Quartus Prime programmer window from the Tools menu (Figure 12-43) or click »
from the toolbar. If the BeMicro Max10 board is connected and the USB-Blaster II device driver has been
installed successfully on your computer (Figure 12-44), you can go to step 2. If your programmer is shown as
in Figure 45, you need to plug in your BeMicro Max10 FPGA board. Before you can go to step 2, you need to
follow the steps in Figure 12-45.
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¥ Quartus Prime Lite Edition - E:/P_work/Begining FPGA/Book_chapter/ch12/light_sensor - light_se

File Edit View Project Assignments Processing |Tools | Window Help @

OFd£<0N0» ¢
=(
Entity:Instz

Project Navigator | 4\ Hierarchy -

% MAX 10: 10M0BDAF484C8GES
4 T8 |ight_sensor_top /&
b & adc_interface:adc_inst
b # adc_pll-ade_pll_inst
> # cascade_pll:cascade_pll_inst
BT |ight_sensor_counter_led:counter_led_inst
BT light_sensor_adc_sequencer:sequencer_inst

2m)ld €9 0 ¢

Run Simulation Tool »
Launch Simulation Library Compiler
Launch Design Space Explorer Il

TimeQuest Timing Analyzer

Advisors 3
Chip Planner

Design Partition Planner

Netlist Viewers L2

SignalTap Il Logic Analyzer
In-System Memory Content Editor
Logic Analyzer Interface Editor
In-System Sources and Probes Editor

Cionaiabaki

L TT—

Tasks | Compilation ~]=(
Task

v P> Analysis & Elaboration

o

> P Partition Merge

Figure 12-43. Open programmer in Quartus Prime

Programmer

& Programmer - EfP_work/Begining FPGA/Book_chapter/ch12/light_sensor - light_sensor - [Chain13.cdf]

~

=8 X |

Ede Edt  View Processmg  Tools  Window Help ’

|.3.I-Imlwe Setup...| USB-Blaster [USB-0]

["| Enable real-time ISP to allow background programming

when

Mode: [JTAG

"| Progress: | I

Search altera.com

File Device
» Stant

o Stap
&% Auto Detect
: * Delete |
7 Add File...
"“ Change File N ]
| B Save File
Add Device..
tftup

1% Down

Checksum Usercode  Program/  Venfy Blank-

Examine ISP

Secunity Erase
i CLAMP

re Check

-

Figure 12-44. Programmer with the correct programmer setting
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» Programmer - E;/P_work/Begining FPGA/Book_chapter/ch12/light_sensor - light_sensor - [Chain12.cdf] = @_ SZ
File Edt View Processing Tools Window Help . Search altera.com .
e E—

L
i Hardware Setup... | NoHardware Mode: [JTAG ~|  Progress: [ ]
. |_| Enable real-time ISP to allow background programming when available
: | & Hardware Setup ]
» Start ity Erase ISP
i i CLAMP
Hardware Settings | JTAG Settings
wh Stop ’ y . .
Select a programming hardware setup to use when g devices. This p
w T Dotod hardware setup applies only to the current programmer window.
» Delete Currently selected hardware: W ) ~|
Available hardware items - | gy ey P
7™ AddFile.. | | |4
e Change File USB-Blaster
: Remove Hardware
| % Save File
Add Device..
1t Up
1'% Down
Close 3
S ——————————

Figure 12-45. Programmer setting for a new USB-Blaster programmer

Step 2: You can point to the newly created configuration file by clicking the Add File button and
selecting the 1ight sensor.sof file under the output_files directory (Figure 12-46).

» Select Programming File

light_sensor.sof

Figure 12-46. Select file light_sensor.sof

Look in: [ | . EX\P_work\Begining FPGA\Book_chapter\ch12\output_files
Name Size Type Date Modified
light_sensor. pof 314 KB pof File 6/29/2016 6:51:52 AM
T20 KB sof File 6/29/2016 6:51:52 AM

Step 3: Make sure the Program/Configure check box is ticked and click the Start button (Figure 12-47).
The Progress bar will go to 100% and turn green. This means the programming process has finished. Now
you should try to use the laser pointer to point to the photo resistor and then put something in between to

check out the design.
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b Programmer - E:/P_work/Begining FPGA/Book_chapter/ch12/light_sensor - light_sensor - [ChainZ..,.| =|E P .;

~

File Edit View Processing Tools Window Help .

Search altera.com ®

USB-Blaster [USB-0] Mode: [JTAG

. Hardware Setup...

["] Enable real-time ISP to allow background programming when available

File Device Checksum Usercode

»'h Start

output_filesflight_se... 10MO8DAF484... 00092DE7 00092DE7

Wb Stop
&% Auto Detect

¥ Delete

Program/ Verify Blank- Examine

Configure Check

]

& Save File .

thup |1

7 10MOBDAF484ES
%

1'% Down 00

4
*

Figure 12-47. Start programming the design

Step 4: If you want to make the design able to reload after power is lost on the board, you need to select
light_sensor.pof file. This file will ask the programmer to program the file to the flash memory which is
nonvolatile. Figure 12-48 shows the difference when you select a . pof file. I suggest you use the . sof file to
try out a couple of times and tune the high boundary and low boundary values. You can use the . pof file
to program the FPGA when it is close to the final design. Remember to check the Program/configure box

before you click the Start button.
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» Programmer - E:/P_work/Begining FPGA/Book_chapter/ch12/light_sensor - light_sensor - [Chain13.cdf]* ==
| Eile Edit View Processing Tools Window Help 9 Search altera.com .
& Hardware Setup...| USB-Blaster [USB-0) Mode: [JTAG -]  Progess | |
|| Enable real-time ISP to allow background prog ing when availabl
oY File Device Checksum  Usercode  Program/ Verify Blank- Examine Security Erase
Configure Check Bit C
% Stop output_files/light_sensor.pof 10MOBDAF484ES 02650C58 00000000 vl ] ]
= CFMO i B O
4

8 Auto Detect UFM

11l S

n

Figure 12-48. Start to program the design with the .pof file

12.6.5.1 My Tripwire Setup

I use masking tape to stick my BeMicro Max10 on one side and a laser pointer on another side. Anyone
passing through my door will trigger the counter and I will know many people go into (or leave) my room.
Figure 12-49 is what my setup looks like and Figure 12-50 is a close look on the BeMicro MAX10 with a laser
beam on the photo resistor.
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Figure 12-49. My tripwire setup
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Figure 12-50. Close look at the BeMicro MAX10

264



CHAPTER 12 © LIGHT SENSORS: TURNING A LASER POINTER INTO A HI-TECH TRIPWIRE

12.7 Summary

This chapter shows you how to configure and generate two Altera IPs—ADC IP and PLL IP. You know

how easy it is to employ something useful without knowing how it really works (like driving a car without
knowing how an engine moves your car forward or backward). We only need to know the interface to the IPs
and how to handle it. These two IPs are very useful for the next chapter because we will reuse all of them and
add more fun (design) to them.

The light sensor ADC sequencer shows you a simple FSM. It only has two states and every clock cycle
the state changes to another state.

We demo one more time how to create a counter and flip-flop in the light sensor counter led module
with generic settings. The top-level design (1ight_sensor_top.vhd) is a good top module example. It should
only have connections and instantiation designs. You should minimize putting combination logic and
sequential logic in the top-level file.

We hope you enjoyed this tripwire design and we will use a third-party IP and add more interesting
designs in the next chapter.

Note Due to an ADC offset issue, the ADC output always has an offset 0.8V, which is around 1300 from the
ADC output value. That is the reason my low boundary value is set to higher than the value 1300.

"Projects we have completed demonstrate what we know—future projects decide what we
will learn.”

—Dr. Mohsin Tiwana
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CHAPTER 13

Temperature Sensors: Is It Hot in
Here, or Is It Just Me?

13.1 Introduction

You would like to build a system with communication (bus) capability. The communication can be between
modules, integrated circuit (IC), or even a PC. What kind of kind of bus or communication system do you
think an IC can use to send data to a PC? The answer is UART (universal asynchronous receiver/transmitter)!
UART is one of the most common and timeless interfaces because it's easy to design the hardware and the
software for this communication interface. Figure 13-1 shows the BeMicro MAX10 board with user-defined
UART interfaces—two pins: one transmit (Tx) and one receive (Rx). We will show you how to connect it to
your PC in the design example.

\\"\"\\\ \L\ \l\“\jlmn '| T l“'

— Jo

Figure 13-1. BeMicro MAX10 board—UART interface pin and LEDs
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12C is another very common communication interface between ICs. You can tell from the name inter-
integrated circuit. This chapter will use a super-high accuracy temperature sensor to sense the environment
temperature. It can sense the difference between 16.0425°C and 16.0347°C. The sensor provides an I2C bus
interface for other ICs to read out the temperature. The same I12C interface can be used to change the sensor
settings too. Figure 13-2 shows that the sensor IC is located at the back of the board.

i"ﬁ% T IT L oo o6

;Uubssao&dav ﬂﬁﬂmﬂ i

Figure 13-2. BeMicro MAX10 board—temperature sensor location

The connection between the temperature sensor and the FPGA (field-programmable gate array) is
already there inside the PCB (printed circuit board) so we that we don’t need to do a thing or worry about it.

Note  UART to USB cable: You can buy one from Amazon or another electronic shop. This is the design for
connect Raspberry Pi. The part’s name is TTL-232-R-PRI. Remember to use the 3.3V. Don't use any other voltage
version. Datasheet: www. ftdichip.com/Support/Documents/DataSheets/Cables/DS TTL-232R_RPi.pdf.

Figure 13-3 shows the cable used in this chapter. The orange-colored one is TX and the yellow-colored
one is RX. Remember to connect the USB cable TX to the FPGA input(RX) and USB cable RX to the FPGA
output(TX).
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Figure 13-3. USB to UART cable—TTL-232R-3V3/TTL-232R-RPI

13.2 UART with Control Memory Map

Any time we talk about connections between PCs and FPGAs, UART is the simplest way to achieve that.
UART communication mainly uses two pins for data transfer, and these are Tx, which is the transmit data
pin used to send data, and Rx, which is the receive data pin used to get data. Each time UART sends data, it
sends the data as a data packet. You can easily find the format of the UART packet on the web site.

Note The following Basic UART tutorial link is a good starting point for beginners: www.ocfreaks . com/
uart-tutorial-basics/.

We are going to download a UART IP from the web so that we do not need to design one at this time.
You don't need to fully understand the UART to use the IP (Internet Protocol). All you need to know is that
we are going to use the UART to send or receive one byte at a time.
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13.2.1 UARTIP

The name of the IP is uart_fpga_slow_control. It is designed for using the UART interface to control the FPGA
at slow speeds. The slow speed in here is compared with other interfaces like PClIe, USB, or Ethernet. The

IP is from opencores.org. You need to register as a limited account to download the IP from them. The site
manually approves new accounts; you might like to register it as early as possible.

Note UART download link: http://opencores.org/project,uart_fpga slow_control.

After you log in to opencore.org and use the above link to access that page, it should show up as in
Figure 13-4. Download the file uart_fpga_slow_control_latest.tar and open it. We are only going to use
the files under the uart_fpga_slow_control/trunk/code as shown in Figure 13-5. We will need these files in
our design example later in this chapter.

| Folders X
=D [uart_fpga_slow_control_latest.tar]
). uart_fpga_slow_control
I branches
I tags
I trunk

). code

i library

I. testbenches
). documents
I software

Figure 13-4. The folder structure of the UART IP
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Welcome back r
Pang, Aiken.

FPGA remote slow control via UART 16550 :: O\

Overview Hardwi

Details

MName: uvart_fpga_slow_control
Created: Aug 29, 2011
Updated: Jul 16, 2012

SVN Updated: Apr 11, 2012
SVN: Browse

Latest version: download

Statistics: View
Other project properties

Category: Communication controller

Language: VHDL

Development status: Stable

Additional info: Design done, FPGA proven, Specification done
WishBone Compliant: No

License: LGPL

Block Diagram

warl_16550_wrappor
uart_bus
regisler map
T r—— space of WRITE
RX Register handler !
gh_uar_18550 user rogisiers
varigm | §
e con [ =
TX Rogister handior H &
register update a
-
g ADO—  space of READ
oo i :
Y- i

Figure 13-5. FPGA remote slow control via UART main page from opencores.org

Let's open the IP design file. The file is under the code folder and the name is ab_uart_16550_wrapper.
vhd. Figure 13-6 shows the first part of the file—the port list.
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lentity uart_16550_wrapper is

| port

-- general purpose
sys_clk_i : in std_logic; -- system clock
sys_rst_i : in std_logic; -- system reset
-- TX/RX process command line
echo_en_i : in std_logic; -- Echo enable (byte by byte) enable/disable = 1/0
tx_addr_wwo_i : in std_logic;-- control of TX process With or without address w/wo=(1/0)
-- serial I/0 side
vart_din_i : in std_logic; -- Serial data INPUT signal (from the FPGA)
uart_dout_o : out std_logic; -- Serial data OUTPUT signal (to the FPGA)
-- parallel I/0 side
s_br_clk_uart_o : out std_logic; -- br_clk clock probe signal
-- RX part/control
v_rx_add_o : out std_logic_vector(l5 downto 0); -- 16 bits full addr ram input
v_rx_data_o : out std_logic_vector(31l downto 0); 32 bits full data ram input
s_rx_rdy_o : out std_logic; -- add/data ready to be write into RAM
s_rx_stb_read_data_i : in std_logic; -- strobe signal from RAM ...

TX part/control
s_tx_proc_rgst_i : in std_logic; -- stream TX process request 1/0 tx enable/disable
v_tx_add_ram_i : in std_logic_vector(l5 downto 0); -- 16 bits full addr ram output
v_tx_data_ram_i : in std_logic_vector(31 downto 0); 32 bits full data ram output
s_tx_ram_data_rdy_i : in std_logic; -- ram output data ready and stable
s_tx_stb_ram_data_acq_o : out std_logic -- strobe ram data/address output acquired 1/0 acquired/not acquired

end entity;

Figure 13-6. ab_uart_16550_wrapper module port list

The signals uart_din_iand uart_dout_o are the UART Rx and Tx from the FPGA side. This means that
the uart_din_i connects to the PC UART TX and uart_din_o connects to the PC UART RX. The name of this
IP is 16650 as it is one of the UART IC part numbers. This module uses another IP name, gh_uart_16550.
vhd. The IP is doing the exact same thing as the IC 16650. Texas Instruments Inc. is still making this IC with
the name PC16550D. You can download the datasheet to understand more about this IC.

Note UART 16650 datasheet link: www.ti.com/1it/ds/symlink/pc16550d.pdf.

The ab_uart_16550 converts 8-bit data from the gh_uart_16550 to a 32-bit interface (v_rx_data_o and
v_tx_data_ram_i). The wrapper provides an interface which looks like a 32-bit wide memory read/write
interface. This helps us a lot when trying to control FPGA hardware. We will use this interface to control
the LED and I2C module. This IP defines that every 6 bytes is one command. Table 13-1 shows the 6-byte
command format. It has 2-byte address and 4-byte (32-bit) data.

Table 13-1. UART Command Format

Bytes 1 2 3 4 5 6

Name 16 bit Address 32 bit Data

There is another vhdl module called ab_top.vhd which is under the code folder. We will base our
modifications on this file to get our example design done.

13.2.2 UART PC Software

If you don’t have any experience writing software to control the PC UART interface, then you can use
RealTerm. It is an open source program from sourceforge.net. It is very powerful and flexible to use. We
used this software to test our FPGA temperature sensor. Figure 13-7 is the download page of RealTerm and
Figure 13-8 show the GUI (graphical user interface). Mincom in Linux should work for you too.
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Note REALTERM Download link: http://sourceforge.net/projects/realterm/files/

snurEEFGrgE Browse Enterprise Blog m
SOLUTION CENTERS  Go Parallel Resources Newsletters Cloud Storage Providers Business VolP Provic

=L RealTerm: Serial/TCP Terminal

l and TCP terminal for engineering and debugging

Summary Files Reviews Support Wiki Tickets = News Discussion Donate (@

Looking for the latest versiorf Download Realterm_2.0.0.70_Signed_Wrapper_setup.exe

Figure 13-7. RealTerm download page

Hh RealTerm: Serial Capture Program 2.0.0.70 = = A
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Display Pot |Captre| Pins | Send | EchoPor]i2c | iec2 | i2oMisc] Misc | \n| Clear Freeze| 7|
Status
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& 9dd ||  7bits | Hordware Fiow Contol [ Trensmit Xoff Char. |19 DCO (1)
. H
€ Mak | C Gbits || @ None ¢ RTS/CTS N DSR (6)
C Space | C Sbits || € DTR/DSR  RS485-s . Ring (9)
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Ermor
|_ Char Count:0 CPS:0 Port: Closed 4

Figure 13-8. RealTerm GUI window
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13.3 12C Communication

12C is pronounced I-Squared-C. The 12C bus was developed in the late 1970s for Philips consumer products.
It is now a worldwide industry standard and used by all major IC manufacturers.

It is a multi-master and multi-slave communication bus that only requires two wires! Figure 13-9 shows
an example of using the 12C bus with two masters/transmitters (MCU and FPGA) and two slaves/receivers
(the ADC and LCD driver). It does not require separate select lines as some other communication buses do.
12C is a standard bus, which means you can find the specifications very easily on line. The best one I found is
the original one from Philips (now called NXP). The document name is UM10204.

[ SDA

[SCL

Figure 13-9. Example of an I2C bus configuration

13.3.1 Basic I2C

12C is built for simplicity and therefore it only has two wires: SDA and SCL. SDA (Serial Data) is bidirectional
which means that I2C communication is half duplex. SCL (Serial Clock) is the clock line. It is used to
synchronize all data transfers over the bus. These two wires are connected to all devices on the bus (as in
Figure 13-9). SDA and SCLK lines are "open-drain" which means they can drive the line to low voltage (0
V) but not to high voltage (3.3V). Since the 12C is open-drain, it will require pull-up resistors in order to
function correctly. It is like the I2C bus in Figure 13-12, which has two 10k pull-up resistors.

There are only two types of devices on an I2C bus—masters and slaves. 12C allows multiple bus masters.
Our design has only one master, which is the FPGA, and one slave, which is the temperature sensor. 12C
is designed to be easily built in an IC, but that doesn't mean it is easy to use it. Don't feel bad, if you have
trouble understanding the 12C bus. The beauty of using IP is that you only need to understand the interface
that IP provides and know how to connect the IP to your design. This is what we would like to show you in
this chapter.

13.3.2 I2C Master

Let's look at I2C Master IP first. You can download the 12C Master IP from the web site link. Figure 13-10
shows the 12C Master IP page. Click i2c_master.vhd (version 2.2) to download the IP. This is a very small
design such that it only contains one file: i2c_master.vhd.
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Note 12C Master IP web site link: www. eewiki.net/pages/viewpage.action?pageld=10125324.
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Clock Stretching
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Code Download
Version 2.2; i2¢_master.vhd
Corrected small SDA glitch at the end of the transaction (introduced in version 2.1)
Version 2.1 i2c_master_v2_1.vhd
Replaced gated clock with clock enable
Adjusted timing of SCL during start and stop conditions
(Thanks to Steffen Mauch for suggesting these improvements.)
Version 2.0: i2c_master_v2_0.vhd
Added ability to interface with different slaves in the same transaction
Corrected ack_error bug where ack_error went *Z' instead of '1" on error
Corrected timing of when ack_error signal clears
Version 1.0: i2c_master_v1_0.vhd

Initial Public Release

Figure 13-10. Download 12C Master from www. eewiki.net

It is time to open the I2C Master VHDL file. You can use Notepad ++ or Altera Quartus Prime. Figure 13-11
is the port list of the 12C Master VHDL file. The designer of the 12C master did a good job of writing this IP. It is a

very good vhdl example for you.
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JENTITY i2c_master IS
] GENERIC(

input_clk : INTEGER := 50_000_000; --input clock speed from user logic in Hz
bus_clk : INTEGER := 400_000); --speed the i2c bus (sc1) will run at in Hz
1 PORT(

clk : IN STD_LOGIC; --system clock

reset_n . IN STD_LOGIC; --active low reset

ena : IN STD_LOGIC; --latch in command

addr : IN STD_LOGIC_VECTOR(6 DOWNTO 0); --address of target slave

rw : IN STD_LOGIC; -='0' is write, '1' is read

data_wr : IN STD_LOGIC_VECTOR(7 DOWNTO 0); --data to write to slave

busy : OUT STD_LOGIC; --indicates transaction in progress

data_rd : ouT STD_LOGIC_VECTOR(7 DOWNTO 0); --data read from slave

ack_error : BUFFER STD_LOGIC; --flag if improper acknowledge from slave

sda : INOUT STD_LOGIC; --serial data output of i2c bus
INOUT STD_LOGIC); --serial clock output of i2c bus

: scl ~
END i2c_master;
Figure 13-11. 12C Master IP VHDL port list

You will know what we need to connect to the IP after you look at the port list of the IP and understand
the basic operation of I2C. The I12C master is the only device that can drive the SCL wire such that there
are generics in the i2c_master for input clock speed, send to i2c_master, and the 12C bus clock speed. The
IP itself doesn’t know the input clock (clk) and the expected 12C clock. It needs the user to provide the
information (generics) to do the 12C clock (SCL) generation. The first process in the I2C_master is used to
generate the SCL.

A multi-slave bus needs to use addresses to select a specific device and the address cannot be
duplicated on the same I2C bus. Each slave device has a unique address. It is 7-bit device address. The
master will send out the target device address at the beginning of a transaction. Each slave device listens—
if the device address matches the internal address, then the device responds. We provide the 7-bit target
device address to the addr port.

12C is a byte transfer bus, which means the basic unit is 8 bits (one byte). If you want to do a write
transfer (I2C master write to I2C slave), then you need to provide the data to the data_wr port. Data will be
ready on the data_rd read port when you initiate a read transfer. The IP is taking care of all of the frames
signals, arbitration, and clock generation.

If you'd like to get more info about the IP and/or I2C Master Operation, then you can read the 12C
Master download page, when you download the i2c_master.vhd file. It provides a very good short tutorial
on I2C. By the way, the web site www.eewiki.net is a very good hardware resource.

13.3.3 Temperature Sensor—Analog Device ADT7420

We need a temperature sensor to get the current temperature. The BeMicro Max10 board has a temperature
sensor IC. Figure 13-12 shows the block diagram of the temperature sensor which is Analog Devices Inc.'s
ADT7420. The ADT420 is a high-accuracy digital temperature sensor. It contains a temperature sensor, a 16-
bit ADC to monitor and digitize the temperature to 0.0078°C. In our example design we use the default value
of 13 bits.
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PULL-UP PULL-UP PULL-UP
Vbp Vbp Vop Vbp
o Voo { 10kQ 3 $10kQ
10kQ ADT7420 T o
CT scL = (\(1 -
- INT »o o
TO INTERRUPT PIN A0 SBA «
ON MICROCONTROLLER
A1 GND __I_

Figure 13-12. Temperature sensor block diagram

The most important thing is that it provides an I12C slave interface and it is connected to the FPGA pins with
two pull-up resistors. The 12C interfaces for external control and sends out the temperature data. That is all we
need to get the temperature data and control the sensor. Figure 13-13 shows the sensor registers. We are going to
use registers 0x00, 0x01, 0x03, 0x08, and 0x2E Figure 13-14 shows the binary data mapping to temperature.

Register Power-On
Address | Description Default
0x00 Temperature value most significant byte 0x00

0x01 Temperature value least significant byte 0x00

0x02 Status 0x00

0x03 Configuration 0x00

0x04 Thicn setpoint most significant byte 0x20 (64°C)
0x05 Thicn setpoint least significant byte 0x00 (64°C)
0x06 Tiow setpoint most significant byte 0x05 (10°C)
0x07 Tiow setpoint least significant byte 0x00 (10°C)
0x08 Terir setpoint most significant byte 0x49 (147°C)
0x09 Tenr setpoint least significant byte 0x80 (147°C)
0x0A Thyst setpoint 0x05 (5°C)
0x0B ID 0xCB

Ox2F Software reset OxXX

Figure 13-13. Temperature sensor register map
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Digital Output

Temperature | (Binary) Bits[15:3] Digital Output (Hex)
—40°C 11101 1000 0000 0x1D80
-25°C 111100111 0000 Ox1E70
—-0.0625°C 1111111111111 Ox1FFF
0°C 00000 0000 0000 0x000
+0.0625°C 00000 0000 0001 0x001
+25°C 00001 1001 0000 0x190
+105°C 00110 1001 0000 0x690
+125°C 001111101 0000 0x7DO0
+150°C 01001 0110 0000 0x960

Figure 13-14. 13 bits of data map to temperature in degrees C

We will use the quick guide from the ADT7420 datasheet to get the data through I2C and send it back to
the PC.

The following steps are based on the quick guide for reading temperatures from the ADT7420:

1. After powering up the ADT7420, verify the setup by reading the device ID from
the address 0x0B. It should be 0xCB.

2. Write to configuration register address 0x03 with value 0x80. This will set up the
ADC and provide 13-bit data.

3. Read the temperature value MSB register from address 0x00 and read the
LSB register from address 0x01. This should provide us with the temperature
measurement. If the data read-back is 0x190, then the temperature is 25°C.

These three steps will be translated to a UART command and sent from the PC to the BeMicro Max 10
board. Since the ADT7420 temperature sensor works as an I2C slave/receiver device, we will use the 12C
master to send the commands to the sensor. In the next section we will download another IP which is also
an I2C slave from another web site. It is only used for simulation. We need the I12C slave IP to simulate the
temperature sensor.

13.3.4 12C Slave

For simulation, we need to have an I12C Slave to work and look like the ADC I2C interface. We found an
easy-to-use one from GitHub. It is really surprising to us that GitHub hosted VHDL (VHSIC (very high
speed integrated circuit) Hardware Description Language) code hosted on it! The following note shows the
download link. We need to use a specific revision from GitHub. Don’t download the master version.

Note 12C slave link: https://github.com/oetr/FPGA-I2C-Slave/blob/
bd7833a8cb663f2d9d756be50567fd613c919aa8/I2C_slave.vhd.

We only need one file—I2C_slave.vhd—from GitHub. Figure 13-15 shows the web site screenshot and
the port list of the I2C slave module.
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O Personal Opensource Business Explore Pricing Blog Support | This repasitory Signin

L! oetr / FPGA-I12C-Slave

©OWatch 3 *kStar 7 | YFok 5

<> Code (D) Issues 0 ‘1 Pull requests 0 4~ Pulse |l Graphs
Branch: master v FPGA-12C-Slave / 12C_slave.vhd Find file = Copy path
B oetr Remove unnecessary dependency, fix testbench shell scnpt bd7833a 29 days ago

1 contributor

263 lines (238 sloc) 8.72 KB

library ieee;

use leee.std _logic_1164.all;

use leee.numeric_std.all;

Raw Blame History [J

entity I2C_slave is

generic (

SLAVE_ADDR : std_logic_vector(6 downto @));

port (

-- User interface
read_req
data_to_master
data_valid

data_from_master :

end entity I2C_slave;

out

: inout std_legic;
: inout std_logic;

i in

std_logic;
std_logic;

std_logic;
std_logic_vector(7 downto 9);
std_logic;

std_logic_vector(7 downto @));

Figure 13-15. Download 12C slave IP from GitHub

The port list in Figure 13-16 has scl and sda. They form the I2C interface and the user interface as a
simple read/write register interface. Figure 13-16 shows the port list of the I2C slave module. We will set the
SLAVE_ADDR to 0x48 in the simulation which is the exact address used by ADT7420. The user interface section
shows the read or write operation from the master with the data in or out.

entity I2C_slave is

generic (
SLAVE_ADDR :
port (
scl
sda
clk
rst

std_logic_vector(6 downto 0));

inout std_logic;
inout std_logic;
in std_logic;
in std_logic;

-- User interface

read_req : out std_logic;
data_to_master : in std_logic_vector(7 downto 0);
data_valid : out std_logic;
data_from_master : out std_logic_vector(7 downto 0));

end entity I2C_slave;

Figure 13-16. 12C Slave IP VHDL port list
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13.4

FPGA IP—Altera PLL IP

This time we only need a simple PLL which is able to generate 29.5 MHz. It is used to generate the UART
921600 bps. This bps sounds too large for normal UART, but we are using a special UART which can run that
fast. The locked output is used to generate reset to the system. Figure 13-17 shows the RTL diagram of the PLL.

pll_29p5M:clk
E] cO
SYS_CLK[ > nckop <0 [1-2]
locked > locked
[1-2]

Figure 13-17. Altera PLL block diagram

Give the PLL the name pll_29p5M (see Figure 13-18) and select VHDL. In the MegaWizard of the PLL
(Figure 13-19), execute the following steps

1.
2.

In the first tab (General/Mode), set the inclk0 equal to 50 MHz (Figure 13-19).

In the first tab (Inputs/Lock), uncheck the Create an "areset" input to
asynchronously reset the PLL (Figure 13-20).

In the third tab (clk c0), enter the output clock frequency request to 29.5 MHz
(Figure 13-21).

Click Finish two times; then you should have your PLL IP.

O Save IP Variation

IP variation file name:

E:/P_work/Begining FPGA/Book_chapter/ch13/project/pll_29p5M D
IP variation file type
@ VHDL
) Verilog

iy

Cancel

Figure 13-18. Name the PLL pll_29p5M.vhd
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~ MegaWizard Plug-In Manager [page 1 of 12] M

&) ALTPLL

er  [[2IPLE Eloutput [E]epa  |[E]summary
Reconfiguration

Currently selected device family: | pax 10 =
Il_29p5M :
pll_29p [¥] Match project/default
pinclk0 | inclkd frequency: 50.000 MHz <0 Able to implement the requested PLL
eset | Operation Mode: Normal lock
General
[cik[Ratio]Ph (dg)DC (%] 2
[co] 1] 000 | 5000]
Which device speed grade will you be using?
g [ ] use military temperature range devices only
What is the frequency of the inclk0 input? 50.00 (MHz ~
| Set up PLL in LVDS mode Data rate: |Not Available ~ Mbps

Figure 13-19. Set the inclk0 input to 50.00 MHz

' 1
X MegaWizard Plug-In Manager [page 2 of 12] u

& ALTPLL

Reconfiguration Clocks
I Inputs/Lock | > Bandwidth/SS >l

Able to implement th sted PLL
pll_29pSh mplement the requeste
%0 F Optional Inputs
inclk0 frequency: 50.000 MHz [ ] create an 'pllena’ input to selectively enable the PLL
Operation Mode: Normal |0CM & an "arsset’ Input to asyncly 3 resat the PLL
Feol5or00 0.00 | 50001 [ Create an pfdena’ input to selectively enable the phase/frequency detector
MAX 1 Lock Output
[V] Create "locked' output
[ Enable seff-reset on loss lock

Figure 13-20. Uncheck the Create an "areset” input to asynchronously reset the PLL
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-

X MegaWizard Plug-In Manager [page 6 of 12] M
) ALTPLL

Reconfiguration

c0 - Core/External Outnut Clock

D|| 29p5M Able to implement the requeste
[¥] use this clock
Clock Tap Settings
nclkD | ik frequency: 50.000 MHz L ) Requested Settings Actual Settings
aresel | Operation Mode: Normal locke: (@) Enter output clock frequency: 29.50000000 MHz = | 29,500000
Gik] Ratio [Ph (6] DC (%] © Enter output dock p e = I
Lco]sartaof o.00 | s0.00] Clock multiplication factor : e
Clock division factor 1 : Y )| 100
MaX 10 :
Clock phase shift 0.00 %] |deg »| 0.00
Clock duty cycle (%) 50.00 & 50.00

[ | Description Ve
Note: The displayed internal settings anaq« clock VCO frequency (MHz)  5..—
of the PLL is recommended for use BY | pauluis for M eninter sa ™
advanced users only | < 10 »

Per Clock Feasibility Indicators
 clc2 3 c4

Figure 13-21. Enter output clock frequency equal to 29.5 MHz

13.5 PC Control Temperature Sensor Design Example

In this example, the PC can send commands to the BeMicro MAX10 board though the UART interface. Using
the same interface, the board can report back to the PC. The UART 16550 wrapper module is used to handle
the UART interface. As mentioned earlier, it is a third-party IP from opencores.org.

The VHDL code in the control logic module is used to translate the message from the UART 16550
wrapper to another module called i2C_master. It is another third-party IP module from eewiki.net. The I2C
Master Module works as a bridge between temperature sensor and control logic.

Figure 13-22 shows a block diagram with the final design. It will have two third-party IP blocks (i2c
master and UART 16650 wrapper), one Altera IP which is the 29.5 MHz output PLL and user logic/control
logic. In the Quartus, the design hierarchy will show up as in Figure 13-23.
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MAX10 FPGA
Temperature sensor top
UART to 12C
ADT7420 UAFRT
Temp. J . UART 16550 nterface ] PC
Sensor : i2c_master S -
‘ i 2.5V

Control Logic

50MHz Clock J| oLl zgfp?&MHz E
ALTERAIP
| USER Design |
3 Party IP

Figure 13-22. Temperature sensor design block diagram

Project Navigator

% Hierarchy v ]E @Me x .

a% MAX 10: 10M08DAF484C8GES
4 temperature_sensor_top <&
> pll_29p5M:clk
4 uartTOi2¢c:uartTOi2¢c_pm

B¥ i2¢c_master:i2cM_p

Entity:Instance

D uart_16550_wrapper:uart_wrapper

Figure 13-23. Temperature sensor design structure
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Figure 1223 shows that temperature_sensor_top is the top-level design. It includes two modules:
pll_29p5M and uartTOi2c. Under the uartTOi2c module, there are another two modules: i2c_master and
uart_16550_wrapper. Both of them are third-party IPs.

Based on the temperature sensor design block diagram, we will need to create two more modules. One
is temperature_sensor_top.vhd and the other one is uartTOi2c.vhd. The temperature_sensor_top provides
all of the connections from outside the FPGA and connects all the ports to the right modules. The uartTOi2c.
vhd is a little bit more complicated. Not only is it connecting the upper-level module (temperature_sensor_
top) to the i2c_master and uart_16550_wrapper, but it also has a state machine to generate data for the
UART_16550_wrapper to send to the PC and decode the command from the uart_16550_wrapper. All the
command and status definitions are in the next section, “Define What Needs to Be Done—Command and
Status Registers.”

The example code section will have both new design .vhdl files (temperature_sensor_top.vhd and
uartT0i2c.vhd) and simulation test bench files for ModelSim to do the simulation. This is the first time we
are using .vhdl files as a test bench.

13.5.1 Define What Needs to Be Done—Command and Status
Registers

We know that we are planning to use the PC to send commands to the FPGA and the UART 16650 wrapper
can decode the UART protocol to a memory map. Memory mapping means defining a memory address
location for each register, which means each register has one and only one memory address location. The
UART IP section already mentions the 6-byte command format. In this design we need to configure the
temperature sensor with the correct value through the 12C master. It is a write process to a memory address
in the temperature sensor (I2C slave). We need to read back the configuration and temperature data and
send to the PC too. This is a read process.

Let's define the three 32-bit registers so we can write to and read from the three registers.

Table 13-2. PC UART 6-Byte Write Command Register

Address Bit 31 downto 24 Bit 23 downto 16 Bit 15 downto 8 Bit 7 downto 0
0x0000  Notuse LED 7 downto 0
0x0010  Bit31 Bit30 Not Bit 23 Bit22 downto 16 ~ Second Byte to write First Byte to
[2Cena 2Bytes used I2Crw 12C 7 Bit Address "I2C Register Value" write
12C 1=Read =0x48 (ADT7420) "I12C Register
CMD 0 = Write Address"

(Figure 13-5a)

0x8000  Need to set to all zeroes to read back three registers

Table 13-3. PC UART 6-Byte Read Status Registers

Address  Bit 31 down to 24 Bit 23 down to 16 Bit 15 downto 8 Bit 7 downto 0

0x0000 Not use LED 7 downto 0
0x0010 Last command to I2C Master

0x0011 Temperature value in degrees Celsius Raw temperature value read
from ADT7420
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In the command register table, we defined that the register at memory address location 0x0000 can turn
on or off the external 8 LED lights.

The register at memory address location 0x0010 (Table 13-2) is used to send a command to the 12C
Master to create [2C commands to ADT7420. The IC2 command includes read/write (bit 23), 12C slave
address (bit 22 to 16), and two bytes (bit 15 to 0). The 12C slave address for ADT7420 is 0x48, which is from
the ADT7420 datasheet. We will have examples later to show you how to use this command.

The last command at memory address location 0x8000 is used to request that all of the status registers
(Table 13-3) are read back from the BeMicro MAX 10.

13.5.2 Example Design Codes
13.5.2.1 Temperature_sensor_top.vhd Code

The code in Listing 13-1 is a top-level design file for this project. It has the system clock (50 MHz) input,
ADT7420 IC interfaces (which include 12C SCL and SDA wire), USER_LED, which is included for fun, and
UART TX and RX pins. The purpose of this module is to connect all the external wires to the correct modules
and generate the correct clock (29.5 MHz) for the uartTOi2c module. Please read the comments to get

a more detailed feel of the design. We will simulate the design later, which will give you some hands-on
experience with how it works.

Listing 13-1. Temperature Sensor Top-Level Design vhdl File

library ieee;
use ieee.std logic_1164.all;

entity temperature sensor_top is
poxt(
-- Clock ins, SYS_CLK = 50MHz
SYS_CLK : in std_logic;

-- Temperature sensor, I2C interface (ADT7420)
ADT7420 CT : in std logic; -- NOT USE
ADT7420_INT : in std_logic; -- NOT USE
ADT7420_SCL : inout std_logic;

ADT7420_SDA : inout std logic;

-- LED outs
USER _LED : out std logic vector(8 downto 1);

GPIO J3_39 : out std logic; -- UART TX
GPIO J3_40 : in std logic -- UART RX
);

end entity temperature sensor_top;
architecture arch of temperature sensor_ top is

signal locked, clk uart 29MHz_i, uart rst i : std logic:= '0';
signal delay 8: std logic_vector(7 downto 0);

begin
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clk : entity work.pll 29p5M

port map
(
inclko => SYS_CLK, -- 50MHz clock input
co => clk uart 29MHz_i,-- 29.5MHz clock output
locked => locked -- Lock condition, 1 = Locked
)5
dealy p: process(SYS_CLK)
begin

if(rising_edge(SYS_CLK) )THEN

delay_8 <= delay 8(6 downto 0)&locked; -- create active LOW reset
END IF;
END PROCESS;

uart_rst i <= delay 8(7);
uartTOi2c_pm : entity work.uartTOi2c

port map(
clk_vart 29MHz_i  => clk uart_29MHz_i,
uart_rst i => uvart_rst i,
uart_leds o => USER_LED,
clk_uart_monitor o => open,
uart_dout_o => GPIO_J3 39, -- yellow color wire
uart_din_i => GPIO_J3_40, -- orange color wire
i2c_scl => ADT7420_SCL,
i2c_dat => ADT7420_SDA);

end architecture arch;

13.5.2.2 uartTOi2c.vhd Code

This is the major design in this example (Listing 13-2). This is because it does all of the decoding of
commands from the UART and generates status updates to the UART. It also translates the commands from
the PC and sends the correct operation sequence for the i2C Master module. There are three processes in
this module: register_map, i2c_data_p, and register_update.

The register_map process works as a command decoder. It decodes the s_uart_rx_add whens_uart_
rx_rdy is high and copies the 32-bits_uart_rx_data to the correct registers (e.g., 0x0000 is mapped to
r_leds).

The second process is i2c_data_p. It copies data from the I2C Master byte read output to reg02 in the
lower 16 bits (15 down to 0). It is a special shift register, which is similar to the 8-bit shift register which shifts
1 bit at a time in Chapter 10. This special shift register shifts 8 bits at a time such that two 8 bytes (16 bits)
from the i2c_Master can be stored in one 32-bit register. This process will translate the 13-bit ADC data from
the temperature sensor to degrees Celsius. This simple bit shift to the left for 9 bits happens every clock
cycles. Figure 13-14 shows that the 25°C digital output bit (15:3) is "0000110010000." The 2-byte (16 bits)
output bits should look like "0000110010000000." If we shift the 2-byte version 9 bits to left, then we will get
a 4-byte "0000000000011001 0000000000000000." The higher 2-byte binary value is "0000000000011001,"
which equals 25 in unsigned value. This shows that we can use the shift register to do the math.

The last process is register_update. It is actually a small state machine. It is used to generate a sequence
of register reads by the command address in 0x8000 with the value all zero and to send the Table 13-3 values
to the uart_16550_wrapper.
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There is one simple design trick in this design for generating a pulse when it detects a signal change
from low to high (which is a rising edge of a signal). The signal name in the design is i2c_busy_01.
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Tip Edge detection of a signal can be done by using the delayed version of the signal with a NOT gate and

an AND gate.

Rising Edge = (the org. signal) and NOT (delayed one clock cycle signal)

Falling Edge = NOT (the org. signal) and (delayed one clock cycle signal)

Listing 13-2. uartTOi2c.vhd vhdl

library ieee;
use ieee.std logic_1164.all;
use ieee.numeric_std.all;

entity uartTOi2c is

port(
clk uart 29MHz_i : in std_logic;
uart_rst i : in std_logic;
uart_leds o : out std logic vector(7 downto 0);
clk _uart_monitor o : out std logic;
———————————— UART TX & RX--------mmmmmmmmmmm oo -
uart_dout o :out std logic;
uart_din_i : in std_logic;
——————————— I2C interface-----------------------—---
i2c_scl : inout std_logic; -- serial clock
i2c_dat : inout std logic); -- serial data

end uartTOi2c;

architecture rtl of uartTOi2c is

-- Internal signal declaration
signal s rst : std_logic;
signal s_clk uart : std_logic;
-- uart control signals

signal s_uart_br clk

signal s_uart_rx_add

signal s_uart_rx data

signal s_uart_rx_rdy

signal s_update

signal s_uart_tx_add
signal s_uart tx data
signal s uart tx data_rdy
signal s_uart_tx_req
signal s_uart_tx_stb_acq
signal s_tx_complete

-- main reset
-- slow (29 MHz) clock

: std_logic; -- unused clock monitor
: std_logic_vector (15 downto 0);
: std_logic_vector (31 downto 0);
: std_logic;
signal s _uart_rx_stb _read data :
: std_logic;
: std logic_vector (15 downto 0);
: std_logic_vector (31 downto 0);
¢ std_logic;
: std_logic;
: std_logic;
: std_logic;

std_logic;
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-- address decoder signals
signal r config addr uart : std logic vector (1 downto 0);

signal r leds : std_logic_vector (7 downto 0); -- 0x0000
signal rego1i : std_logic_vector (31 downto 0); -- 0x0010
signal rego02 : std logic vector (31 downto 0); -- 0x0001

signal s _rst n : std_logic;

signal i2c_busy : std_logic;

signal i2c_busy dly : std_logic;

signal i2c_busy 01 : std_logic; -- rising edge of i2c_busy
signal i2cByte1 : std_logic;

signal i2c_2bytes : std_logic;

signal data wr : std_logic_vector(7 downto 0);

signal data_rd ¢ std_logic_vector(7 downto 0);

type t tx_reg map is (IDLE, WAIT A BYTE, LATCH, TRANSMIT);

signal s_tx_fsm : t_tx_reg map;

begin
s rst <= not uart_rst i; -- Change to active high reset
s_rst_n <= uart_rst_i; -- active low reset
uart_leds o <= not r_leds; -- Output LED with '1' mean on
s_clk_uart <= clk_uart_29MHz_i; -- UART system clock 29.4912 MHz

clk uart_monitor o <= s_uart br clk;

i2c_busy 01 <= i2c_busy and not i2c_busy dly;

i2c_2bytes <= reg01(30); -- This i2c command has 2 bytes

-- Data write to the I2C Master depends on # of bytes operations

data_wr <= reg01(7 downto 0) when i2cBytel = '0' else reg01(15 downto 8);

-- UART simple register map : UART to BeMicro MAX10
register map : process (s_rst, s_clk_ uart)

begin
if s_rst = "1' then -- reset all registers here
s_uart_rx_stb_read data <= '0';
s_update <= '0";
1 _leds <= (others => '0');
r_config addr uart <= "10";
regol <= (others => '0');
i2c_busy dly <= '0";
i2cBytel <= '0";

elsif rising edge(s_clk uart) then
i2c_busy dly <= i2c_busy;
if s _uvart_rx_rdy = '1' then
case (s_uart rx_add) is
-- Address 0x00 0x00
when X"0000" => r leds <= s_uart rx data(7 downto 0);
-- Address 0x00 0x10
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when X"0010" => reg01 <= s_uart_rx data;
-- Address 0x80 0x00

when X"8000" => s_update <= '1'; -- register update self clearing
when others => null;
end case;
s_uart_rx_stb_read data <= '1';
else
s_uart_rx_stb_read data <= '0';
s_update <= '0"; -- register update self clearing

-- Last byte send out to the i2C Master, then clean up data bits
if(i2c_busy 01 = '1' and i2cByte1l = '0' and i2c_2bytes = '0') then
1eg01(29 downto 0) <= (others => '0");

end if;

-- After send the command to the I2C Master, then clean up command bits

if(i2c_busy 01 = '1' and (i2cBytel = i2c_2bytes)) then -- 11 or 00 condition
1eg01(31 downto 30) <= (others => '0');

end if;

if (s_uart rx stb read data = '1') then
i2cBytel <= '0'; -- reset the condition after UART read request
elsif(i2c_2bytes = '1' and i2c_busy 01 = '1') then
-- Toggle every time i2C_busy change from low to high and two bytes operations
i2cBytel <= not i2cBytei1;
end if;

end if;
end if;
end process;

i2c_data p : process (s_rst, s _clk uart)
begin
if s rst = "1' then
1eg02(29 downto 0) <= (others => '0');
elsif rising edge(s_clk_uart) then
-- when the busy is change from 1 to 0
if(i2c_busy = '0' and i2c_busy dly = '1') then
-- copy the I2C data_rd to reg02(7 downto 0)
-- and copy reg02(7 downto 0) to reg02(15 dwonto 0)
reg02(15 downto 0) <= reg02(7 downto 0) & data_rd;
end if;
-- bit 15 to 3 is the 13 bit temperature
-- each 1 equal 0.0625 and 0x0 equal to 0'C
-- Only need bit 15 to 7 to read out in integer
-- shift bits to upper bytes for easy read in degree C
1eg02(24 downto 16) <= reg02(15 downto 7);

end if;
end process;

register update : process (s_rst, s clk uart)
variable v_uart_tx_add : unsigned (15 downto 0);
variable v_count : unsigned (15 downto 0);
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begin
if s rst = '"1' then
s_uart_tx_data_rdy <=
s_uart_tx_req <=
v_uart_tx_add 1=
v_count 1=
s_uart_tx data <=
s_uart_tx_add <=
s_tx_fsm <=

-- reset all registers here

(others => '0");
(others => '0");
(others => '0");
(others => '0');
IDLE;

elsif rising edge(s_clk uart) then

case s_tx_fsm is
when IDLE =>

if s _update = '1'
s_tx_fsm <= WAIT
else
s_tx_fsm

s_uart_tx_data_r
s_uart_tx req
v_uart tx add
v_count
s_uart_tx_data
s_uart_tx_add

end if;

when WAIT_A BYTE =>

s_uart_tx data_rdy

v_count

if v_count = X"090
v_uart_tx_add :=

s_tx_fsm <=
else

s_tx_fsm <= WAIT
end if;

when LATCH =>
if s_uart_tx_stb a
s_uart_tx_req <=

then
~A_BYTE;
<= IDLE;

dy <= '0';
<= '0";
:= (others =>
:= (others =>

0
0
<= (others => '0
0

<= (others =>

<= "0";
:= v_count + 1;
0" then
v_uart_tx add + 1;
LATCH;

A BYTE;

cq = '0" then
l1l;

s_uart_tx_add <= std_logic_vector (v_uart tx_add);

case v_uart_tx_a

dd is

when X"0001" => s_uart_tx_data (7 downto 0) <= r_leds;
s_tx_fsm <= TRANSMIT;

when X"0010" => s uart tx_data <= rego0i;

s_tx_fsm <= TRANSMIT;

when X"0011" => s uart_tx_data <= reg02;

s_tx_fsm <= TRANSMIT;

-- End Of Tran
when X"0012" =

end case;
else
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smission register =
> s_tx_fsm <=
when others => s uart tx data <=

v_uart_tx_add

s_uart_tx_data_rdy

s_tx_fsm

last register + 1

IDLE; -- end of transmission
(others => '0");

:= v_uart_tx add + 1;

<= '0";

<= LATCH;



v_count := (others
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= '0");

s_tx_fsm <= WAIT_A BYTE;

end if;
when TRANSMIT =>
s_uart_tx data_rdy <=
v_count 1=
s_tx_fsm
when others =>
s_tx_fsm <= IDLE;
end case;
end if;
end process;

s
(others => '0");

<= WAIT_A BYTE;

uart_wrapper : entity work.uart 16550 wrapper

port map(

sys_clk i =>
sys_rst i =>
echo_en_i =>
tx_addr_wwo_i =>
uart_din_i =>
uart_dout_o =>
s_br_clk uart_o =>
v_rx_add o =>
v_rx_data o =>
s_rx_rdy o =>
s_rx_stb_read data_i =>
s_tx_proc_rgst_i =>
v_tx_add_ram i =>
v_tx _data_ram i =>
s_tx_ram data_rdy i =>
s_tx_stb_ram_data_acq o =>
);

i2cM_p : entity work.i2c_maste
generic map(
input_clk => 29 491 200,
bus_clk => 100_000)

s_clk uart,

s_rst,

r_config addr_uart(o),
r_config addr uart(1),
uart_din_i,
uart_dout o,

s_uart_br clk,
s_uart_rx_add,
s_uart_rx data,
s_uart_rx_rdy,
s_uart_rx_stb_read data,
s_uart_tx_req,
s_uart_tx_add,
s_uart_tx data,
s_uart_tx data_rdy,
s_uart_tx_stb_acq

r

--input clock speed from user logic in Hz
--speed the i2c bus (scl) will run at in Hz

port map(
clk => s_clk_uart, --system clock
reset n  => s rst n, --active low reset
ena => reg01(31), --latch in command
addr => 1eg01(22 downto 16), --address of target slave
™ => reg01(23), --'0" is write, '1' is read
data_wr => data_wr, --data to write to slave
busy => i2c_busy, --indicates transaction in progress
data_rd => data_rd, --data read from slave
ack_error => reg02(30), --flag if improper acknowledge from slave
sda => i2c_dat, --serial data output of i2c bus
scl => i2c_scl); --serial clock output of i2c bus

end architecture rtl;
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13.5.3 Example Simulation Codes

This is the first time we have a simulation test bench. It is working as a "test bench" for the design files. Most
of the time the test bench files can run only in simulation but NOT in real hardware. This is because the test
bench not only includes the design files but also has to simulate the external world. In this case, they are
physical UART interfaces, ADT7420 I12C interfaces, LEDs, and 50 MHz clock sources.

13.5.3.1 tb_temp_sensor_top.vhd Code

This test bench includes an i2c slave model (i2c_slave) and the temperature_sensor_top design, which

we call the unit under test in the test bench. We use test_data as an array of bytes to send to the UART
interface. There is a new std_logic value "H" which is used in this test bench for the 12C bus scl (serial clock)
and sda (serial data) signals. This "H" value means a weak pull-up (10K ohm) resistor on the bus which is
used to simulate the I2C bus 10k pull-up resistor on the board (Figure 13-22). There is a VHDL 2008 new
method that gets used in this test bench. Following is that piece of code:

s_br clk uart o <= << signal .tb_temp sensor top.uut.uartTOi2c_pm.s uart br clk : std_
logic >>

This VHDL code means the s_uart_br_clk value, which is in the uartTOi2c_pm module that is
assigned to s_br_clk_uart_oin the top level of the design.
Following is the VHDL code:

library ieee;

use ieee.std logic_1164.all;
use ieee.std logic_unsigned.all;
use ieee.numeric_std.all;

entity tb_temp_sensor top is
end tb_temp sensor top;

architecture behavior of tb_temp_sensor_top is

--Inputs

signal sys clk_i : std_logic := '0';

signal uart_din_emu : std logic := '0';

signal uart_rst emu : std logic := '0';

--Outputs

signal uart_dout emu : std logic;

signal s _br clk uart o : std logic;

signal uart leds emu : std logic_vector (7 downto 0);
--i2c slave

signal rst : std_logic;

signal read req : std_logic;

signal data_to master : std logic_vector(7 downto 0) := (others => '0");
signal data_valid : std_logic;

signal data_from master : std logic_vector(7 downto 0);

signal scl, sda : std_logic := 'H'; -- 'H' is to simulate Pull up resistors
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constant system clock period :
constant uart_clock period : time :

constant bit_period
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1= 20 ns;

34 ns;

uart_clock_period*32;

-- 29.5MHz
-- 921600bps

type sample array is array (natural range<>) of std logic vector (7 downto 0);

constant test_data :

(

-- READ TDA7420 ID CMD -1: Write oxb to I2C address 0x48

X"00",
X"10",
X"80",
X"48",
X"00",
X"ob",

-- READ ID CMD -2: Read from I2C

X"00",
X"10",
X"80",
x"cg",
X"oo",
X"00",
-- DUMMY for waiting
X"00",
X"20",
X"00",
X"oo",
X"00",
X"00",
-- DUMMY for waiting
X"00",
X"20",
X"00",
X"00",
X"00",
X"00",

-- Read registers to UART

X"80",
X"00",
X"00",
X"00",
X"00",
X"00",
-- DUMMY for waiting
X"00",
X"20",
X"00",
X"00",
X"00",
X"00",
-- DUMMY for waiting

sample array :=

-- BYTE1
-- BYTE2
-- BYTE3
-- BYTE4
-- BYTES
-- BYTE6

-- BYTE1
-- BYTE2
-- BYTE3
-- BYTE4
-- BYTES
-- BYTE6

-- BYTE1
-- BYTE2
-- BYTE3
-- BYTE4
-- BYTEsS
-- BYTE6

-- BYTE1
-- BYTE2
-- BYTE3
-- BYTE4
-- BYTES
-- BYTE6

-- BYTE1
-- BYTE2
-- BYTE3
-- BYTE4
-- BYTES
-- BYTE6

-- BYTE1
-- BYTE2
-- BYTE3
-- BYTE4
-- BYTES
-- BYTE6
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X"00", -- BYTE1
X"20", -- BYTE2
X"00", -- BYTE3
X"00", -- BYTE4
X"00", -- BYTES
X"00", -- BYTE6
-- Reset the ADC write 0x00 to ADT7420 register offset:0x2F
X"00", -- BYTE1
X"10", -- BYTE2
X"co", -- BYTE3
X"48", -- BYTE4
X"00", -- BYTES
X"2F", -- BYTE6
-- Write 0x80 to offset 0x03 to ADT7420 to set 13bit
X"00", -- BYTE1
X"10", -- BYTE2
X"co", -- BYTE3
X"48", -- BYTE4
X"80", -- BYTES
X"03", -- BYTE6
-- dummy

X"00", -- BYTE1
X"20", -- BYTE2
X"00", -- BYTE3
X"00", -- BYTE4
X"00", -- BYTES
X"00", -- BYTE6
-- Read two byte - 1 From I2C address 0x48
X"00", -- BYTE1
X"10", -- BYTE2
X"80", -- BYTE3
X"48", -- BYTE4
X"00", -~ BYTES
X"00", -- BYTE6
-- Read two byte - 2

X"00", -- BYTE1
X"10", -- BYTE2
X"co", -- BYTE3
X"cs", -- BYTE4
X"00", -- BYTES
X"00", -- BYTE6
-- dummy Waiting

X"o00", -- BYTE1
X"20", -- BYTE2
X"00", -- BYTE3
X"00", -- BYTE4
X"00", -- BYTES
X"00", -- BYTE6

-- Read back from I2C
X"80", -- BYTE1
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X"OO",
X"OO",
X"OO",
X"OO",
X"00"
);

begin
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-- BYTE2
-- BYTE3
-- BYTE4
-- BYTES
-- BYTE6

-- Instantiate the Unit Under Test (UUT)

uut :
SYS_CLK =>
USER_LED =>
GPIO_J3.39 =>
GPIO_J3_40 =>

ADT7420 CT =>
ADT7420_INT =>
ADT7420_SCL =>
ADT7420_SDA =>
)5

i2c_slave :
generic map(

sys_clk i,
uart_leds emu,
uart_dout_emu,
uart_din_emu,
'0', -- Not use
'0', -- NOt use
scl, -- I2C SCL
sda -- I2C SDA

entity work.I2C_slave

entity work.temperature sensor top port map(

SLAVE_ADDR => "1001000") -- address 0x48

port map(
scl
sda
clk
rst

=> scl,
=> sda,
=> sys_clk i,
=> rst,

-- User interface

read_req

data_to_master =>

data_valid

data_from master =>

scl <= 'H';
sda <= 'H';

=> read_req,

=> data_valid,

s_br _clk uart_o <= <« signal
.tb_temp_sensor_top.uut.uartTOi2c_pm.s_uart _br clk : std logic >>;

i2c_data :
begin

process(sys_clk i)

if(rising_edge(sys_clk i)) then
if read_req = '1' then -- the read back value increment by one every read
data_to_master <= std logic vector(unsigned(data to master) +1);

end if;
end if;
end process;

uart_clock_process :

process

data_to_master,

data_from_master);
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begin
sys_clk i <= '0';
wait for system_clock period/2;
sys_clk i <= '"1';
wait for system_clock period/2;
end process;

rst_p : process
begin
rst <= '1';
wait for 200 ns;
wait until rising edge(sys clk i);
st <= '0';
wait;
end process;

-- Stimulus process

stim proc : process

begin
-- hold reset
wait for 50 ns;
wait for system_clock_period*10;
-- insert stimulus here
uart_din _emu <= '1';

wait for 10 us;

-- look through test_data

for j in test_data'range loop
-- tx_start bit
uart_din_emu <= '0';
wait for bit_period;

-- Byte serializer

for i in 0 to 7 loop
uart_din_emu <= test_data(j)(i);
wait for bit_period;

end loop;

-- tx_stop_bit
uart_din_emu <= '1';
wait for bit_period;
wait for 5 us;

end loop;

wait;
end process;

end;

296



CHAPTER 13 ' TEMPERATURE SENSORS: IS IT HOT IN HERE, OR IS IT JUST ME?

13.5.3.2 i2c_slave.vhd Code

We downloaded this .vhdl IP file from github.com and we need to make the following change to this IP. All
of those that are sda and scl with a status of '1' need to change to have a status of '"H'. The following shows the
line number that needs to be changed. Line 50 and line 262 are added to the vhdl.

Line
Line
Line
Line
Line
Line
Line
LINE
LINE
LINE
LINE
Line

Line
Line
Line

50: signal sda_i : std_logic;

65: if scl_prev_reg = '0' and scl = 'H' then
69: if scl_prev_reg = 'H' and scl = '0' then
76: if scl = 'H' and scl_prev_reg = 'H' and
77: sda_prev_reg = 'H' and sda = '0' then
83: if scl_prev_reg = 'H' and scl = 'H' and
84: sda_prev_reg = '0' and sda = 'H' then
117: addr_reg(6-bits_processed_reg) <= sda_i;
120: cmd_reg <= sda_i;

161: data_reg(6-bits_processed_reg) <= sda_i;
163: data_from_master_reg <= data_reg & sda_i;

194: if sda = 'H' then -- nack = stop read
261: read_req <= read_req_reg;
262: sda_i <= '1' when sda = 'H' else '0';

263: end architecture arch;

13.5.4 Create Temperature Sensor Project Design and Program It

We will start creating a project from a project template: BeMicro MAX 10 Kit Baseline Pinout.

1. Project » Add / Remove Files in the project and add all of the files from the
uart_16660_wrapper IP (under the core Figure 13-24 and core/library Figure 13-25)
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/" Settings - test =3] % |
Category:
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). incremental_db == "
) |4 gh_uart_16550.vhd 9/2/2011 5:40 AM VHD Fi
). output files e : .
R et | gh_uart_Rx_Bbitvhd 8/29/2011 6:05AM  VHDFi
A J [& gh_uart_Tx_8bitvhd 8/29/2011 6:05 AM  VHD Fil
). project2
. core - 4 n | 4
\
File name: "gh_uart_Tx_8bit.vhd" "ab_register_rx_handlervhd” "a ~ ign Files (*.tdf *vhd *.vhu ']
%
Open | | Cancel |
L i )

Figure 13-24. File list of UART 1650 IP core
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¢ Settings - test EEE
cavpy
Goner
Fil
ul;:“-.s Select the design files you want to include in the project. Click Add All to add all design files in the project directory to
i the project.
IP Settings
IP Catalog Search Locations : ;
Design Templates Fle name: El (S Gadi
4 Operating Setti -
Voltage Select File m
Temperature = ) )
4 Compilation Prg @Ov“ « Book_chapter » chl3 » project2 » core P library v[-‘f” Search library Ll
= ED‘;:;;LS;: Organize v New folder =+ 3 @
Simulation ). ch09 fod Name . Date modified Type
Formal Veril 0
Board-Level . chi |;§] h_baud_rate_gen.vhd 8/29/20116:05AM VHDF
4 Compiler Settin ). chll \LO =2 : |
VHDL Input e | & gh_binary2grayvhd 8/29/2011 6:05AM  VHD Fi
;:::ﬁ g& ) = = | |& gh_counter_down_ce_ld.vhd 8/29/2011 6:05AM  VHD Fi
Cl
TimeQuest Timi o || gh_counter_down_ce Id_tcvhd 8/29/2011 605 AM _ VHD Fi
S::%:‘:Z;im R e | |5 gh_counter_integer_down.vhd 8/29/2011 6:05AM  VHDFi
I —
SignalTap Il Log ||| gh_DECODE _3to8vhd 8/29/2011 6:05 AM  VHDFi
Logic Analyzer k. greybox_tmp e :
PowerPlay Pon B Gl 4 &) gh_edge_detvhd 8/29/2011 6:05AM  VHD Fi
i |_ i |
SSN Analyzer R curon fhes = | |2 gh_edge det xCDwhd 8/29/20116:05AM _ VHD i
R s | [ gh_gray2binary.vhd 8/29/2011 6:05AM  VHD Fi
) mj_e - | [&] gh_jkffyhd 8/29/20116:05AM  VHD Fi
e |2 gh_parity_gen_Serialvhd 8/29/2011 GOSAM  VHD Fi
b core |: 3} gh.Pulse_Generatorvhd ype: VHD File b £
}. library ,'-__-J — i ize: 1.29 KB ak
L Eanchas | /) gh_register_ce.vhd ate modified: 8/29/2011 6:05 AM P Fi
o |9 gh_shift_reg_PL slvhd 8/29/2011 6:05AM  VHD Fi
) ) | [&] gh_shift_reg_se_sl.vhd 8/29/2011 6:05AM  VHD Fi
}. simulation I ;
—_ Rishp - et —
File name: "gh_shift_reg_se_sl.vhd" "gh_baud_rate_genvhd” "gh_ = ign Files (*tdf *vhd *vh¢ v |
Cancel

Figure 13-25. File list of UART 1650 IP library

2.  Project » Add / Remove Files in the project and add i2c_master.vhd,
uartTOi2c.vhd, and temperature_sensor_top.vhd files in the project.

3. Add Altera PLL IP—pll 29p5M.vhd as shown in the FPGA [P—Altera PLL IP
section

4. Setup simulation tool and test bench. Assignment » Settings... » EDA Tool
Settings / Simulation » Select Compile test bench and click Test Benches...
(Figure 13-26)
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/" Settings - temperature_sensor L= B
Category: Dewce...
General e |
Files
Lilbralias Specify options for generating output files for use with other EDA tools.
4 |P Settings
IP Catalog Search Locations Tool nome: |"m L ‘]
Design Templates ] Run gate-level simulati ically after
4 Operating Settings and C
Voltage EDA Netlist Writer settings
Temperature n r
4 Compilation Process Settings Format for output netlist: [VHI:I_ =] Time scale 10_/0 us
Incremental Compilation 3 . . )
4 EDA Tool Settings OQutput directory.  simulation/medelsim G
Dleci auSunthesi ["] Map illegal HDL characters [ Enable glitch fitering
i — Options for Power Estimation
Board-Level "] Generate Value Ch Dump (VCD) file script 'Scrlpt Settings
4 Compiler Settings - =
WHDL Input Design instance name
Venlog HOL Input
Default Parameters
TimeQuest Timing Analyzer |Mm EDA Netlist Writer Sgumgs]
Assembler R T
Design Assistant NativeLink settings
SignalTap Il Logic Analyzer @ None
Logic Analyzer Interface i
PowerPlay Power Analyzer Sellings @ Compile test bench: = ~ | |Test B
SSN Analyzer
[7] Use script to set up simulation: |
() Script to compile test bench:
Resst_
[wBuySotware | [ o0k || cancel || Apply || Hep

Figure 13-26. Add test bench to the project

5. Open the Test Benches window pop-up and click New..

/" Test Benches

. (Figure 13-27)

Specify settings for each test bench.

Existing test bench settings:

MName ‘op Level Modul' Jesign Instance Run For

Test Bench File(s)

Edit..

Delete

J [ cancat ] |

Help

Figure 13-27. Test Benches list
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6. Inthe New Test Bench Settings window, please follow Figure 13-28 and click OK
and OK again. You will add two .vhd files under Create new test bench settings:
I2C_slave.vhd and tb_temp_sensor_top.vhd.

/" New Test Bench Settings u

Create new test bench settings.

Test bench nami tb_temp_sensor_top

Top level module in test bench: tb_temp_sensor_top
[7] Use test bench to perform VHDL timing simulation
Design instance name in test bench: |NA
Simulation period

() Run simulation until all vector stimuli are used

(@) End simulation at: 1 [E] |

Test bench and simulation files

File name: Add

Edoblam L Version Rams
12C_slave .vhd Default
tb_temp_sensor_top.vhd Default Up

Down
Properties

[ OK J l Cancel I [ Help l ‘

|

Figure 13-28. New Test Bench Settings

Note Only add the tb_temp_sensor_top.vhd under test bench settings but NOT the project file section.

7. Inthe Compiler Setting » VHDL Input, select VHDL 2008. Figure 13-29 shows
the setting.

301



CHAPTER 13 TEMPERATURE SENSORS: IS IT HOT IN HERE, OR IS IT JUST ME?

/" Settings - temperature_sensor

=.'|I§lm

Category:

General
Files
Libraries
4 |P Settings
IP Catalog Search Locations
Design Templates

4 Qperating Settings and C
Voltage
Temperature
4 Compilation Process Settings
Incremental Compilation
4 EDA Tool Settings
Design Entry/Synthesis
Simulation
Formal Verification
Board-Level

Dewice...

VHDL Input

Options for directly compiling or simulating VHDL input files. (Click on the EDA Tool Settings category to enter options
for VHDL files generated by other EDA tools.)

VHDL version

(©) VHDL 1987

(©) VHDL 1993

(@ VHDL 2008

Library Mapping File

File name: i)

["] Show information messages describing LMF mapping during compilation

Figure 13-29. Setting for VHDL 2008

8. Inthe Project Navigator, select Files and select temperature_sensor_top.vhd
and set as top-level entity and hit the Start compilation button.

9. At this point you can use the same method as shown in Chapter 12 to program
the FPGA or follow the next step to start a simulation with ModelSim.

10.  Start simulation from Quartus Prime by clicking Tools » Run Simulation tool »
RTL simulation (Figure 13-30). This should bring us to the ModelSim with the
test bench as the top level of the simulation.

rk/Begining FPGA/Book_chapter/chl3/project2/test - test

Processing | Tools | Window Help @

S 1 Run Simulation Tool P | »%  RTL Simulation
___-| 2, Launch Simulation Library Compiler %Y Gate Level Simulation...
¥8. Launch Design Space Explorer Il ' sy
_ ents 3
e TimeQuest Timing Analyzer
Summary
Advisors » |Settings
_ Non-Default Global Settings
@ Chip Planner Elapsed Time

Design Partition Planner

0S Summary

Figure 13-30. Start RTL simulation
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Note Starting the ModelSim from Quartus takes around 30 seconds.

11.  The ModelSim should start like Figure 13-31 and the sim instance list shown in

Figure 13-32. It will run for 1 mS.

™ ModelSim ALTERA STARTER EDITION 10.4b

L=l E)

File Edit View Compile Simulate Add Structure Tools Layout Bookmarks Window Help

.l-l'ﬂil”ai.unlat. “cwnwuwn |r11columna

B-#828 1002210-AFT|| énlkR]ates U majUnuNS (WAS] tatitat
v[2-a-28-3|F adduyaip]sx-oasasin]

aa e[ [o6on s

Hal

B8 Mormory Ut ————— 88 I/ 8 Processes (Active) %0 (5 watch
instonce [Depth [wdtn ] =fftame d sn:-l

4 /tb_temp_sensor_tog... [0:

48 o 5 VHDL Process
11 " VHDL Process
3z . VHOL Process

LA L3 LA LN LA LA LA LN LA LA LA LD LA WA LA LA LD IR LA WA
-
@

=+l serTOiZe_pm
W vart_wropper
& regster_update
| register_map
|- line_77
| - lina_74
|- ne_73

I B o [

| I_! line_71 |
al | Hel
B Tron Helx
’J = — S— — — — -]
=1

Now: 220,371,312 ps Deha: 0 s tt_temp_sensor_top

Figure 13-31. ModelSim with test bench
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JI? :ﬁl’l"l"" Def 'aul ult
Instance

-] tb_temp_sensor_top

=M uut
-‘f - ! uartToi2c_pm
]J +- M uart_wrapper

|
| [ @ register_update
| | | register_map
| I }' line__77
| | | line_74
| | |- line_73
[ | 4 line_71
[ | line__70
[ l—O line__68
| |- line__66
| |- line__65
| @M i2eM_p
[ Tr-‘ i2c_data_p
- line__45
| - line__38
| =M ck
@ uart_clock_process
& stim_proc
- rst_p
@ line__170
- line__168
@ line__167
}t. i2c_slave
& i2c_data

Figure 13-32. ModelSim Instance list

12.  After 1 ms of simulation runtime. The ModelSim wave window looks like Figure
13-33. The red box # 2 is the UART interface. The red back # 1 is the 12C interface.

Figure 13-33. Simulation result
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Hardware Setup for the Temperature Sensor Project Design

Connect the UART to the USB cable as in Figure 13-34. Connect the black (GND)
to the pin 30, orange to pin 40 and yellow to pin 39.

You can now connect the programmer USB cable to directly upload the image to
the FPGA.

Connect the USB side of the USB to UART cable to the PC.
Connect the FPGA programmer.

The next step is to ready the PC side software; please follow the next section
to do so.

[ANALDG =" L
DEVICES  =my

.0 0731,

Figure 13-34. Connection to the USB UART

13.5.6 UART Software Setup—RealTerm

Please follow the setup as displayed in Figure 13-35 and set up the port as in Figure 13-36. Remember the
baud rate is 921600. The USB to UART cable can do much faster than normal UART speed.
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By RealTerm: Serial Capture Program 2.0.0.70

DiSD'WlF’on | Capture | Pins | 5

n

|1zc2 | 1zeMise| Misin| Clear Freezel 7|

=nd | Echo Port] 12C
_%isplay__As - [v" Half Duplex Binary Sync Chars SchE: Status
ascii S |ABCD LI Data | & None | Disconnect
[ Invert [~ 7Bits | RXD (2)
rem—e [ I LJ XOR | C AsCll D (3)
" uintd .
? ﬂtB Data Frames | ﬂ AND | € Number |CTS(8)
ex -
: : DCD (1)
(. int1g Bytes £ x [~ Leading Sync .
C uintl6 : Change | g =y DSR (6
¢ Vaaci [ Single _Gulp | g Qi cketios | Ring ((‘3))
¢ Binary J
" Nibble Rows Cols BREAK
? ﬂgf*ésv Terminal Font] 16 3| |18 ;l [¥ Scrollback 200 ;.[ | Error
| Char Count:0 CPS:0 Port: 6 921600 8N1 None /
Figure 13-35. RealTerm display setup
i' RealTerm: Serial Capture Program 2.0.0.70 ==
Display Pot  |Capture| Fins | Send | EchoPort|i2c | l2c2 | lecMisc| Misc | \n| Cleai Freezel 7|
- Status
Beud (921600 v |Pont |3 Bpy| |« Change ||7 | Disconnect
oy Dot 5[ R Ware Flow Control _IRXD 2)
(.? I":une =i [~ Receive Xon Char |17 XD (3
| it CTS(8)
COodd | ¢ 0 | it ¥off Char: [19
C Even | . 7hits | ep0 — = IDCD )
C Mark Bbits | conartelnet | DSR (6)
" Space ||  5bits [127.0.0.1:telnet c | Ring (9)
127.0.0.1:9876 & BREAK
|{(double click to scan ports) " |Ener

|de click to scan ports. Physical Port# or ip_address:p |Char Count:0 CPS:0

Port: 6 921600 8N1 None

Figure 13-36. RealTerm port setup
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13.5.7 Command Your FPGA to Read the Temperature

In RealTerm, check that the right low corner setting is correct. It should be 921600 8N1 None. In the Send
tab, type 0x80 0x00 0x00 0x00 0x00 0x00 in the box number 1 and click box number 2 (Figure 13-37). This
should send out the command to request reading back three registers.

= | E

5; RealTerm: Serial Capture Program 2.0.0.70

_ 00 00
00 10 © 00 00
0 11 00 1D OF B1

Display| Port | Capture| Pins ~ Send |EchoPort| 12C | 1202 | Il2CMisc| Misc | \n| Clear Freeze| |
| Status
- EOL i >
<~ #Send Humber‘%l Send ASCIl |[~ +CR [ Bafore | Disconnect
L [ sLF : _IRXD (@)
~lsend Ngmbml Send ASCII | l': *EI_E‘ LI | ™D (3)
[ - Py L) v BcCTS(8
ll ﬂ E‘ Repeats || =] [T Literal [~ Stip Spaces [ +erc SMELS 8 —I J.DC,D [UJ)
Dump File to Port J DSR(5)

|c emplcapture bd ﬂ J Send File X Stop | Delays|0 :l 0 Q‘ Bl Ring (9)
— | BREAK
Bepeats[i 2] [0 2] | Error

|‘.'ou can use ActiveX automation to control me! Char Count54  |CPS:0 Port: 6 921600 8N1 None Y

L

Figure 13-37. How to send command to the FPGA

In the terminal, all of the data sent out to the FPGA is in green and all received data from the FPGA is in
yellow. Figure 13-37 shows two separate read request commands in green (80 00 00 00 00 00 in lines 4 and 11)
followed by three yellow 6-byte lines.

Each of the 6 bytes of yellow data sent from the FPGA has its own meaning. The first line of the last byte
(last on the right-hand side) is the 8 LED condition. The second line reports the last command sending to
the I2C master module. The last line reports the data read from the 12C slave (ADT7420) though I2C master.

Figures 13-38 and 13-39 show a command read-back of three status registers.
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By RealTerm: Serial Capture Program 2.0.0.70 =al=

oE 01 00 00 00 00 ;A
0 10 006 C8 00 0C
0 11 80 _1C BE oC

|12c2 | ecMisc| Mis\n| Clear Freeze |

Display |Part | Capture | Pins | Send | Echo Port] 12C
Display As Binary Sync Chars = Status
C Asci IV }: Elak ) e - Syncis: b i
 Znsi newline mode [ABC L] Detelllie None isconne
@ Hexfspace] | [ Invent [ 7Bits RXD (2)
C Hex+Ascii | [+ | ~| %or | ¢ Ascl
(" uint THD (3)
 intd Data Frames [ LJ AND | € Number _|CTS(8)
? mﬁﬁ Bytes 2 =  Looding & _lpcom
3 : Ch ‘ eading Sync
? ,':2?,:6 [ Single _Gulp | ¥/ Chenge 0  matches = D.SR(B)
(" Binary _ |Ring (9)
 Nibble Rows _  Cols _ BREAK
r‘('“‘ Eilg)?tésv ‘15 < 'I v SI:rO”baCkleD > | Error
|You can use ActiveX automation to control me! Char Count18 |CPS:0  |Port: 6 921600 8N1 None

Figure 13-38. Command read-back—three status registers

(IS
100 10 00 00 00 00
PO 11 01 97 CB CB

Display |Port | Capture | Pins | Send | EchoPort| 12C | 12c2 | 12CMisc| Misc | \n| Clear Freeze 7|
Display A Bi Sync Ch
DisplayAs =1 [ HellDuplex ety Syhe Chals Swcs: Stels

(|~ & I newline mode [aBcD A e || 2o Disconnect

1 the terminal. (Only in binary display modes). String can be chars, hex or decimal bytes with blanks or commas. eg $0D $OA or 0x0D ¢

C uin T 2 — TROTSY
C intB Data Frames ﬂ AND | © Number CTS(8)
 Hex 5 [_ =]
"’: ILII]I:nEE BY‘E‘S S ' Change | | iLeecing Syne . ggz Eg
st [" Single _Gulp = 0 matches =
€ Binary —|Ring (3)
" Nibble _ ___ Rows  Cols — BREAK
¢ Floatd | [FeminaiEort] 16 2] [11 =] @ Scrolioack [200 2] 2

!A match with this string triggers a newline in the tern|Char Count:18  |CPS:0 Port: 6 921600 8N1 None Y

A

Figure 13-39. Send a read ID command to the 12C master and read back from it
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13.5.7.1 Read Temperature Sensor ID and Set Up the Chip

The command we need to send to the UART is the following:
1. 0x00 0x10 0x80 0x48 0x00 OxOb 0x00 0x10 0x80 0xc8 0x00 0x00

The line includes two commands and sends them back to back. The first 6 bytes (command 0x00 0x10
0x80 0x48 0x00 0x0b) are used to send a write command to the I12C address 0x48 which is ADT7420 with
a byte value equal to 0xb. From the ADT7420 datasheet, the 0xb (the last byte of the command) is the offset
address for the next command read offset address. The second 6-byte command (0x00 0x10 0x80 0xc8
0x00 0x00) is used to send a read command to the I2C address 0x48 to read one byte.

The FPGA will report the I12C read data to the PC by receiving the following command from the PC:

2. 0x80 0x00 0x00 0x00 Ox00 0x00

The FPGA will report three lines and each line has 6 bytes registered to the PC as shown in the first three
yellow lines in Figure 13-40.

'ia RealTerm: Serial Capture Program 2.0.0.70 == ﬁ

00
) 00 00 00
00 01 00

§16] ] B

01 00 00 00 00
) 00 00 00 60
01 97 CB 80
| Display1 Port | Capture | Pins Send |El:ho Ponl 12C | 12C-2 | I2CMisc| Misc [ _\m Clear Freezgi j
EOL \n Status
0x0D Bx10 Bx80 Ox4B 0xBO BxB3 Ox00 B v | cong Numberﬁl Send ASCII |[= worll = | Discannect
[ WF [ Before |RXD (2)
[6x80 BxB0 Gx00 Bx08 BxBO Bx00 .!J|éé'ﬁa'i\:grhzﬁ'e'r':| Send ASCII |F -c;? [ After IO
i i
| n = - : |cTS @
,_E'_l _CI EJ Repeats i =l [ Literal [~ Stip Spaces [ +crc I_ j |DCD (]J)
Dump File to Port DSR (5)
[cempcapture v | J Send File I X Stop DE|E'-YS|D = | | | Ring (9)
e | BREAK
Bepeats ’T_i[ m | Error
1 Char Count:36 CPS:0 Port: 6 921600 8N1 None A

.

Figure 13-40. Commands sent to the FPGA and FPGA responses

The next step is to reset the ADT7420 chip by sending the following command shown in Figure 13-40
the 4th green line:

3. 0x00 0x10 0xCO 0x48 0x00 Ox2f

Now we need to set up the ADT7420 chip in 13-bit mode by setting the IC register address 0x03 with the

value of 0x80. This is done by sending the following command (shown in Figure 13-40 5th green line).
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4. 0x00 0x10 OxCO 0x48 0x80 0x03

To read back the value we just write into the IC register address 0x03. We need to send the following
command to the I2C Master and follow with an FPGA internal register read-back request:

5. 0x00 0x10 0x80 0x48 0x00 0x03 0x00 Ox10 0x80 0xc8 0x00 0x00

6. 0x80 0x00 0x00 Ox00 0x00 0x00

13.5.7.2 Read Temperature from Temperature Sensor

After the last step, the ADT7420 is ready to report temperature data. The temperature request also comes
with two commands. The first one is to set the IC register address 0x00 and the second one is to request a
2-byte read. According to the I2C specification, this will allow us to read register addresses 0x00 and 0x01
which are the temperature registers’ most significant and least significant bytes (Figure 13-41).

1. 0x00 0x10 0x80 0x48 0x00 0x00 0X00 0x10 0xcO Oxc8 0x00 0x00

2. 0x80 0x00 0x00 0x00 0x00 0x00

2@ RealTerm: Serial Capture Program 2.0.0.70 =B

Figure 13-41. Command and status for read temperature from the sensor

The last line of the data read-back (00 11 00 1D OE B1) includes two types of information. The last
two bytes (OE B1) are the raw value read from the ADT7420. The third and fourth bytes are forming one
temperature value in degrees C.
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13.6 Summary

After this chapter, you should know how to download and use free IP from the Internet. You learned about
two new communication links, UART and I2C bus. The example design shows you how to transmit and
receive meaningful data (command and status) between the FPGA and the PC though a simple protocol
which only has six bytes.

This chapter also showed you an example of how to do simulations with the VHDL code as a test bench
which generates UART messages to the unit under test which is our temperature_sensor top.vhd. Using
VHDL as a verification method is very powerful so it is really beneficial to take the time to learn how to use it.

We hope you are now confident in trying out others IPs. You can learn a lot of things simply by using
others IPs, and, as an added bonus, you also get the job done faster. In the next chapter we will build our first
IP: SPI interface.

Note There is one more command in the FPGA which is 0x00 0x00 0x00 0x00 0x00 0x??. The ?? is the
value of the 8-bit LED on/off switches. Try to turn on/off some LEDs on the board.

“Do or do not. There is no try.”

—Yoda
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CHAPTER 14

How Fast Can You Run? Ask the
Accelerometer!

14.1 Introduction

The FPGA (field-programmable gate array) design in this chapter, based on the one in Chapter 13, adds a
new design block—a Serial Peripheral Interface master. The new block will "talk" to an accelerometer IC
(integrated circuit) on the BeMicro Max10 board. We will design the block in this chapter. This chapter will
show you the steps needed to build an interface module.

The setup for this chapter is exactly the same as that for Chapter 13 (see Figure 14-1). We will use the
PC to control the board through the UART (universal asynchronous receiver/transmitter). The LED (light-
emitting diode) on the MicroMAX10 board will be used to show the acceleration conditions. The connection
between the accelerometer sensor and FPGA is already there inside the PCB (printed circuit board), so we
don't need to touch that either!

Figure 14-1. Exactly the same setup used in Chapter 13
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14.2 Steps to Build Your First Interface Module

Steps 1 through 3 illustrate a simple design flow for an SPI master module.

14.2.1 Understanding the SPI

In Chapter 13, we used the I2C (inter-integrated circuit) bus third-party IP (Internet Protocol) to
communicate with the IC. This time we will use another interface—the Serial Peripheral Interface (SPI) to
talk with the IC and we are going to create the SPI master modules to talk to the Accelerometer. It is a very
common communication protocol used for two-way communication between two ICs. A standard SPI bus
contains four wires: clock (SCLK), chip select (CS), master in slave out (MISO), and master out slave in
(MOSI). An SPI bus has only one master and one or more slaves. The master can talk to any slave on the bus
and the slave can talk to the master too. There is no direct communication between slaves.

SPIis a synchronous bus, which means that it uses separate lines for data and clock. It is not like the
UART interface which only sends and receives data. The receiver needs to guess the bit location from the
data which is an asynchronous bus. You can get more detail about UART from Chapter 13. Although SPI uses
one more wire to transmit or receive data, it can run faster than the UART interface because the SPI don't
need to guest the data bit location. The master uses SCLK to let the slave know when data is ready for it to
copy. SPI can easily run at 8 MHz without a problem, if both master and slave are on the same circuit board
or within ten feet .

SPI uses CS (assuming it is active Low) from not active (High) to active (Low) to indicate a start of
transfer. The transfer is terminated by changing CS from active (Low) to not active (High)

Basically, SPI has four signals: clock, chip select, and two single direction data lines. The Accelerometer
on the BeMicro MAX10 board needs an SPI master with the four signals interface to control it. Figure 14-2
shows the Accelerometer.

>AX1 12-BIT E: SPI MISO

MEMS CS_N
SNESOR ADC Interface SCLK

r

Figure 14-2. Accelerometer block diagram

MEMS ACCELEROMETER

14.2.2 What Do You Need for an SPI Master Module?

We need the port list for the SPI master module so that other modules can talk to the master SPI and the
master SPI can respond. The master SPI port list needs to include the three-wire serial protocol with chip
select/enable described in Figure 14-3.

The port list is like a software API (application programming interface) or a function's input and output.
We need to ask ourselves a few questions before we design the port list. What do we need the master SPI
to do for the slave? And how do we want to control the master SPI? We can connect all four wires to a 4-bit
register and let the PC read/write on the 4-bit register to simulate the SPI interface. This design only includes
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one 4-bit register which is a very simple FPGA design. We can go to another extreme and fully automate with
a tailor-made design for our slave SPI interface. This will include more than one state machine in the FPGA
design. In this example, we will go for somewhere in between.

MOSI ,
Master | _miso
sp| [ SCLK : Slave
| /CS A

Figure 14-3. SPI master typical usage

Following are the requirements for the master SPI module to allow the user to control it and send/
receive bytes from the slave.

1. User can control the master clock (SCLK) speed. It is useful for reusing the same
module for a different slave.

2. User can control the master clock polarity (CPOL) and phase (CPHA) (Figure 14-4
shows the CPOL and CPHA).

MOSIMISO ZZZ __D7__X_D6__Y_D5 X _D4a_ X D3 X D2 X D1 D0 Y%

CPHA=0CPOL=0 b 4 4 L4+ [+ L& L+ |
5| cpra=ocPoL=1 | S I S R S R S B N S R 2 B
| ceia=1ceoL=o 4 | 4 | 4 |4+ [+ 4% [+ L4 |

cpHa=1cPoL=1 v | v | v | v | o | v | o | t_|

Figure 14-4. SPI clock timing setting

3. User can start a transfer/receive and end a transfer/receive by controlling the CS
(see Figure 14-5).

4. Each time user provides an 8-bit piece of data to send to or receive from the slave
(see Figure 14-5).

mosi 22 Dr ) _De Y 05§ D4 _f D3 Y D2 ) _Di_J_ Do
MISO

sk __| £ 1L L L L 1L §F 1L f1

CS

Figure 14-5. SPIwrite and read byte timing
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14.2.3 Create the SPI Master Module Entity Port List

From step 2, we will have the following entity (Figure 14-6) for the SPI master block. This section describes
each port.

entity spi_master is > :
VS Reauirenment 1: Control Master clock speed

port(
clk :in s gic; --system clock
reset_n _— std_logic; --active low reset
clk_div : in std_logic_vector(l5 downto 0); -- spi_sclk = clk/(clk_div x 2)
CsSpo : in std_]iogic; -- chip select polarity (0 = active low)
- 4 = Fareh Wl
ches : in std_logic: Control clock polarity and phase / Chip select polarit
ena : in std_logic;
write_byte o in std_logic_vector(7 downto 0);
last_byte std_logic;
read_byte ogic_vector(7 downto 0);
done Vs
spi_sclk -- run in 230kHz
spi_cs T out std_TOwmeg
spi_mosi : out std_logic; Send one bvte
spi_miso :in std_logic Read one byte

L -
end spi_master;

Figure 14-6. SPI master module entity port map

14.2.3.1 Basic Inputs: Clock (clk) and Reset (reset_n)

You need a clock and a reset for a synchronous digital design. Everything is run on this clock. This clock
needs to be at least four times faster than the target SPI serial clock such that we can create different SPI
CPOL and CPHA. The reset input signal reset_n is an active low input which means logic low ('0") is reset. In
general, I like to put _n at the end of an active low signal.

14.2.3.2 SPI Interface: SPI_SCLK, SPI_CS, SPI_MOSI, & SPI_MISO

We need these four signals for a three-wire SPI with CS interface. SPI_SCLK, SPI_CS, and SPI_MOSI are
outputs and SPI_MISO is an input.

14.2.3.3 Serial Clock Speed Control: clk_div

We create an input port (c1k_div) to provide a way to control the SPI serial clock speed. The name clk_div
means clock divider. The equation for calculating the SPI SCLK is next to the clk_div input port.

14.2.3.4 Serial Clock and Chip Select Condition Controls: CSPOL, CPHA, and
CPOL

The chip select will be active low when chip select polarity (CSPOL) is LOW. The functions are shown in
Figure 14-4. Figures 14-7, 14-8, 14-9, and 14-10 are the actual outputs from the SPI master with different
combinations of CPHA and CPOL.
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Figure 14-7. SPI master sclk and mosi when cpha = 0 and cpol = 0

Qgﬂ»—-ﬂﬂib—la

==

I spi_mosi

Figure 14-9. SPI master sclk and mosi when cpha = 1 and cpol = 0
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Figure 14-10. SPI master sclk: and mosi when cpha = 1 and cpol = 1

Each SPI masters (Figure 14-7, 14-8, 14-9 & 14-10) are send out one byte with value equal to 0x0b
serially on the spi_mosi with the clk_div equal to 63 (Hex 0x0040)

14.2.3.5 Request the SPI Master Does Something: ena

The SPI master module needs an input port like ena from the SPI master module port map to kick-start the
SPI operation. In Figure 14-10, all of the chip select, spi clock, and spi mosi start operating after the ena pulse
is received.

14.2.3.6 One Byte Input and Output: Write_byte, Read_byte, and Last_byte

Write_byte is an 8-bit input port for the user to provide one byte to send and read_byte is an 8-bit output port
which provides one byte from the SPI slave to the user after the current byte transfer is done. Last_byte is a
1-bit input port to let the SPI master know when it should set or clear the chip select.

14.2.3.7 Done Is Done

The last one is the DONE output. Every time the user requests that the SPI master do something, DONE bit
goes low until it is finished. It will go high again until the next request from the user. We may not use this bit
in this design but it is very useful when you try to make the SPI send data faster. You can build a simple finite
state machine (FSM) to run this interface.

14.2.4 Create Processes in VHDL for the Requirements

In step 2, we had four requirements for the SPI master.

14.2.4.1 Control the Master Clock (SCLK) Speed, Polarity, and Phase

We are going to generate an SPI SCLK which has a 50% duty cycle; this means that 50% of the time is spent
high and 50% is spent low. We need to have a counter to count a value from zero to clk_div x 2 such that we
can create the duty cycle (half high, half low clock). In VHDL (VHSIC (very high speed integrated circuit)
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Hardware Description Language), it is easy to multiply by 2. VHDL only needs to "add" a '0' at the end of the
unsigned. It is because adding one more bit at the end of a binary number creates an effect of double the
value (e.g., binary number "111"is 6; "1110" is 14). Line 37 in Figure 14-11 shows that clk_div is doubled by
"&'0" at the end of the unsigned(clk_div). This code doesn't need to be within the process block because
itis not going to change every clock cycle. We don't expect the user will change it once the SPI master is
generating the SCLK.

There is a c1k_gen_p process with clk and reset_n in the sensitivity list (Figure 14-11, lines 40 to 74). It
generates spi_sclk which is SPI SCLK. The count on lines 43 and 47-51 is the counter for creating the slower
spi_sclk clock. It is a free-running counter with the maximum value of clk_div times 2 minus 1. When it hits
the maximum value (clk_div x 2 - 1), it will roll over to zero.

37 clk_div2 <= unsigned(clk_div) & '0'; -- double the clk_div value to clk_div2
38

39 --generate the timing for the spi clock (spi_sclk) and the data clock (data_clk)
40 B3 clk_gen_p : process(clk, reset_n)

41 | begin

42 B if(reset_n = '0') then --reset asserted

43 count <= (others => '0');

44 spi_sclk <= '0';

45 data_clk <= '0';

46 3 elsif rising_edge(clk) then

47 g if(count = clk_div2-1) then --end of timing cycle

48 count <= (others => '0'); --reset timer

49 g else

50 count <= count + 1; --continue clock generation timing
il end if;

S22 |-

53 B3 if(running = '1' and bit_count < 8) then

54 B if(count < unsigned(clk_div)) then --first 1/2 cycle of clocking
55 B2 if(cpha = cpol) then -- both equal 0 or 1

56 | spi_sclk <= '0";

57 2 else

58 spi_sclk <= '1'";

50 end if;

60 | data_cik <= '0';

1l B elsif(count >= unsigned(clk_div)) then --second 1/2 cycle of clocking
62 B if(cpha = cpol) then

63 | spi_sclk <= '1";

64 13 else

65 spi_sclk <= '0";

66 end if;

67 data_clk <= '1';

68 | end if;

69 o else

70 spi_sclk <= cpol;

71 data_clk <= '0';

A end if;

73 | end if;

74 end process;

Figure 14-11. spi_master.vhd part-1

The SPI master needs to have one internal clock which is used to manage the data output and input
timing and one external clock for the SPI interface to use which is spi_sclk. The internal clock is data_clk in
Figure 14-6. The data_clk timing is NOT affected by chpa or cpol. The spi_sclk depends on chpa and cpol for
setting high and low. Running and bit_count are used to indicate the SPI is sending out data (8-bit).

319



CHAPTER 14 = HOW FAST CAN YOU RUN? ASK THE ACCELEROMETER!

14.2.4.2 Start a Transfer/Receive and End a Transfer/Receive with Chip

Select

The process running_p is the main timekeeper for the whole SPI master. It sets running = '1' to start the
SPI master operation and how long SPI master should run for (when to end the operation, the process set
running = '0"). It is using two counters: one is the count from the clk_gen_p and another one is inside the
running_p: bit count.

The operation starts when running_p detects a rising edge on ena and the free running count is equal
to the maximum value (Figure 14-12, line 87). The operation will stop (running ='0') when the bit_count is
equal to 8 (line 91). bit_count counts the number of clock cycles generated. Our application transfers only
one byte per request (ean = '1') so the operation is completed when the bit_count is equal to 8.

75
76

107
108
109

===

O—0 O

0 0= !

@ 0= O—0 0— T

running_p : process (clk, reset_n)

begin
1f (reset_n = '0') then
bit_count <= (others = '0");
running '0

elsif(rising_ edge(c'lk)) then
ifCrunning = '1') then
ena_dly <= '0';

-- Clear when running

elsif(ena = '1') then
ena_dly <= '1';
end if;
if(ena_dly = '1' and count = clk_div2-1) then -- wait for the right

running <= "1°';
else
if(bit_count = 8) then
running <= '0';
end if;
end if;

-- start time

-- stop running after 8 bit send out

if(running = '1' and count = clk_div2-1) then

if (bit_count < 8) then
bit_count <= bit_count + 1;
else

bit_count <= (others => '0');

end if;
else
if(bit_count = 8) then

bit_count <= (others => '0');

end if;
end if;
end if;
end process;

Figure 14-12. spi_master.vhd part-2

There is another process called cs_p which is for generating the correct polarity and timing for the chip
select. Line 116 in Figure 14-13 shows the conditions for setting the spi_cs to not active.
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10 |

111 8 cs_p : process (clk, reset_n)

112 | begin

113 B if (reset_n = '0") then

114 } spi_cs <= '1';

115 B elsif(rising_edge(clk)) then

116 B if(running = '0' and bit_count = 0 and last_byte = '1' and ena = '0' and ena_dly = '0') then
117 L spi_cs <= not cspol; -- chip select is not active after the
118 -- last byte send/receive

119 g elsif(ena = '1"') then Chip select is active when start to
120 --send/ receive data

izl spi_cs <= cspol;

122 end if;

123 end if;

124 end process;

125

Figure 14-13. spi_master.vhd part-3

-+ spi_mosi
E spi_miso
ena |
+ 9 count O REORIREAOROERNERIRRERTRTERODRORRORRRTRERRTRRDRREIRRIRIRRIORE :m:ﬂ:m:(ijﬁ}m

Figure 14-14. ena to running timing—start running when count is equal to 0x7F which is the maximum
value of the count

14.2.4.3 Transfer and Receive One Byte at a Time

We are using data_out_p and data_in_p processes to shift the data in and out. The data_out_p shift register
isreg shift out.Itloads the shift register value with write_byte when ena is equal to '1' (Figure 14-15, lines
134-135). The shift register starts to shift left 1 bit when ena is equal to '0,' running is High, and count = 0,
which is the time to change the output data on the SPI MOSI. The most significant bit of the shift register is
connected to the spi_mosi output.

The data_in_p is shifting bit by bit into shift register reg_shift_in from spi_miso which is the SPI slave
output. These shift register values get reset to zero when ena = '1' (Figure 14-15, line 155). It starts shifting left
when running is equal to '1' and there is a rising edge on data_clk. The whole 8-bit shift register is connected
to the output port of read_byte.

321



CHAPTER 14 © HOW FAST CAN YOU RUN? ASK THE ACCELEROMETER!

126
127
128
129
130
131
132
133
134
135
136
137
138
139
140
141
142
143
144
145
146
147
148
149
150
151
152
153
154
155
156
157
158
159
160
161
162
163
164
165
166
167
168

0 O0—0—0——0—0——0—————0 00— 0 O0—0—0——I0@O

data_out_p : process (clk, reset_n)
begin
1f (reset_n = '0') then
reg_shift_out <= (others => '0');
elsif(rising_edge(clk)) then
if(ena = '1') then
reg_shift_out <= "0'& write_byte;

else
if(running = '1"' and count = 0) then
reg_shift_out <= reg_shift_out(7 downto 0)& '0';
end if;
end if;
end if;

end process;

-- Data receiving from SPI slave is shifted into shift register
data_in_p : process (clk, reset_n)
begin
if (reset_n = '0') then
data_clk_dly <= '0';
reg_shift_in <= (others => '0');
elsif(rising_edge(clk)) then
data_clk_dly <= data_clk;
if(ena = '1') then
reg_shift_in <= (others => '0');
else
if(running = '1" and data_clk_dly = '0' and data_clk = '1') then
-- only shift when SPI clock is rising edge
reg_shift_in <= reg_shift_in(6 downto 0)& spi_miso;
end if;
end if;
end if;

end process;

spi_mosi <= reg_shift_out(8);
read_byte <= reg_shift_in;

Figure 14-15. spi_master.vhd part-4

14.3 PC Control Accelerometer Sensor Design Example

As mentioned earlier, this example is based on the design from Chapter 13 and adds an SPI master
module to it. We can clone the design from Chapter 13 and rename it for this chapter. We will use the PC
to generate commands to the BeMicro MAX10 board though the UART interface. The VHDL code in the
control logic module is updated with new control logic for the SPI master. The SPI Master Module acts as a
bridge between the accelerometer sensor and the control logic. Figure 14-16 shows a block diagram of the
accelerometer sensor design. The design hierarchy in the Quartus will show up as in Figure 14-17.
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Figure 14-16. Accelerometer sensor design block diagram

&% MAX 10: 10M08BDAF484CBGES
4 BB temperature_sensor_top &
.+ pll_29p5M:clk
4 BB y3TOi2cspi-uartTOi2c_pm
BH i2c_masteri2cM_p
B spi_master:spiM_p
> BB yart_16550_wrapper:uart_wrapper

Figure 14-17. Temperature sensor design structure

In Figure 14-17 you can see that temperature_sensor_top is the top-level design. The top-level
design replaces the uartTOi2c (from the example in Chapter 13) with the uartTOi2cspi module. The new
uartTOi2cspi module is the uartTOi2c module with SPI master module (spi_master).

We are going to update the Chapter 13 design to include the Accelerometer. We will start from the
lowest-level module which is uartTOi2c. We need to update three things on this module.

1. Add spi_master to the uartT0i2c.vhd
2. Addnew control and status registers for the UART to control the SPI master

3. Save as a new file with a new entity name of uartT0i2cspi.vhd with the new port
list (SPI)
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Before moving on to update the design, let us show you where the accelerometer chip is on the BeMicro
MAX10. Figure 14-18 shows the back of the board and the location of the chip.
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Figure 14-18. The back side of the BeMicro MAX10 with the Accelerometer

All of the commands and status definition are in the next.

In the example code section we will have both a new design VHDL file (spi_master.vhd) and modified
versions of the temperature_sensor_top.vhd and uartTOi2cspi.vhd files. The simulation test bench file
will be updated as an exercise for you.

14.3.1 Add New Command and Status Registers

We need two new commands and three new status registers for the SPI master interfaces. The two new
command address locations are 0x0100 and 0x0101. Tables 14-1 and 14-2 are for someone who wants to
get deeper into designing FPGAs. We will provide the initial UART command in the section “Initialize the
Accelerometer—ADXL362”
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Table 14-1. PC UART 6-Byte Write Command Register version 2

Address Bit 31 downto 24 Bit 23 downto 16 Bit 15 Bit7
downto8 downto 0
0x0000 LED 7
downto 2
0x0010 Bit 31 Bit 30 Not Bit23 Bit22 downto  Second First Byte
12C ena 2Bytes use I2Crw 16 Byte to to write
12C 1=Read 12C 7 Bit write "12C
CMD 0 = Write Address "12C Register
=0x48 Register ~ Address"
(ADT7420) Value"
0x0100 Bit 22 Bit 21 Bit 16 Bit15
cpol CPHA CSPOL downto 0
Clock
diver
0x0101 ENA Bit 8 Bit 7
1 =Last downto 0
byte Write Byte
0x8000 Need to set all zero to read back three registers

Table 14-2. PC UART 6-Byte Read Status Register version 2

Address Bit 31 downto 24 Bit 23 downto 16 Bit 15 downto 8  Bit 7 downto 0
0x0000 Not use LED 7 downto 0
0x0010 Last command to I12C Master
0x0011 Temperature value in degree Celsius Raw Temperature
value read from
ADT7420
0x0100 Bit 22 Bit 21 Bit 16 Bit 15 downto 0
CPOL CPHA  CSPOL Clock divider
0x0101 Last command to SPI Master
0x0110 Last Read Byte Last Read Byte Current Read
Byte
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In Table 14-1, we defined that the register with the address 0x0000 can control the external LED and
turn it on and off. The register gets updated to control only the top six LEDs. The low two LEDs (1 and 0) are
connected to the SPIslave INT 1 and INT 2. So LED 1 and LED 0 are used to indicate the interrupts from the
Accelerometer.

The register 0x0100 is used to set up the SPI master module clock speed, polarity, and clock phase. It is
reported back to the status section.

The register 0x0101 is used to request the SPI master to send/receive one byte. Bit 31 is set to '1' to
indicate a valid request with the write value in the bit 7 to 0. If this request is the last byte to write/read, bit 8
(the last byte) also needs to be set HIGH. This register will report back to the status section too.

The register 0x0110 status reports three bytes. These three bytes are the last three times read result from
the acceleration sensor. It works like a byte shift register. On every new read request from the acceleration
sensor (register 0x0101), this register will shift left by one byte (8 bits), which means that it will show the last
three read bytes from the acceleration sensor. This three bytes read back are used to report the value of three
axis acceleration from teh Accelerometer.

The section “Example Design Codes” will show all of the foregoing updates.

14.3.2 Create the Temperature Sensor Project Design and
Program It

Copy the Chapter 13 project into a new directory and copy the following new SPI_master, uartTOi2cspi, and
temperature_accelerometer_sensor_top vhdl files into the project. You should use the same method you
used in Chapter 13 to build the project for the FPGA.

Note Remember to select the temperature_accelerometer_sensor_top.vhd as the top entity design file in
the project before compiling the project.

14.3.3 Example Design Codes
14.3.3.1 SPI_MASTER.VHD code

Listing 14-1 is the SPI master main module design.

Listing 14-1. spi_master.vhd

library ieee;
use ieee.std logic 1164.all;
use ieee.numeric_std.all;

entity spi master is

port(
clk : in std logic; --system clock
reset n : in  std_logic; --active low reset
clk div : in std logic_vector(15 downto 0); -- spi sclk = clk/(clk div x 2)
cspol : in std logic; -- chip select polarity (0 = active low)
cpha : in std_logic;
cpol : in std_logic;
ena : in std_logic;

write byte : in std logic vector(7 downto 0);
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last_byte : in std_logic;
read byte : out std logic vector(7 downto 0);

done : out std_logic;

spi_sclk : out std_logic; -- run in 230kHz
spi_cs : out std_logic;

spi_mosi : out std_logic;

spi_miso : in std_logic

)

end spi_master;

architecture rtl of spi_master is

signal ena_dly : std_logic;
signal running : std_logic;
signal count : unsigned(16 downto 0); --timing for clock generation
signal data_clk, data_clk dly : std_logic;
signal bit_count : unsigned(3 downto 0);
signal reg shift out : std_logic_vector(8 downto 0);
signal reg shift in : std logic_vector(7 downto 0);
signal clk _div2 : unsigned(16 downto 0);
begin
clk div2 <= unsigned(clk div) & '0'; -- double the clk div value to clk div2

--generate the timing for the spi clock (spi sclk) and the data clock (data_clk)
clk gen p : process(clk, reset n)
begin
if(reset n = '0") then --reset asserted
count <= (others => '0");
spi_sclk <= '0';
data_clk <= '0';
elsif rising edge(clk) then

if(count = clk_div2-1) then --end of timing cycle

count <= (others => '0'); --reset timer
else

count <= count + 1; --continue clock generation timing
end if;

if(running = "1' and bit_count < 8) then

if(count < unsigned(clk div)) then --first 1/2 cycle of clocking
if(cpha = cpol) then -- both equal 0 or 1
spi_sclk <= '0';
else
spi_sclk <= '1';
end if;

data_clk <= '0';
elsif(count >= unsigned(clk div)) then --second 1/2 cycle of clocking
if(cpha = cpol) then
spi_sclk <= '1';
else
spi_sclk <= '0';
end if;
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data_clk <= '1';
end if;
else
spi_sclk <= cpol;
data_clk <= '0';
end if;
end if;
end process;

running_p : process (clk, reset_n)
begin
if (reset n = '0') then
bit count <= (others => '0');
running <= "0";
elsif(rising edge(clk)) then
if(running = '1') then -- Clear when running
ena_dly <= '0';
elsif(ena = '1') then
ena_dly <= '1';
end if;
if(ena_dly = '1' and count = clk div2-1) then -- wait for the right
-- start time
running <= '1';
else
if(bit_count = 8) then -- stop running after 8 bit send out
running <= '0';
end if;
end if;

if(running = '1' and count = clk div2-1) then
if (bit_count < 8) then
bit_count <= bit_count + 1;
else
bit count <= (others => '0');
end if;
else
if(bit_count = 8) then
bit_count <= (others => '0');
end if;
end if;
end if;
end process;

cs_p : process (clk, reset n)
begin
if (reset n = '0') then
spi_cs <= "1';
elsif(rising edge(clk)) then
if(running = '0' and bit count = 0 and last byte = '1' and ena = '0' and ena_dly =
‘0") then
spi_cs <= not cspol; -- chip select is not active after the
-- last byte send/receive
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elsif(ena = '1') then --Chip select is active when start to
--send/ receive data
spi_cs <= cspol;
end if;
end if;
end process;

data out _p : process (clk, reset n)
begin
if (reset_ n = '0") then
reg shift out <= (others => '0');
elsif(rising edge(clk)) then
if(ena = '1") then
reg_shift out <= '0'& write byte;
else
if(running = "1' and count = 0) then
reg shift_out <= reg shift out(7 downto 0)& '0';
end if;
end if;
end if;

end process;

data_in p : process (clk, reset n)
begin
if (reset n = '0') then
data_clk dly <= '0';
reg shift_in <= (others => '0');
elsif(rising edge(clk)) then
data_clk dly <= data_clk;
if(ena = '"1") then
reg shift in <= (others => '0');
else
if(running = '1' and data_clk dly = '0' and data_clk = '1") then
-- only shift when SPI clock is rising edge
reg shift in <= reg shift _in(6 downto 0)& spi miso;
end if;
end if;
end if;

end process;

spi mosi <= reg shift out(8);
read_byte <= reg shift _in;
done <= not running;

end rtl;
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14.3.3.2 uartTOi2cspi.vhd code

This module is copied from Chapter 13's uartT0i2c. vhd file with modifications to support the SPI master. It
added some commands and status registers which are described in the section “Add New Command and Status
Registers.” This new updated uartTOi2cspi code in Listing 14-2 also includes the new spi_master.vhd file

Listing 14-2. uartTOi2cspi.vhd vhdl

library ieee;
use ieee.std logic_1164.all;
use ieee.numeric_std.all;

entity uartTOi2cspi is

port(
clk uart 29MHz i : in std_logic;
uart rst i : in std_logic;
uart leds o : out std logic vector(7 downto 0);
clk_uart_monitor o : out std logic;
———————————— UART TX & RX---mmmmmmmm oo
uart_dout o :out std logic;
uart din i : in std_logic;
——————————— I2C interface------------------oooo---
i2c_scl : inout std_logic; -- serial clock
i2c_dat : inout std_logic; -- serial data
——————————— SPI Master interface--------------------
spi_sclk : out std logic;
spi_csn : out std logic;
spi_mosi :out std logic;
spi_miso : in std_logic;
spi_int1 : in std_logic;
spi_int2 : in std_logic
);

end uartTOi2cspi;

architecture rtl of uartTOi2cspi is

-- Internal signal declaration

signal s rst : std_logic; -- main reset

signal s _clk uart : std logic; -- slow (29 MHz) clock

-- uart control signals

signal s_uart_br clk : std_logic; -- unused clock monitor
signal s_uart_rx_add : std_logic_vector (15 downto 0);
signal s _uart _rx_data : std logic_vector (31 downto 0);
signal s_uart_rx_rdy : std_logic;

signal s _uart _rx_stb _read data : std_logic;

signal s_update : std_logic;

signal s_uart tx_add : std _logic_vector (15 downto 0);
signal s_uart_tx data : std_logic_vector (31 downto 0);
signal s _uart tx_data_rdy : std_logic;

signal s_uart_tx_req : std_logic;
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signal s_uart_tx_stb acq : std_logic;
signal s_tx_complete : std_logic;

-- address decoder signals
signal r config addr uart : std logic vector (1 downto 0);

signal r leds : std_logic_vector (7 downto 0); -- 0x0000
signal rego1i : std_logic_vector (31 downto 0); -- 0x0010
signal rego02 : std logic_vector (31 downto 0); -- 0x0001
signal reg spi_control : std_logic_vector (31 downto 0); -- 0x0100
signal reg spi_write : std_logic_vector (31 downto 0); -- 0x0101
signal reg spi_read : std_logic_vector (31 downto 0); -- 0x0110

signal s _rst n : std_logic;

signal i2c_busy : std_logic;

signal i2c_busy dly : std_logic;

signal i2c_busy 01 : std_logic; -- rising edge of i2c_busy
signal i2cBytel : std_logic;

signal i2c_2bytes : std_logic;

signal data wr : std_logic_vector(7 downto 0);

signal data_rd : std_logic_vector(7 downto 0);

signal spi_done : std_logic;
signal spi_done dly : std logic;
signal spi_firstbyte : std_logic;
signal spi_read : std_logic_vector(7 downto 0);

type t_tx reg map is (IDLE, WAIT A BYTE, LATCH, TRANSMIT);

signal s_tx_fsm : t_tx_reg map;

begin
s_rst <= not uart_rst_i; -- Change to active high reset
s_rst n <= uvart_rst i; -- active low reset
uart_leds o <= not r_leds; -- Output LED with '1' mean on
s_clk uart <= clk_uart_29MHz_i; -- UART system clock 29.4912 MHz

clk_uart_monitor o <= s_uart_br_clk;

i2c_busy 01 <= i2c_busy and not i2c_busy dly;
i2c_2bytes <= reg01(30); -- This i2c command has 2 bytes

-- Data write to the I2C Master depends on # of bytes operations
data_wr <= reg01(7 downto 0) when i2cBytel = '0' else reg01(15 downto 8);
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-- UART simple register map : UART to BeMicro MAX10
register map : process (s_rst, s _clk uart)

begin
if s_rst = "1' then -- reset all registers here

s_uart_rx_stb _read data <= '0';

s_update <= '0";

r _leds <= (others => '0');
r_config addr_uart <= "10";

regol <= (others => '0');
i2c_busy dly <= '0";

i2cBytel <= '0";

reg spi control <= x"00000040" ;

reg spi_write <= (others => '0");

elsif rising edge(s_clk uart) then
r leds(1) <= spi_int2;
r_leds(0) <= spi_int1; -- LEDO will up when the motion detected

i2c_busy dly <= i2c_busy;
if s uvart rx rdy = '1' then
case (s_uart rx_add) is

-- Address 0x00 0x00 -- Removed the lower two bit for spi int
when X"0000" => r leds(7 downto 2) <= s _uart rx data(7 downto 2);
-- Address 0x00 0x10
when X"0010" => reg01 <= s_uart_rx_data;
-- Address 0x00 0x100
when X"0100" => reg spi_control <= s_uart_rx_data;
-- Address 0x00 0x101

when X"0101" => reg spi_write <= s_uart_rx_data;
-- Address 0x80 0x00
when X"8000" => s_update <= '1"'; -- register update self clearing
when others => null;

end case;

s_uart_rx_stb_read data <= '1';

else
s_uart_rx_stb_read data <= '0';
s_update <= '0"'; -- register update self clearing

-- Last byte send out to the i2C Master, then clean up data bits
if(i2c_busy 01 = '1' and i2cBytel = '0' and i2c_2bytes = '0') then
1eg01(29 downto 0) <= (others => '0");

end if;

-- After send the command to the I2C Master, then clean up command bits

if(i2c_busy 01 = '1' and (i2cBytel = i2c_2bytes)) then -- 11 or 00 condition
1eg01(31 downto 30) <= (others => '0');

end if;

if (s_uart_rx_stb read data = '1') then
i2cBytel <= '0'; -- reset the condition after UART read request
elsif(i2c_2bytes = '1' and i2c_busy 01 = '1') then
-- Toggle every time i2C_busy change from low to high and two bytes operations
i2cBytel <= not i2cBytei;
end if;
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-- Generate a ena pulse for SPI Master
reg spi_write(31) <= '0';

end if;
end if;
end process;

i2c_data_p : process (s_rst, s clk uart)
begin
if s_rst = "1' then
1eg02(29 downto 0) <= (others => '0");
elsif rising edge(s_clk uart) then
-- when the busy is change from 1 to 0
if(i2c_busy = '0' and i2c_busy dly = '1') then
-- copy the I2C data_rd to reg02(7 downto 0)
-- and copy reg02(7 downto 0) to reg02(15 downto 0)
reg02(15 downto 0) <= reg02(7 downto 0) & data_rd;
end if;
-- bit 15 to 3 is the 13 bit temperature
-- each 1 equal 0.0625 and 0x0 equal to 0'C
-- Only need bit 15 to 7 to read out in integer
-- shift bits to upper bytes for easy read in degree C
1eg02(24 downto 16) <= reg02(15 downto 7);

end if;
end process;

spi data_p : process (s_rst, s clk uart)
begin
if s rst = "1' then
reg spi_read <= (others => '0');
spi_firstbyte <= '1';
elsif rising_edge(s_clk_uart) then
spi_done_dly <= spi_done;
if(spi done = '1' and spi done dly = '0') then
if(spi firstbyte = '1") then -- First byte
reg spi_read(31 downto 8) <= (others => '0');
reg spi_read(7 downto 0) <= spi_read;
else
reg spi read <= reg spi read(23 downto 0) & spi read;
end if;

if(reg spi write(8) = '1') then -- last byte
spi_firstbyte <= '1'; -- ready for next spi read as first byte
else
spi_firstbyte <= '0';
end if;
end if;

end if;
end process;
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register_update : process (s_rst, s_clk uart)
variable v_uart tx add : unsigned (15 downto 0);

variable v_count : unsigned (15 downto 0);
begin

if s_rst = "1' then -- reset all registers here
s_uart_tx data_rdy <= '0';
s_uart_tx_req <= '0";
v_uart_tx add := (others => '0');
v_count := (others => '0');
s_uart_tx data <= (others => '0");
s_uart_tx add <= (others => '0");
s_tx_fsm <= IDLE;

elsif rising edge(s_clk uart) then
case s_tx_fsm is
when IDLE =>
if s_update = '1' then
s_tx_fsm <= WAIT A BYTE;

else
s_tx_fsm <= IDLE;
s_uart_tx_data_rdy <= '0';
s_uart_tx_req <= '0";
v_uart_tx_add = (others => '0");
v_count = (others => '0");
s_uart_tx_data <= (others => '0");
s_uart_tx_add <= (others => '0');

end if;

when WAIT_A_BYTE =>
s_uart_tx data_rdy <= '0';
v_count := v_count + 1;
if v_count = X"0900" then
v_uart_tx add := v_uart_tx_add + 1;

s_tx_fsm <= LATCH;
else

s_tx_fsm <= WAIT_A BYTE;
end if;

when LATCH =>
if s_uart_tx_stb acq = '0' then
s_uart_tx_req <= '1';
s_uart_tx add <= std logic vector (v_uart tx_ add);
case v_uart tx add is
when X"0001" => s uart_tx data (7 downto 0) <= r_leds;
s_tx_fsm <= TRANSMIT;
- - HHHHEHHHHE
-- declare more registers here to READ
- -
when X"0010" => s uart_tx_data <= rego0i;
s_tx_fsm <= TRANSMIT;
when X"0011" => s uart_tx_data <= reg02;
s_tx_fsm <= TRANSMIT;
when X"0100" => s_uart_tx_data <= reg spi_control;
s_tx_fsm <= TRANSMIT;
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when X"0101" => s uart_tx_data <= reg spi write;
s_tx_fsm <= TRANSMIT;
when X"0102" => s_uart_tx_data <= reg spi_read;
s_tx_fsm <= TRANSMIT;
-- End Of Transmission register = last register + 1
when X"0103" => s_tx_fsm <= IDLE; -- end of transmission
when others => s uart tx data <= (others => '0');
v_uart_tx_add v_uart_tx add + 1;

s_uart_tx data_rdy <= '0';
s_tx_fsm <= LATCH;
end case;
else
v_count := (others => '0');
s_tx_fsm <= WAIT_A BYTE;
end if;

when TRANSMIT =>
s_uart_tx data_rdy <= '1';

v_count
s_tx_fsm

:= (others => '0');
<= WAIT_A BYTE;

when others =>
s_tx_fsm <= IDLE;
end case;
end if;
end process;

uart_wrapper : entity work.uart

port map(
sys_clk i =>
sys rst i =>
echo en i =>
tx_addr_wwo_i =>
uart_din_i =>
uart_dout_o =>
s_br_clk uart_o =>
v_rx_add o =>
v_rx_data_o =>
s_rx_rdy o =>

s_rx_stb_read data_i
s_tx_proc_rgst_i
v_tx_add_ram i

v_tx data_ram i
s_tx_ram data_rdy i >
s_tx_stb_ram_data_acq o =>

);

=>

i2cM p : entity work.i2c_master
generic map(
input_clk => 29 491 200,

bus_clk => 100_000) -
port map(
clk => s_clk_uart,

_16550_wrapper

s_clk uart,

s_rst,
r_config addr uart(o0),
r_config addr uart(1),
uart_din_i,
uart_dout_o,

s_uart_br clk,
s_uart_rx add,
s_uart_rx data,
s_uart_rx_rdy,
s_uart_rx_stb_read data,
s_uart_tx_req,
s_uart_tx add,
s_uart_tx data,
s_uart_tx data_rdy,
s_uart_tx_stb_acq

-input clock speed from user logic in Hz
-speed the i2c bus (scl) will run at in Hz

--system clock
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reset n  => s rst n, --active low reset

ena => rego1(31), --latch in command

addr => 1eg01(22 downto 16), --address of target slave

™ => reg01(23), --'0"' is write, '1' is read

data_wr => data_wr, --data to write to slave

busy => i2c_busy, --indicates transaction in progress
data_rd => data_rxd, --data read from slave

ack_error => reg02(30), --flag if improper acknowledge from slave
sda => i2c_dat, --serial data output of i2c bus

scl => i2c_scl); --serial clock output of i2c bus

spiM p : entity work.spi master

port map(
clk => s_clk uart,
reset _n => s _rst n,
clk div  => reg spi control(15 downto 0),
cspol => reg_spi control(16), -- chip select polarity (0 = active low)
cpha => reg_spi_control(21),
cpol => reg spi_control(22),
ena => reg spi write(31),

write byte => reg spi write(7 downto 0),
last _byte => reg spi write(8),
read_byte => spi read,

done => spi_done,
spi_sclk => spi sclk, -- run in 230kHz
spi_cs => spi_csn,

spi_mosi => spi_mosi,
spi_miso => spi_miso);

end architecture rtl;

14.3.3.3 Temperature_accelerometer_sensor_top.vhd Code

The code in Listing 14-3 is the top-level design file for this project. It has the system clock (50 MHz) input and
ADT7420 IC interfaces which include I2C SCL and SDA wires. The USER_LED is included for fun. The purpose
of this module is to connect all of the external wires to the correct modules and to generate the correct clock
(29.5 MHz) for the uartTOi2c module. Please read the comments to better understand the details of the design.
We will simulate the design later and so you should have a better idea how it works after that.

Listing 14-3. Temperature Sensor Top-Level Design VHDL File
library ieee;
use ieee.std logic_1164.all;

entity temperature accelerometer sensor top is
port(
-- Clock ins, SYS_CLK = 50MHz
SYS_CLK : in std_logic;

-- Temperature sensor, I2C interface (ADT7420)
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ADT7420 CT : in std_logic; -- NOT USE
ADT7420 INT : in std_logic; -- NOT USE
ADT7420_SCL : inout std logic;

ADT7420_SDA : inout std logic;

-- The following is added for chapter 14 SPI interface
-- Accelerometer, 3-Axis, SPI interface (ADXL362)
ADXL362_CS : out std_logic;

ADXL362_INT1 : in std_logic;

ADXL362_INT2 : in std_logic;

ADXL362_MISO : in std_logic;

ADXL362_MOSI : out std_logic;

ADXL362_SCLK : out std logic;

-- LED outs

USER_LED : out std logic_vector(8 downto 1);

GPIO J3 39 : out std logic; -- UART TX
GPIO_J3_40 : in std logic -- UART RX
);

end entity temperature ACCELEROMETER sensor top;

architecture arch of temperature_ ACCELEROMETER sensor_top is

signal locked, clk uart 29MHz_i, uart rst i : std logic:= '0';
signal delay 8: std logic_vector(7 downto 0);

begin
clk : entity work.pll_29p5M
port map
(
inclko => SYS_CLK, -- 50MHz clock input
co => clk _uart_29MHz_i,-- 29.5MHz clock ouput
locked => locked -- Lock condition, 1 = Locked
)5
dealy p: process(SYS_CLK)
begin

if(rising edge(SYS_CLK) )THEN

delay_8 <= delay 8(6 downto 0)&locked; -- create active LOW reset
END IF;
END PROCESS;

uart_rst i <= delay 8(7);
-- Replace the module uartTOi2c with uartTOi2cspi for chapter 14
uartTOi2c_pm : entity work.uartTOi2cspi

port map(
clk vart 29MHz_i  => clk uart 29MHz_i,
uart_rst i => uvart_rst i,
uart_leds o => USER_LED,

clk_uart_monitor o => open,
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uart_dout o => GPIO_J3_39, -- yellow colour wire
uart_din_i => GPIO_J3_40, -- orange colour wire
i2c_scl => ADT7420_SCL,

i2c_dat => ADT7420_SDA ,

spi_sclk => ADXL362_SCLK,

spi_csn => ADXL362_CS,

spi_mosi => ADXL362_MOSI,

spi_miso => ADXL362_MISO,

spi_int1 => ADXL362_INT1,

spi_int2 => ADXL362_INT2

)s

end architecture arch;

14.3.4 Hardware Setup for the Accelerator Sensor Project Design

1.  Use the exact same hardware setup as in Chapter 13. Follow the section
“Hardware Setup for the Temperature Sensor Project Design” in Chapter 13 if
you need a reminder or if you skipped that chapter.

2. You can now connect the programmer USB cable to directly upload the image to
the FPGA.

3. Connect the USB side of the USB to UART cable to the PC.
4. Connect the FPGA programmer.

5. The next step is to use RealTerm to send requests to the SPI and read-back
registers

14.3.5 [Initialize the Accelerometer—ADXL362

Step 1: Send a status request command to the board to check that the connection is set up correctly.
Command = 0x80 0x00 0x00 0x00 0x00 0x00
You should able to see the read-back as in Figure 14-19.

338


http://dx.doi.org/10.1007/978-1-4302-6248-0_13
http://dx.doi.org/10.1007/978-1-4302-6248-0_13

CHAPTER 14 I HOW FAST CAN YOU RUN? ASK THE ACCELEROMETER!

.
=™
F

Eh RealTerm: Serial Capture Program 2.0.0.70
O 60 0O 0B 0O DO
X . 000
616}
00
00 8
00 0¢ e
00

Display | Port | Capture | Pins ~ Send  |EchoPort| 12 | 122 | 12cMisc| Misc | \n| Clear Freezel 7|

EOL T Status
|Bx83 BxB0 Ox0B BxP0 V<00 BxB0 | SendNumbers‘ Send ASCI ‘l— +CR _ | Disconnect
— = [ Before
[~ +LF RXD (2)
=l e e e A Al o (3

i : . )
You have to click in terminal window before you can type any chars out 8)

|
ﬂﬂﬂ Repeats |! j: ' | Literal | Strip Spaces || *Cric |1 T |DCD (1

)
Dump File to Port DSR (6)
|c:\lemp\capwre.txl .LI J Send File ‘ X Stop ‘ Delays|0 :l 0 ﬂ | Ring (9)
| BREAK
Bepeats |1 :I 0 3' | Error
[You have to click in terminal window before you can (Char Count:36  |CPS:0 Port: 6 921600 8N1 None Y/

Figure 14-19. Send a status request command and see the status coming back

Step 2: Set the SPI master clock speed, clock polarity, and phase. Figure 14-20 shows the setup
command and status being read back.

Command = 0x01 0x00 0x00 0X00 0x00 0x40

This command setting the clk_div is 0x40. By the equation we shared earlier in the chapter, the SPI
SCLK will run at 230.5 kHz.
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Figure 14-20. SPI master setup commands

Step 3: This step is based on the ADXL362 datasheet to enable "applications information autonomous
motion switch" with startup routine.

Following is the command list to program the ADXL362 register from 0x20 to 0x26 (Figure 14-21 shows
the commands):

1. 0x01 0x01 0x80 0x00 0x00 Ox0a 0x01 0x01 0x80 Ox00 Ox00 0x20 0x01
0x01 0x80 0x00 Ox00 OxFA

2. 0x01 0x01 0x80 0x00 Ox00 Ox00 0x01 0x01 0x80 0x00 0x00 0x02 0x01
0x01 0x80 0x00 0x00 0x96

3. 0x01 0x01 0x80 0x00 0x00 0x00 0x01 Ox01 Ox80 0x00 0x00 Ox1E 0x01
0x01 0x80 0x00 0x01 0x00
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Figure 14-21. SPI master setup commands—2

4.  Write 0x3F to Register 0x27 which configures motion detection in loop mode and
enables referenced activity and inactivity detection.

0x01 0x01 Ox80 0x00 0x00 Ox0a 0x01 Ox01 0x80 0x00 0Xx00 0x27 0x01
0x01 0x80 0x00 0x01 Ox3f

5. Write 0x00 to register 0x28 and 0x80 to register 0x29 to configure FIFO.
0x01 0x01 Ox80 0x00 0x00 OxOa Ox01 Ox01 0x80 0x00 0x00 0x28 0x01
0x01 0x80 0x00 0x00 0X00 0x01 0x01 0x80 0x00 0x01 0x80

6. Write 0x40 to register 0x2a and 0x01 to register 0x2b to map AWAKE bit to the INT2.
0x01 0x01 Ox80 0x00 0x00 Ox0a 0x01 Ox01 0x80 0x00 0Xx00 Ox2a 0x01
0x01 0x80 Ox00 0x00 0x40 0x01 0x01 Ox80 0x00 0x01

7. Write 0x13 to register 0x2c to configure general device settings.

0x01 0x01 0x80 0x00 Ox00 Ox0a 0x01 0x01 0x80 0x00 0x00 Ox2c 0x01
0x01 0x80 0x00 0x01 0x13
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8. The last one is to begin the measurement in wake-up mode which writes 0x0a to
register 0x2D.

0x01 0x01 0x80 0x00 0X00 Ox0a 0x01 0x01 0x80 0x00 0x00 Ox2d 0x01
0x01 0x80 0x00 0x01 OxOa

Five seconds after the last command, all of the LEDs should be off. You can to shake the board to see
what happens. LED 0 will turn on when the device is AWAKE.
Send the following command:

0x01 0x01 0x80 0X00 0x00 OxOb 0x01 0x01 0x80 0x00 Ox00 0x08 0x01 0x01 0x80 0x00 0x00 0x00
0x01 0x01 0x80 0x00 0x00 Ox00 0x01 0x01 0x80 0x00 0x01 0Ox00
0x80 0xX00 0x00 0x00 0x00 0x00

It will be able to read back three axis acceleration values. A is X-axis, B is Y-axis, and C is Z-axis
(Figure 14-22).
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Figure 14-22. Request xyz-axis acceleration value

342



CHAPTER 14 I HOW FAST CAN YOU RUN? ASK THE ACCELEROMETER!

14.4 Summary

In this chapter, we showed you the steps to create your own interface IP and we created a complicated
command list for the SPI from the UART interface. It is important to define the requirements first and then
define the port list. The last step is going to create the VHDL process (sequential and combination logic)
based on the requirements.

We created a generic SPI master interface module. It supports a very wide range of SPI clock frequencies
and it is programmable at runtime. The module only does one byte at a time, which is the basic unit for SPI
interfaces. This allows higher-level software/hardware to create different read/write operations for different
SPI slaves.

In the SPI master module, we only used one 17-bit counter, one 4-bit counter, two 8-bit shift registers,
and some registers. This helps to demonstrate that creating an interface module is not all that difficult.

“The only way to do great work is to love what you do.”

—Steve Jobs
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PART IV

Taking It Further: Talking to the
Raspberry Pi and LED Displays




CHAPTER 15

Two-Way Communications with
Your Raspberry Pi: SPI

15.1 Introduction

We are going to use the Raspberry PI SPI (Serial Peripheral Interface) master to control the BeMicro MAX10
LEDs (light-emitting diodes). We need to design an SPI slave interface in the FPGA (field-programmable gate
array) to let the Raspberry PI control the LEDs on the board. In the following section, we will show you how
to connect a Raspberry Pi to BeMicro MAX10 board, design an SPI slave for the FPGA, and write a simple
Python script to run on the Raspberry Pi that will do two-way communication on the SPI interface.

2.5V
Q
2.5V
o OO
AN -
Raspberry MAX10 FPGA w

50MHz CIockI

Figure 15-1. SPI two-way communication between Raspberry Pi and MAX10 FPGA block diagram

15.2 Define Our SPI Slave Interface for the Raspberry Pi

We are going to design a four-pin SPI slave device for the FPGA. The four pins are clock, slave select (or chip
select), MOSI (master output slave input), and MISO (master input slave output). In Chapter 13, we had

the same signals but in reverse. In this design, the clock, slave select, and MOSI are inputs to the FPGA and
MISO is an output from FPGA.
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There are some general purpose input/output pins (GPIO) on the BeMicro MAX10 board labeled pin
header 5 (J5). We need to find four pins available from J5 for the SPI to use. Table 15-1 shows the pins we
selected from the FPGA and Raspberry Pi. We will use the Raspberry Pi SPI0 CE1 Master to talk with the
FPGA SPI slave on J5. Figure 15-2 shows both the FPGA and Raspberry Pi pin locations with color codes.
Black is the ground. It is very important to connect the ground pins first before you make another pin
connection. Yellow is the CLOCK. Orange is the SLAVE SELECT. RED is the MOSI. BROWN is the MISO. The
same color jumper wires are used to connect them to the breadboard. There is one more color, BLACK, in
Figure 15-2.

Table 15-1. Pin Definition on Both FPGA and Raspberry

FPGA J5 Raspberry Pl Pin
CLOCK GPIO _01-Pin1l SPI0 SCLK - Pin 23
SLAVE GPIO _03 - Pin3 SPIO CE1 - Pin 26
SELELCT
MOSI GPIO _02 - Pin 2 SPI0 MOSI - Pin 19
MISO GPIO _04 -Pin4 SPI0 MISO - Pin 21
GROUND Pin 12 Pin 39

Raspberry Pi Pin Out - Part of it
1820 (22 (24|26

23|25
A A BE
1 5|7

BeMicro MAX10 J5 — Part of it

Figure 15-2. Cable connection between the Raspberry Pi and the BeMicro MAX10 for SPI

Note Before making any connection between two boards, make sure both of them are powered off and
connect the ground between the two boards first! The jumper J1 and jumper J9 on the BeMicro MAX10 board
provide a selection of 2.5V or 3.3V for the pin header 5 (J5). Both of them need to be set to 3.3V. (Figure 15-3 in
the lower right corner shows the correct jumper locations: near the edge of the board.) Pin 39 on the Raspberry
Pi and J5 pin 12 on the BeMicro MAX10 are both grounds.
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Figure 15-3. SPI slave example wires set up with Raspberry Pi SPI 0 CE1 Master

15.3 Design SPI Slave in FPGA

We are going create a new project from the BeMax10 template which is from the section “Write Code” in
Chapter 4, and it is similar to Chapter 14. This design will have three modules: (1) SPI slave module which is
anew design (spi_slave.vhd); one Altera PLL IP (pll_29p5M), which is the same PLL (phase-locked loop)
from Chapter 13; and a new top-level module which is raspberryPi spi top.vhd. Figure 15-4 shows all the
modules need for this chapter design. We are going to describe how to design the new SPI slave module in
this chapter. First we have to define what we need to design in the SPI slave (the requirements) and then we
can design it in next section.
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Raspberry Pi SPI top

SPI SLAVE

PLL 29p5M

Figure 15-4. Modules needed in this chapter

We are going to define the SPI slave input and output ports, review Raspberry Pi SPI master, and then

define the detail requirements for the SPI slave.

15.3.1 New SPI Slave Module Port List

The new SPI slave (spi_slave.vhd) is used to receive SPI-formatted messages from the Raspberry Pi SPI
master and translate them to READ or WRITE commands. Therefore, the spi_slave module needs to have an
SPI slave with 4-pin ports and a read/write register interface. Table 15-2 shows the basic port list names and

functions. Figure 15-5 is the actual VHDL port list.

Table 15-2. spi_slave.vhd Port List

Name Type Function

sys_clock std_logic 29.5 MHz clock

sys_rst Std_logic Active Low reset (logic 0 is reset)

rspi_sclk Std_logic SPI interface clock

rspi_ss Std_logic SPI interface slave select

rspi_mosi Std_logic SPI interface master out slave in

rspi_miso Std_logic SPI interface master in slave out

wr_enable Std_logic Back-end byte write enable
Data_out is valid when wr_enable is High (1)

data_out Std_logic_vector(7 downto 0) Back-end byte write data

data_in Std_logic_vector(7 downto 0) Back-end byte read data
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— .

1 Tibrary IEEE;
2 use IEEE.STD_LOGIC_1164.all;
3 use IEEE.STD_LOGIC_ARITH.all;
4  use IEEE.STD_LOGIC_UNSIGNED.all;
5
6 [Eentity spi_slave is
7 B8 port(
8 -- general purpose
9 sys_clock : in std_logic; -- system clock
10 sys_rst : 1in std_logic; -- system reset active low
11 -- serial I/0 side
1l rspi_sclk : in std_logic; -- SPI clock from raspberry SPI Master
13 rspi_ss :in std_logic; -- SPI chip select from raspberry SPI Master
14 rspi_mosi : in std_logic; -- SPI data from raspberry SPI Master
15 rspi_miso : out std_logic; -- SPI data to raspberry SPI Master
16 -- Register read/write interface
17 wr_enable : out std_logic; -- Write Enable: Data_out data is valid
18 data_out : out std_logic_vector(7 downto 0); -- 8 Bit data from raspberry
%g data_in :in std_logic_vector(7 downto 0) -- 8 bit data read back
21 |end entity;

Figure 15-5. Port list for the new SPI slave module

15.3.2 Raspberry Pi SPI Master 0 Default Setting and Data Format

The Raspberry Pi Python SPI library (SPIDEV) has the following default settings: clock speed is 500 kHz,
slave select is active low, data change is clock falling edge, and data capture is rising edge. Figure 15-6 shows
the default settings of the Raspberry Pi SPI master. In this example we added a simple protocol for READ and
WRITE on top of the simple SPI byte transfer.

SPI CLOCK |l||l| Illlll

iu%“ SLAVE SELECT ~ | [
E Mos! [ 0x01 - Read T,

MISO / 8-bit data read back \
P SRR [~ Kcic S S I I A I S S
&| siave seLect T [
£ Mo / 0x00 - Wiite X 8 Bits Write Data \
- MISO

Figure 15-6. Raspberry Pi SPI Master 0 interface

Figure 15-6 also shows the protocols. The top one shows a read cycle. The SPI master (Raspberry Pi)
first byte is 0x01 and the SPI slave (FPGA) needs to send out one byte with the following eight clock cycles.
The bottom of Figure 15-6 shows a write cycle. The first and second bytes are sent from the SPI master
(Raspberry PI). The first byte is 0x0 to indicate a write cycle and the second byte is the byte from Raspberry
Pi written to the FPGA. We will use this byte to control the onboard LEDs.
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15.3.3 Writing VHDL for the SPI Slave

The SPI slave has two functions. The first is receiving two bytes from the SPI master and sending a one-byte

status during the read cycle. The second is generating a pulse with one-byte data from Raspberry which is

used by another module to control the LEDs. The pulse is set high when the data from Raspberry is valid.
We will divide the SPI slave into the following six processes (functions):

1. SPIclock edge detection which is used to generate a one-clock cycle pulse when
an SPI clock rising edge or falling edge occurs.

2. SPI clock cycle counter which is used to count 16 cycles (two bytes).

3. SPIlin which an 8-bit shift register is used to shift one bit of SPI master data into
the FPGA when the rising edge of SPI clock occurs.

4, Read/write cycle which is used to detect write cycles or read cycles after the first
eight bits from from the SPI master are received.

5. Write input process which generates a pulse (wr_enable ), registers the byte from
Raspberry SPI master, and sends it to the other module through output port
data_out.

6. Read output is an 8-bit shift register to shift out one bit to the SPI master when
the falling edge of the SPI clock occurs.

Figure 15-7 shows the block diagram of the SPI slave design.

SPI SLAVE
RaspberryPi CLOCK Clock edge
————
SPI detect
Master 1
SLAVE SELECT Clock Cycle Read Write
counter Cycle
MOSI I . * wr_enable
SPI IN shift Write Input
. p—— data_out
register Process
MISO ¥ .
SPl out Sh|ft Read Output data_in
- - f——
register Process

Figure 15-7. SPI slave block diagram

We will need to create seven signals in the spi_slave module and we need to put the code in between
architecture and begin. Figure 15-8 shows all seven of the signals and their definitions.
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27 Barchitecture arch of spi_slave is

28

29 signal spi_clk_rising_edge : std_logic;

30 signal spi_clk_falling_edge : std_logic;

31 signal spi_write_cycle : std_logic;

32 signal spi_clk_dly_line : std_logic_vector(2 downto 0);

33 signal spi_clk_count : unsigned(5 downto 0); -- count # of clock cycles
34 signal spi_datain_shifter : std_logic_vector(7 downto 0);

gg signal spi_dataout_shifter : std_logic_vector(7 downto 0);

37 @Bbegin

Figure 15-8. Signals needed for SPI slave design

15.3.3.1 SPI Clock Edge Detection

In alot of applications, we will not directly use the clock from outside the FPGA. If the outside clock is

four times slower than the FPGA clock, then we can use the following method to generate a virtual clock
edge inside the FPGA. We don't need to have a reset for this process because the outputs of this process
(spi_clk_rising edge and spi_clk_falling edge) are not going to create trouble for other logic in this module.
Figure 15-9 is the clock edge detection logic process VHDL (VHSIC (very high speed integrated circuit)
Hardware Description Language).

39 B-- edge detection process
40 |-- This_method require sys_clock is at least 4 times faster than spi clock

41 B spi_clk_edge_detect_p : process(sys_clock)

42 | begin

43 B 1F(ris uJ euje(s%/s —clock)) then

44 e de ay spi_clk three system clock cycles

gg spi_clk_dly_line <= spi_clk_dly_line(1 downto 0) & rspi_sclk;
47 -- Rising edge detected when two clock cycles Tow and then two clock cycles High
48 B if(spi_clk_dly_line(2) = cl and spi_clk_dly_line(1) = '0' and
49 @3 spi_clk_dly_Tine(0) = ' and rspi_sclk = '1') then

50 | spi_clk_rising_edge <= 1 3

51 3 else

52 spi_clk_rising_edge <= '0';

5390 end if;

54 -- Falling edge detected when two clock cycles high and then two clock cycles Low
5 B if(spi_clk_dly_line(2) = '1' and spi_clk_dly_line(1) = '1' and
56 B spi_ clk d1¥ Tine(0) = '0' and rspi_sclk = '0"') then

S | spi_clk_falling_edge <= '1';

58 B else

59 spi_clk_falling_edge <= '0';

60 end if;

o1l - end if;

62 end process;

63

Figure 15-9. SPI clock edge detection VHDL code

On line 45, we use a 3-bit shift register (spi_clk_dly_line) to sample the rspi_sclk by sys_clock. When the
change of the rspi_sclk is sampled and stored in the shift register we can do all the clock edge detection logic
in sys_clock domain. Figure 15-10 shows that the rising edge detection pulse is delayed two sys_clock clock
cycles. It is expected when we use a fast clock to sample a slow clock and do the clock edge detection. The
spi_clk_dly_line (2), (1), and (0) are storing the history of the rspi_sclk. We defined the rising edge as when
(2) and (1) are logic low and at the clock cycle (0) and rspi_sclk are logic high.
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£ sys clock
B8 spi_ck dly_line

H @

H @

L @

£ rspi_sclk

“  spi_clk_rising_edge
“  spi_clk_falling_edge

eon—-n—-n—-:—-w;—sa

Figure 15-10. Rising edge detection simulation

Figure 15-11 shows the falling edge detection simulation. It uses the same concept of edge detection as
rising edge. It only changes the logic value.

£ sys_clock
& spi_ck_dly_line
e
@

L (0)

< rspi_sclk

“ spi_clk_rising_edge
“  spi_clk_falling_edge

(=T — B e R Y I

Figure 15-11. Falling edge detection simulation

This clock edge logic works like a clock tick for the rest of the logic.

15.3.3.2 SPI Clock Cycle Counter—Simple Counter

We know that every SPI transfer is started by the slave select (spi_ss) and each transfer is going to have 16
clock cycles, which means 16 rising edges. Figure 15-12 shows that the counter (spi_clk_count) gets reset to
zero when slave select is logic High. The counter starts counting when slave select is Low and SPI clock rising
edge happens. It will count to 16 and then reset to zero. We will use this counter to detect when the first byte
(counter value is 8) or second byte (counter value is 16) is done.
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64 B spi_clock_cycles_counter_p : process(sys_clock)

65 | begin

66 B 1f(rising_edge(sys_clock)) then

67 B if(rspi_ss = '1') then -- reset counter to zero when not chip select
68 | spi_clk_count <= (others =>'0");

69 @ else

70 B if(spi_clk_rising_edge = '1"') then -- every rising edge add one
71 3 if(spi_clk_count = 16) then

288 | spi_clk_count <= (others => '0');

73 B8 else

74 spi_clk_count <= spi_clk_count + 1;

75 end if;

76 end if;

77 end if;

78 end if;

79 end process;

Figure 15-12. SPI clock cycle counter VHDL code

15.3.3.3 SPI Data in 8-Bit Shift Register

The Raspberry Pi SPI master changes the MOSI data line when SPI clock is falling edge, which means the
MOSI data is not stable at that time. We wait a half clock cycle to let the MOSI stabilize so we should shift

in the data when SPI clock is rising edge, which is stable for shift data in. Figure 15-13 shows the spi_in_p
process shift rspi_mosi data in to the spi_datain_shifter register when spi_clk_rising_edge is equal to '1.' We
don't need to clear the spi_datain_shifter because we only use it when the spi_clk_count is equal to 8.

81 ]—— Every time SPI chip select go low, it will have 16 bit data (Read/wWrite(8bit)+data(8it)
82 B spi_in_p : process(sys_clock)

83 | begin

84 B if(rising_edge(sys_clock)) then

85 B if(spi_dk_risin%_edge = "'1") then

86 spi_datain_shifter <= spi_datain_shifter(6 downto 0) & rspi_mosi;

87 end if;

88 end if;

89 end process;

90

Figure 15-13. SPI data in 8-bit shift register VHDL code

15.3.3.4 Read/Write Cycle

Once the first eight bits of SPI DATA are in the shift register (spi_datain_shifter), we can design it is a read
cycle or write cycle. We need to make this decision when the spi_clk_counter is equal to 8 and the spi_clk_
falling edge is '1." This allows us enough time before the ninth rising clock edge comes in. Figure 15-14
shows the VHDL code that will set the spi_write_cycle equal to '1' when we receive a byte value of 0x00 in the
first byte from the Master SPI. The spi_write_cycle value will remain stable until the slave select is equal to '1'
which is when the cycle is finished.
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91 & read_write_cycle_p: process(sys_clock, sys_rst)
92 | begin

93 3@ if(sys_rst = '0"') then

94 | spi_write_cycle <= '0";

95 B elsif(rising_edge(sys_clock))then

9% = if(rspi_ss = "1') then

97 | spi_write_cycle <= '0";

98 B elsif(spi_clk_count = & and spi_datain_shifter = x"00" and spi_clk_falling_edge = '1"') then
99 spi_write_cycle <= '1';

100 end if;

101 end if;

102 end process;

103

Figure 15-14. Read/write cycle VHDL code

15.3.3.5 Write Input Process

The second eight bits from MOSI will continue to shift in to the spi_datain_shifter after read_write_cycle_p
decides whether the current cycle is a write or read cycle. When the current cycle is a write cycle (spi_write_
cycle = '1") and all of the second eight bits are shifted in to the spi_datain_shifter (line 112 in Figure 15-15),
write_input_p will generate a pulse on wr_enable and copy the spi_datain_shifter 8-bit data to the data_out
port. data_out will keep the value until the next write cycle. Figure 15-15 shows one of the ways to create this
write input process.

104 é] write_input_p: process(sys_clock, sys_rst)
105 | begin

106 B 1f(sys_rst = "0') then

107 wr_enable <= '0';

108 |» data_out <= (others =>'0");

109 g elsif(rising e(lge(sys_c'lock)ithen

110 3 if(rspi_ss = '1') then

111} wr_enable <= '0"';

112 8 elsif( spi_clk_count = 16 and spi_write_cycle = '1' and spi_clk_falling_edge = '1') then
113 wr_enable <= "1";

114 |> data_out <= spi_datain_shifter;
115 8 else

116 wr_enable <= '0";

117 end if;

118 end if;

119 end process;

120

Figure 15-15. Write input process VHDL code

15.3.3.6 Read Output

If the first byte from Raspberry Pi, which is stored in spi_datain_shifter, is equal to 0x01(hex), which means
read cycle, then it is time to provide a byte to Raspberry Pi. It copies the FPGA data (data_in) from other logic
to an 8-bit shift register (spi_dataout_shifter).

In Figure 15-16, lines 130-131, shift the data to the left (high bit) when SPI clock is falling edge after it
copied the FPGA data_in to the shift register. Line 136 connects the most significant bit of the shift register
(bit 7) to the rspi_miso pin which connected to Raspberry Pi 3 SPI data input.
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izl él read_output_p : process(sys_clock, sys_rst)

122 | begin

123 B if(sys_rst = '0') then

124 spi_dataout_shifter <= (others => '0');

1%2 B elsif(rising_edge(sys_clock))then

1

127 é! if(spi_clk_count = 8 and spi_datain_shifter = x"01" and spi_clk_falling_edge = '1') then
128 L spi_dataout_shifter <= data_in;

129

130 B elsif(spi_clk_falling_edge = "1') t

131 spi_dataout_shifter <= spi datanut sh1fter‘(l: downto 0)& '0°;
132 end if;

133 end if;

134 end process;

135

136 rspi_miso <= spi_dataout_shifter(7); -- msb send to the SPI master
137

138 end arch;

139

Figure 15-16. Read output process VHDL code
Listing 15-1 provides the whole spi_slave module VHDL design file.

Listing 15-1. spi_slave.vhd

library IEEE;

use IEEE.STD_LOGIC 1164.all;

use IEEE.STD_LOGIC_ ARITH.all;
use IEEE.STD_LOGIC_UNSIGNED.all;

entity spi slave is
port(

-- general purpose
sys_clock : in std_logic; -- system clock
sys_rst : in std_logic; -- system reset active low
-- serial I/0 side
rspi_sclk : in std logic; -- SPI clock from raspberry SPI Master
rspi_ss : in std logic; -- SPI chip select from raspberry SPI Master
rspi mosi : in std logic; -- SPI data from raspberry SPI Master
rspi_miso : out std_logic; -- SPI data to raspberry SPI Master
-- Register read/write interface
wr_enable : out std _logic; -- Write Enable: Data_out data is valid

data_out : out std logic vector(7 downto 0); -- 8 Bit data from raspberry

data_in : in std logic vector(7 downto 0) -- 8 bit data read back

)
end entity;

architecture arch of spi_slave is

signal spi_clk rising edge : std logic;
signal spi_clk_falling edge : std logic;
signal spi write cycle : std_logic;
signal spi clk dly line : std logic_vector(2 downto 0);
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signal spi_clk_count : unsigned(5 downto 0); -- count # of clock cycles
signal spi datain shifter : std logic_vector(7 downto 0);
signal spi dataout shifter : std logic_vector(7 downto 0);

begin

-- edge detection process
-- This method require sys clock is at least 4 times faster than spi clock
spi clk edge detect p : process(sys_clock)
begin
if(rising_edge(sys_clock)) then
-- delay spi_clk three system clock cycles
spi_clk_dly line <= spi_clk dly line(1 downto 0) & rspi_sclk;

-- Rising edge detected when two clock cycles low and then two clock cycles
High
if(spi_clk_dly_line(2)
spi_clk dly line(0)
spi_clk rising edge <= '1';
else
spi_clk_rising edge <= '0';
end if;

‘0" and spi_clk dly line(1) = '0' and
'1' and rspi sclk = '1') then

-- Falling edge detected when two clock cycles high and then two clock
cycles Low

if(spi_clk dly line(2) = '1' and spi clk dly line(1) = '1' and
spi_clk dly line(0) = '0' and rspi_sclk = '0') then
spi_clk falling edge <= '1';
else
spi_clk falling edge <= '0';
end if;
end if;
end process;
spi_clock cycles counter p : process(sys_clock)
begin
if(rising_edge(sys_clock)) then
if(rspi_ss = '1") then -- reset counter to zero when not chip select
spi_clk count <= (others =>'0");
else
if(spi_clk rising edge = '1') then -- every rising edge add one
if(spi_clk count = 16) then
spi_clk_count <= (others => '0");
else
spi_clk_count <= spi_clk_count + 1;
end if;
end if;
end if;
end if;

end process;
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-- Every time SPI chip select go low, it will have 16 bit data (Read/Write(8bit)+data(8it)
spi_in p : process(sys clock)
begin
if(rising_edge(sys_clock)) then
if(spi_clk_rising edge = '1') then
spi_datain_shifter <= spi_datain_shifter(6 downto 0) & rspi mosi;
end if;
end if;
end process;

read write cycle p: process(sys_clock, sys rst)
begin
if(sys_rst = '0') then
spi_write cycle <= '0';
elsif(rising edge(sys_clock))then
if(rspi_ss = '1') then
spi_write cycle <= '0';
elsif(spi_clk _count = 8 and spi_datain_shifter = x"00" and spi_clk falling_
edge = '1') then
spi_write cycle <= '1';
end if;
end if;
end process;

write input p: process(sys clock, sys rst)
begin
if(sys_rst = '0") then
wr_enable <= '0';
data out <= (others =>'0");
elsif(rising_edge(sys_clock))then
if(rspi_ss = '1") then
wr_enable <= '0';
elsif( spi clk count = 16 and spi write cycle = '1' and spi_clk falling edge =
‘1") then
wr_enable <= '1';
data_out <= spi_datain_shifter;
else
wr_enable <= '0';
end if;
end if;
end process;

read output p : process(sys_clock, sys rst)

begin
if(sys_rst = '0") then
spi_dataout_shifter <= (others => '0");

elsif(rising_edge(sys_clock))then
if(spi_clk count = 8 and spi datain_shifter = x"01" and spi clk falling edge = '1")

then
spi_dataout_shifter <= data_in;
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elsif(spi_clk falling edge = '1") then
spi_dataout_shifter <= spi_dataout_shifter(6 downto 0)& '0';
end if;
end if;
end process;

rspi_miso <= spi_dataout_shifter(7); -- msb send to the SPI master

end arch;

15.4 Create the FPGA Top-Level Design

We need to have a top-level design to use the output from the SPI slave to control the LEDs on the BeMicro
MAX10 board. The top-level design should look like Figure 15-17. The top design includes the SPI slave, SPI
data register, and the Altera PLL IP (Internet Protocol).

MAX10 FPGA
Raspberry Pi SPI top
RaspberryPi CLOCK _ SPI SLAVE
Master 0 SLAVE SELECT 2
MOS| -
< MISO "

[

SPI DATA Register

|7/

ALTERAIP | 29.5MHz
_ ALTERAIP| | PLL29p5M |

USER Design 4
50MHz Clock

Figure 15-17. FPGA top-level block design

We will reuse the same PLL from Chapter 13 which is 50 MHz in and generate a 29.5 MHz clock out. The
SPIslave and SPI data register will directly use this output clock as a system clock.

The SPI DATA register is updated by the SPI slave wr_enable output. The value of the register will be
used to drive the LED outputs.

360


http://dx.doi.org/10.1007/978-1-4302-6248-0_14

CHAPTER 15 I TWO-WAY COMMUNICATIONS WITH YOUR RASPBERRY PI: SPI

15.4.1 Top-Level Design VHDL Code

Figures 15-18 and 15-19 are the top-level design. Lines 12 to 15 are the port list for the SPI to the Raspberry
Pi. The top-level design included an Altera PLL [P—pll-29p5M (see Chapter 13).

- )
17 end er’1t1‘ty raspberryPi_spi_top;

21 signal Tlocked, clk_29MHz_1i,
g% signal data_out, SPI_DATA

24 signal rspi_clk : std logic;
25 signal rspi_mosi : std 1oq1r
26 signal rspi_miso : std_logic;
3; signal rspi_ss : std_]ogic;
gg signal wr_enable : std_logic;
31 @begin

SO0 |

33 8 clk : entity work.p11_29p5Mm
34 | port map

35 B ¢

36 inclk0 => SYS_CLK,

37 c0 => c1k_29MHz_ i,

38 locked => locked

39 J;

1 Tibrary ieee;
% use ieee.std_logic_1164.al11;
4 Bentity raspberryPi_spi_top is
5 B8 port(
6 -- Clock ins, SYS_CLK = 50MHz
7 SYS_CLK : in std_logic;
8
9 -- LED outs
10 | USER_LED : out std_logic_vector(8 downto 1);
11
12 GPIO_01 : in std_logic; -- SPI CLOCK
13 GPI0_02 : in std_logic; -- SPI MOSI .
14 GPIO_03 : in std_logic; -- SPI SLAVE SELECT (Active Tow)
15 GPIO_04 : out std_logic -- SPI MISO
16 H

19 @architecture arch of raspberryPi_spi_top is

_i : std_logic := '0';

: std_logic vector( downto 0);

-- 50MHz clock input
-- 29.5MHz clock ouput
-- Lock condition, 1 = Locked

Figure 15-18. Raspberry Pi SPI top-level design Part 1

We use the locked signal from the PLL as an active low reset (rst_i). The signal will go high when the PLL
output is stable. This reset (rst_i) and output clock (clk_29Mz_i) are used in the rest of the logic.

SPI_DATA register is updated with data_out when the spi_slave, which is instantiated as spi_slave_pm
output wr_enable, is high. The LED outputs are an inverted version of the SPI_DATA (line 72) because the
LEDs are active low logic outputs.
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40 r

41 rst_i <= locked;

42

43 B spi_slave_pm : entity work.spi_slave

4 g port map(

45 sys_clock => clk_29MHz_1,

46 sys_rst => rst_i,

47 rspi_sclk => rspi_clk, -- SPI clock from raspberry SPI Master
48 rspi_ss => rspi_ss, -- SPI chip select from raspberry SPI Master
49 rspi_mosi => rspi_mosi, -- SPI data from raspberry SPI Master
50 rspi_miso => rspi_miso, -- SPI data to raspberry SPI Master
51 wr_enable => wr_enable,

52 data_out => data_out,

53 data_in => SPI_DATA

54 );

55

56 @ spi_data_p : process(clk_29MHz_i, rst_i)

57 | begin

58 B if(rst_i = '0"') then

HIONN |- SPI_DATA <= (others => '0');

60 B elsif(rising_edge(c1k_29MHz_i)) then

61 B if (wr_enable = '1') then

62 SPI_DATA <= data_out;

63 r end if;

64 end if;

65 end process;

66 r

67 rspi_clk <= GPIO_01;

68 rspi_mosi <= GPI0_02;

69 rspi_ss <= GPIO0_03;

;? GPIO_04 <= rspi_miso;

72 USER_LED <= not SPI_DATA;

73

74 ‘Lend architecture arch;

Figure 15-19. Raspberry Pi SPI top-level design Part 2

The RTL design view in Quartus looks like Figure 15-20 when you compile the design and select the RTL
view from the top-level design (see section “Using Altera Quartus to Understand the FSM,” in Chapter 11, for
more information on how to use the RTL view).
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SPI_DATA[7..0]

pl_29pSM:clk

spi_slave:spi_slave_pm

SYS CLK inclk0 0

GPI0_02 [ >
GPIO_01 [ >
GPI0_03 [ _>

GPIO_04

USER_LED[1]~not

USER_LED[8..1]

Y

USER_LED[2]~not

Y

USER_LEDI[3]~not

Y

USER_LED[4]~not

Y

USER_LEDI[5]~not

Y

USER_LEDI[6]~not

Y

USER_LEDI[7]~not

Y

USER_LED[8]-not

4

Figure 15-20. RTL view of the Raspberry Pi SPI top-level design

15.4.2 Generate and Program the FPGA

You can create the project in the same way you did in Chapter 13, or you can add the two new VHDL design
files (spi_slave.vhd and raspberryPi_spi top.vhd) under the same project from that chapter and set
raspberryPi spi top.vhd asthe top-level entity. Your Altera Quartus Project Navigator should look like
figure 15-21 (box 1) after you set the top level as raspberryPi spi top.vhd.

Figure 15-21 shows the steps (Box 2 and Box 3) to generate the bit file (. sof file) and start programming
the design. Figure 15-22 shows the steps for selecting the SOF file and starting to program the FPGA. All you
need to do is follow the arrow steps in the figure. After you have programmed the FPGA, it only has the red
LED on. The green LEDs are not blinking because the Raspberry Pi SPI master is not running. Let's go to the
next section to get the SPI master running.
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G Quartus Prime Lite Edition - E;/P_work/Begining FPGA/Book_chapter/ch15/project/test - test
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Figure 15-21. Generate the bit file for the FPGA
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" X Delete |
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Figure 15-22. Programming the bit file for the FPGA
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15.5 How to Use Raspberry Pi SPI Master Interface

Here we will only show the basic steps to make the Raspberry Pi SPI master work. We have provided some
web site links later in the chapter if you want to explore further.

We can use the Raspberry Pi Python SpiDev() to control the SPI master. Run the following commands
on your Raspberry Pi:

$ sudo apt-get update sudo apt-get install python-dev
$ git clone git://github.com/doceme/py-spidev

$ cd py-spidev

$ sudo python setup.py install

The following link provides more info on thee SPIDEV modules: www.100randomtasks.

com/simple-spi-on-raspberry-pi.

15.5.1 Python Code to Read and Write SPI Master

You can use the Python code shown in Figure 15-23 to test your FPGA slave SPI. The code enables Master 0
on the Raspberry Pi and uses CE1 which is connected to the FPGA GPIO_03 to select the SPI slave.

1max105p4_5|mp!epy b 4 ‘

1 import spidev

2 import time

| e Open Master 0 CE 1 SPI interface
5 spi=spidev.SpiM -

6 spi.open(0,1) SP| Clock is 500kHz
7  spi.max_speed hz=S500000 -=mm—————

8 D[while True: READ OEUral'iOn

9 resp = spi.xfer2([0Ox01,0x00])

10 print binascii.hexlify(bytearray(resp))

11 time.sleep(1) - . = De
12 resp = spi.xfer2([0x00,0xff]) MXFF to turn on all LEDs
13 print ' x4

14 time.sleep(1) garaitlsecond

15

16 resp = spi.xfer2([0x01,0x00])

17 print binascii.hexlify(bytearray(resp))

18 time.sleep(1)

19 resp = spi.xfer2([0x00,0x55])
20 print '
21 time.sleep(1)
22
23 resp = spi.xfer2([0x01,0x00])
24 print binascii.hex1lify(bytearray(resp))
25 time.sleep(1)
26 resp = spi.xfer2([0x00,0xaal)
27 print '
28 time.sleep(1)
29
30 resp = spi.xfer2([0x01,0x00])
31 print binascii.hexlify(bytearray(resp))
32 time.sleep(1)
33 resp = spi.xfer2([0x00,0x00])
34 print
» L time.sleep(1)

Figure 15-23. Python code for controlling SPI master in Raspberry Pi
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Run the Python code as follows. Figure 15-24 shows the result from the Raspberry Pi. The LEDs on
the BeMicro MAX10 board will start blinking when the code is running. The LED is on and off as the value
shown in the Raspberry PL

$ python max10spi_simple.py

-

File Edit Tabs Help
pi@raspberrypi: python max1lOspi_simple.py
0000

Figure 15-24. Running the Python code max10spi_simple.py

Following are additional web sites with information about the SPI in Raspberry Pi:
http://raspberrypi-aa.github.io/session3/spi.html

www.raspberrypi-spy.co.uk/2014/08/enabling-the-spi-interface-on-the-raspberry-pi/

15.6 Summary

This chapter shows you how to do two-way communication with your Raspberry Pi. We created our own
two-byte protocol for reading and writing.

We have also provided detailed design explanations on the spi_slave. You should now know the
function of all six processes in the design and the connection between them. This example illustrates
(clock edge detection) how to deal with the number-one issue of external communication—clock in the
communication link. The example shows you how to use shift registers to send and receive data.

It is not that hard to send and receive data to and from the FPGA though standard interfaces.

“As an engineer I'm constantly spotting problems and plotting how to solve them.”

—James Dyson
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CHAPTER 16

Up in Lights: How to Drive LED
Segment Displays

16.1 Introduction

In this chapter we will introduce a 7 segment display counter design. The counter counts from 0 to 9 and
then resets to 0 and starts again. The Raspberry Pi can also send a control message to force the counter to
have a particular value. We will re-use all of the VHDL code from Chapter 15 and add a 7 segment display
counter module.

Raspberry MAX10 FPGA
N s

50MHz Clock ]

Figure 16-1. 7 segment displays system block diagram with Raspberry Pi

16.2 How to drive a 7 segment display

In the last couple of chapters, the BeMicro MAX10 was only able to use the onboard 8 LEDs to display some
binary information. To improve information display from the FPGA, we can use a 7 segment display. 7
segment displays look like the one in Figure 16-2. The name 7 segments comes from the fact that it has 7
LEDs. What's special though is that the arrangement of the 7 LEDs can be used to display decimal numbers,
0to 9. Figure 16-3 shows a schematic of a common cathode 7 segment display that we will be using. It shows
which pins map to which LED. For example, the pin 7 is used to control the segment A. If we provide voltage
on Pins 6 & 4 and ground pins 3 & 8, the the LED segment B and C will light up. Together, this looks like a
“ONE” There is another type of 7 segment display which is referred to as common anode. We only show
how to connect common cathode 7 segment display in our example. The reason of using cathode version

is because we can turn on the LED by output logic high and user will not damage the FPGA by driving the
LED with external voltage source which is possilbe too high for the FPGA. For common anode 7 segments
display, change the connections of pin 3 and 8 from ground to 3.3V pin (Pin 11 on J5).
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Figure 16-2. 7 segment display block

A f

FG‘B #
Al Bl ¢| bl El F| ¢ oOP
E{ C 7 6 4 1
O

2 1 9
D DP

Figure 16-3. Pins mapping on the 7 segment display

16.2.1 Connecting 7 segment display to FPGA

In our example, we will connect the 7 segment to the BeMicro MAX10 board connector J5. Figure 16-4 shows
the connections between the 7 segment display and the connector. We need to add a 1~5k ohm resistor
between connector and 7 segment display pins connection. The resistor is used to protect the LEDs and the
FPGA output drivers.
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Ras_pber_ryPi_PinOut-Partofit -
18 (20(22(24|26(28(30(32|34(36|38]|40
17 B1980218 23| 25|27 (29|31 |33 (35|37 39

BeMicro MAX10 J5

2l 4 8 |10 [p2.

3 7 _9 11 (13 38

Al Bl C| Dl E| F| G| DP
A A ' N 5
O ® ® O (J

Figure 16-4. Pins mapping on the 7 segment display

The connections should look like the following table mapping on the FPGA side. We will use the FPGA
port names in the VHDL design.
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Table 16-1. FPGA pins mapping to 7 Segment display

J5 Pin Number 7 Segment Display Pin FPGA Port Name Function

5 7 GPIO_05 Segment A
6 6 GPIO_06 Segment B
7 4 GPIO_07 Segment C
8 2 GPIO_08 Segment D
9 1 GPIO_09 Segment E
10 9 GPIO_10 Segment F
13 10 GPIO_11 Segment G
12 3and8 N/A Ground

Figure 16-5 shows our setup for the connections of the 7 segment display. We are using 5k ohm resistor
for our setup. You can use a smaller resistor value which will give you brighter LEDs. This is because the
smaller the resistor value, the more current can pass though the 7 segment LEDs. When the FPGA GPIO pins
drive high, the LEDs on the 7 segment will light up.

o d
1 -

Figure 16-5. Connection between 7 segment display and Be Micro MAX 10
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If you power up the BeMicro MAX10 FPGA, the 7 segment display may partially light up. It is because
any non-programed pin from FPGA may have lower than the 2.5V voltage come out from the pin. The next
section will create the VHDL design to actually driving it.

16.3 Designing the 7 segment display counter

We are going to design a 7 segment counter in the FPGA. We need to have two sections for this counter. The
first is a simple counter and the second is decoding the counter value to display on the 7 segment display
which is human readable. Table 16-2 shows the port list for the 7 segments display counter. It has a 29.5 MHz
clock and reset inputs, counter update input ports, current value report output and 7 segment display output
ports. Figure 16-6 shows the first section of the VHDL design: Libraries, entity with port list and architecture
with the name arch.

Table 16-2. seven_segment_counter.vhd port list

Name Type Function
sys_clock std_logic 29.5MHz clock
sys_rst Std_logic Active Low reset (logic 0 is reset)
data_in Std_logic_vector(7 downto 0) Updated counter value
current_value Std_logic_vector(7 downto 0) Current counter value output
segments_a2g Std_logic_vector(0 to 6) 7 segment display: A to G LEDs outputs
1 Iibrary IEEE;
2 use IEEE.STD_LOGIC_1164.all;
3 use IEEE.STD_LOGIC_ARITH.all;
4  use IEEE.STD_LOGIC_UNSIGNED.all;
5
6 Hentity seven_segment_counter is
7 B port(
8 -- general purpose
9 sys_clock : in std_logic; -- system clock
10 sys_rst : in std_logic; -- system reset active low
11 -- serial I/0 side
12 data_in : in std_logic_vector(7 downto 0);
13 data_valid: in std_logic;
14 current_value: out std_logic_vector(7 downto 0);
15 -- 7 Segment display interface
16 segments_a2g: out std_logic_vector(0 to 6)
il7/
18 ¢
19 end entity;
200 -
21 pBarchitecture arch of seven_segment_counter is
22
23 signal data_in_reg: std_logic_vector(7 downto 0);
24 signal counter_0to9: unsigned(3 downto 0);
25 signal second_count: unsigned(24 downto 0);
26 signal second_tick: std_logic;
27 -
28 p[Ebegin
29 |

Figure 16-6. seven_segment_counter entity and architecture signal section
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16.3.1 Simple counter design section

Since we have one 7 segment display, the counter will only allow us to count 0 to 9. The simple counter will
count from 0 to 9 and then start from 0 again. We should slowly increment the counter value such that we
can see the update one by one. This counter should provide an interface for updating the current value such
that the counter value can start from any value we select.

1. Data input process for update the current counter value
2. One second internal counter for slowly updating the 7 segment display counter

3. 4 bit counter with value from 0 to 9 and loading input port

16.3.1.1 Data input process

This process is synchronous to sys_clock which is 29.5MHz. It will update the data_in_reg value when
data_validis equal to ‘1’ It is a simple 8 bit register. Figure 16-7 shows this data input registers process. The
default value of the data_in_reg after power on is 0XFF such that the 7 segment display counter will start to
count automatically.

S0lle -- Register the data_in value to internal registers
31 | -- when data_valid go high

32 B data_input_p: process(sys_clock, sys_rst)
33 | Dbegin

34 B 1f(sys_rst = '0"') then

350N |- data_in_reg <= (others =>'1"');

36 B elsif(rising_edge(sys_clock))then

37 B if(data_valid = '1') then

38 data_in_reg <= data_in;

39 end if;

40 end if;

41 end process;

42

Figure 16-7. data input process

16.3.1.2 One second counter

This is a counter with a max value equal to 29.5M such that we can count one second duration. The binary
value of 29.5M has 25 bits. We need to have a counter ( second_count ) with the same number of bit to
counter one second. This counter starts from 0 and counter all the way up to 29499999. It will generate a tick
(second_tick)when itis equal to 29.5M - 1, which is one second when the counter is clocked by 29.5MHz.
Figure 16-8 shows this one second counter design process.
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43 | -- one second counter

44 B one_sec_counter_p : process(sys_clock, sys_rst)
45 | begin

46 B 1f(sys_rst = '0') then

47 second_count <= (others =>'0");

48 - second_tick <= '0"';

49 @ elsif(rising_ edge(sys _clock))then

50 B if(unsigned(data_in_reg ) < 10) then
Sl second_count <= (others =>'0")"

520 - second_tick <= '0';

53 B else

54 @ if(second_count = 29499999) then
55 second_count <= (others =>'0");
56 second_tick <= '1"';

57 B else

58 second_count <= second_count +1;
59 second_tick <= '0';

60 - end if;

61 | end if;

62 end if;

63 end process;

64

Figure 16-8. One second counter

16.3.1.3 4 Bit Counter with value from 0 to 9

This is a counter with a max value much less than the last one. It only counts from 0 to 9. This counter
is controlled by the input value (data_in_reg). The counter will start increment by one when the data_
in_regvalue is bigger than 9. If the data_in_reg value is smaller or equal to 9, then the counter value
(counter_oto9) will be updated by the data_in_reg value and freeze which means the counter will not
incremented. Figure 16-9 shows the design of this 4 bit counter (counter_0to9)

65 B -- 0 to 9 counter with load value

66 -- Load value from data_in_reg when it is smaller
67 -- or equal to 9

68 -- counter start incrnment counting when bigger than 9
69 B counter_with_load_p : process(sys_clock, sys_rst)
70 | begin

71 B if(sys_rst = '0') then

20 counter_0to9 <= (others =>'0");

73 B elsif(rising_edge(sys_ c'!ock))then

74 B if(unsigned(data_in_reg ) > 9 ) then

75 B if( second_tick = '1' ) then

76 B if(counter_0to9 = 9) then

7Tl | counter_0to9 <= (others =>'0");

78 B else

79 counter_0to9 <= counter_0to9 +1;

80 | end if;

81 end if;

82 B else

83 counter_0to9 <= unsigned(data_in_reg(3 downto 0));
84 end if;

S5 end if;

86 end process;

87

Figure 16-9. 4 bits counter with load
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In line 74, we use unsigned(data_in_reg) to convert the std_logic_vector to an unsigned value such
that we can compare it with 9.

16.3.2 7 segment decoder section

The output from the simple counter is a binary number. We need to translate the 4 bit binary number to 7 bit
segment display LEDs output. In this design we are using a common cathode LED which means we need to
output '1' to make the LED on. We can use a simple case statement in VHDL to map these 4 bit binary inputs
to 7 bit segment outputs.

16.3.2.1 Case statement for 7 Segment decoder

This decoder is a pure combinational logic design which uses case statements. This is a good example of
how to use a case statement as part of combinational logic. Counter_0to9 is the case inputs. We only need to
decode the value between 0 to 9. The 7 segment display will NOT output anything when the counter_0to9
value are not equal to valid range (0 ~ 9) which is in the case statement “others”(Figure 16-10 line 103).
Remember to add the counter_0to9 to the sensitive list. Line 107 and 108 connect the counter_0to9 value
externally. This example shows you how to create combinational logic without any logic gate design. All of
the logic gates are created by the Altera tools.

88 | -- 7 segment decode

89 @ decode_7seg_display_p: process(counter_0to9)
90 | begin

91 B case counter_0to9 is

92 --abcdefg--
93 when "0000" => segments_a2g <= "1111110";
94 when "0001" => segments_a2g <= "0110000";
95 when "0010" => segments_a2g <= "1101101";
96 when "0011" => segments_a2g <= "1111001";
97 when "0100" => segments_a2g <= "0110011";
98 when "0101" => segments_a2g <= "1011011";
99 when "0110" => segments_a2g <= "1011111";
100 when "0111" => segments_a2g <= "1110000";
101 when "1000" => segments_a2g <= "1111111";
102 when "1001" => segments_a2g <= "1111011";
103 when others => segments_a2g <= "0000000";
104 + end case;

105 end process;

106 |

Figure 16-10. 7 Segment decoder case statements

16.3.3 End of the counter design

Each VHDL module design has entity (line 6 to 19) and architecture (line 21 to 110). Figure 16-3e shows the
last three line of VHDL code. The lower four bits of current_vlaue is connected to the counter_0to9 (the 4
bit counter) and the upper four bits are all set to zero. This current_value is an output port of the 7 segment
display counter module. The port value will be used to report the value back to Raspberry Pi (when it sends a
read back command) and output to drive the one board LEDs.

The last line (line 110) in the Figure 16-11 is the end of the counter design. It defines the end of the
architecture: arch.
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107 current_value(3 downto 0) <= std_logic_vector(counter_0to9);
108 current_value(7 downto 4) <= (others =>'0");

109

110 end arch;

111

Figure 16-11. end of the architecture deisgn of the 7 segment display counter

16.4 7 Segment display example design

Every FPGA design needs a top level design to connect all of the modules together and to the outside world
(the board connections). This 7 segment display example also needs a top level design.

We will re-use the SPI slave and PLL design from chapter 15 (Two-way communications with your
raspberry Pi: SPI) and add the 7 segment display counter module from the last section. Figure 16-12 shows
all of the modules within the design and their connections.

MAX10 FPGA
Seven segment example top
RaspberryPi CLOCK
Master 0 SLAVE SELECT ;
o, N SPI SLAVE
7 segment display counter
ALTERA IP 29.5MHz
: PLL 29p5M Ground
USER Design 4
50MHz Clock

Figure 16-12. segment display design example top level block diagram

16.4.1 Code for the top level design

You can copy the following code from Listing 16-1 and save to a file called seven_segment_top.vhd file. Add
this file to the last chapter’s project and select it as top level design by right clicking on the seven_segment_
top.vhd file in the Project navigator “FILES” and select Set as Top-level Entity.
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Listing 16-1. seven_segment_top.vhd 7 segment example top level design

library ieee;
use ieee.std logic_1164.all;

entity seven_segment top is
port(
-- Clock ins, SYS_CLK = 50MHz
SYS_CLK : in std logic;
-- LED outs
USER_LED : out std_logic_vector(8 downto 1);
-- SPI Interface to Raspberry Pi

GPIO 01 : in std_logic; -- SPI CLOCK
GPIO 02 : in std_logic; -- SPI MOSI

GPIO 03 : in std_logic; -- SPI SLAVE SELECT (Active low)
GPIO 04 : out std_logic; -- SPI MISO

-- 7 Segment display interface

GPIO 05 : out std_logic; -- Segement Pin 7-A
GPIO 06 : out std_logic; -- Segement Pin 7-B
GPIO 07 : out std_logic; -- Segement Pin 7-C
GPIO 08 : out std_logic; -- Segement Pin 7-D
GPIO 09 : out std_logic; -- Segement Pin 7-E
GPIO 10 : out std logic; -- Segement Pin 7-F
GPIO_11 : out std_logic -- Segement Pin 7-G
)

end entity seven_segment_top;
architecture arch of seven_segment top is

signal locked, clk 29MHz_i, rst_ i : std_logic;
signal data out, SPI_DATA : std_logic_vector(7 downto 0);

signal rspi clk : std logic;
signal rspi mosi : std_logic;
signal rspi miso : std logic;
signal rspi_ss : std_logic;

signal wr_enable : std logic;
signal segments a2g : std logic_vector(o to 6);

begin
clk : entity work.pll_29p5M

port map

(
inclko => SYS_CLK, -- 50MHz clock input
co => clk_29MHz_i, -- 29.5MHz clock ouput
locked => locked -- Lock condition, 1 = Locked
);
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rst_i <= locked;

spi_slave pm : entity work.spi_slave
port map(
sys_clock => clk_29MHz_i,
sys_ rst  => rst i,

rspi sclk => rspi clk, -- SPI clock from raspberry SPI Master
Ispi ss  => Ispi_ss, -- SPI chip select from raspberry SPI Master
rspi mosi => rspi mosi, -- SPI data from raspberry SPI Master
rspi miso => rspi miso, -- SPI data to raspberry SPI Master

wr_enable => wr_enable,
data_out => data_out,
data_in => SPI_DATA
)s

rspi_clk <= GPIO_01;
rspi_mosi <= GPIO_02;
rspi ss <= GPIO_03;
GPIO 04 <= rspi miso;

USER_LED <= not SPI_DATA; -- Output binary counter value to on
-- board LEDs

seven_segment_counter_pm : entity work.seven segment counter

port map(
-- general purpose
sys_clock => clk_29MHz_i,
sys_rst => rst i,
-- serial I/0 side
data_valid => wr_enable,
data_in => data_out,

current_value => SPI_DATA,
-- 7 Segment display interface
segments_a2g => segments_a2g

)s
GPIO 05 <= segments_a2g(0); -- Segement Pin 7-A
GPIO 06 <= segments a2g(1); -- Segement Pin 7-B
GPIO 07 <= segments_a2g(2); -- Segement Pin 7-C
GPIO 08 <= segments a2g(3); -- Segement Pin 7-D
GPIO_09 <= segments_a2g(4); -- Segement Pin 7-E
GPIO 10 <= segments_a2g(5); -- Segement Pin 7-F
GPIO 11 <= segments_a2g(6); -- Segement Pin 7-G

end architecture arch;
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16.4.2 Generate and program the FPGA

We create the project in the same way as chapter 15 or you can add the two new VHDL design files (seven_
segment_counter.vhd and seven_segment_top.vhd) to the same project and set seven_segment_top.vhd as
top-level entity. You can get the Altera Quartus Project Navigator look like figure 16-13.

Project Navigator % Hierarchy v]a Me x
Entity:Instance Logic Cells :ated Logic R
% MAX 10: 10M08BDAF484C8GES
4 BB seven segment_top ©& 109 (1) 75 (0)
> ¥ pll_29p5M:clk 0(0) 0 (0)
BB seven_segment_counter:seven_segment_counter_pm 62 (62) 38 (38)
BB spi_slave:spi_slave_pm 46 (46) 37 (37)

Figure 16-13. Seven Segment Top Altera Quartus Project Navigator

You can follow the same method as we used in Chapter 15 to generate the bit file and program the FPGA
for this example design.

After the bit file is uploaded to the FPGA, the 7 segment display should start to count from 0 to 9. We can
control the counter from Raspberry PI SPI master interface.

16.5 Control the 7 segment counter from Raspberry Pi

Based on the setup from Chapter 15 for the Raspberry Pi, we should be able to run the following Python
script to get the 7 segment counter to count 3, 2, 1, 2,3,4,5,6,7,8,9,0...etc.
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max10spi_7s_countpy X
import spidev
import time
import binascii

spi.open(0,1) Set the 7 segment display to "3"
sp1.max_speed_hz=500000
Ewhile True:

1
2
3
4
5 spi=spidev.SpiDev()
6
7
8
9

resp = spi.xfer2([0x0l,0x00])

print binascii.hexlify(bytearray(resp))
time.sleep(1)

resp = spi.xfer2([0x00,0x03])
print "’ - - w . e
time. sleaepit} Set the 7 segment display to "2
resp = spi.xfer2([0x01l,0x00])

print binascii.hexlify(bytearray(resp))

time.sleep(1)

resp = spi.xfer2([0x00,0x02])

print ' ] )
time.sleep(1) Set the 7 segment display to "1"

resp = spil.xfer2([0x01l,0x00])

print binascii.hexlify(bytearray(resp))
time.sleep(1)

resp = spi.xfer2([0x00,0x01])

print '

time.sleep(1)

resp = spi.xfer2([0x0l,0x00])

print binascii.hexlify(bytearray(resp))

time.sleep(1) .

resp = spi.xfer2([0x00,0x0A)3gme’/ SEEMeENt count start to increnment

print - e
T3 me. ol aer(20) _‘______.—for 20 seconds

Figure 16-14. Python script for running the counter example

16.6

Summary

In this chapter, we designed a special version of the 7 segment counter. The counter module includes some

register design, a second counter and combination logic for decoding the 7 segment display. All three

elements are very basic and useful for most of the design. The seven_segment_top.vhd shows most of what
all top level designs do - connect all of the modules to the outside world.

After this chapter, you should know to handle the design flow for a FPGA design which is like the

following.

Define clock and reset

Define the input and output requirements

Create the port list

Separate the design requirements into multiple stages/steps

Design each stage/step with one process with VHDL code
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The second step should be simulating it with ModelSim after you get your design done. ModelSim can
show a lot of things that are very helpful when debuging the design.

The idea of this design flow is to allow us to understand what we want to build first before we start to
write the VHDL code. This is important for you to create hardware.

We hope this book provided you with enough information to kick start your learning about FPGA and
VHDL. You have just started FPGA and VHDL journey. The follow websites are ideal for continuing the
learning process for both FPGA and VHDL.

One more BeMicro MAX10 example design from Altera

https://cloud.altera.com/devstore/platform/15.1.0/become-an-fpga-designer-in-4-
hour-lab-solution/

Huge collections of VHDL and FPGA stuff
http://members.optusnet.com.au/jekent/FPGA.htm
Alot of good free IP and tutorial for different interfaces

http://www.fpgadfun.com/

“What I cannot build, I do not understand”

— Richard Feynman
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